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理想的设计特征

最小的复杂度

易于维护

松散耦合

可扩展性

可重用性

高扇入

低扇出

可移植性

精简性

层次性

标准技术

设计中的挑战

设计是一个险恶的问题

设计是个了无章法的过程

设计就是确定取舍和调整顺序的过程

设计受到诸多限制

设计是不确定的

设计是一个启发式过程

设计是自然而然形成的

设计实践

迭代

分而治之

自上而下和自下而上的设计方法

建立试验性原型

合作设计

记录设计成果

设计的层次

软件系统

分解为子系统或包

分解为类

分解成子程序

子程序内部的设计
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ADT是指一些数据以及对这些数据所进行的操作的集合。

模块化设计的目标是使每个子程序都成为一个“黑盒子”：

* 你知道进入盒子和从盒子里出来的是什么，却不知道里边发生什么
* 通过接口的定义明确其功能

类=ADT+继承+多态

使用ADT的益处：

隐藏实现细节

改动不会影响到整个程序

让接口能提供更多信息

更容易提高性能

让程序的正确性更显而易见

程序更具自我说明性

无须在程序内到处传递数据

操作实体而不是底层

良好的类接口

——之良好的抽象

理解所实现的抽象

提供成对的服务

把不相关的信息转移到其他类

让接口可编程而不是表达语义

谨防在修改时破坏接口的抽象

不要添加与接口抽象不一致的公用成员

同时考虑抽象性和内聚性

良好的类接口

——之良好的封装

尽可能地限制类和成员的可访问性

不要公开暴露成员数据

避免把私用的实现细节放入类的接口中

不要对类的使用者作出任何假设

避免使用友元类

不把子程序归入公开接口

个要警惕从语义上破坏封装性

留意过于紧密的耦合关系
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创建类的理由

对现实世界中的对象建模

对抽象对象建模

降低复杂度

隔离复杂度

隐藏实现细节

限制变化所影响的范围

隐藏全局数据

让参数传递更顺畅

创建中心控制点

让代码更易于重用

为程序族做计划

把相关的操作放到一起

实现特定的重构

防御式编程

检查所有来源于外部的数据的值

检查子程序所有输入参数的值

决定如何处理错误的输入数据

断言：让程序在运行时进行自检的代码

用错误处理代码来处理预期会发生的状况，用断言来处理绝不应该发生的状况。

避免把需要执行的代码放到断言中

用断言来注解并验证前条件和后条件

对于高健壮性的代码应先使用断言再处理错误

异常：把代码中的错误或异常事件传递给调用方代码的一种特殊手段

用异常通知程序的其他部分发生了不可忽略的错误

只在真正里外的情况下才抛出异常

不能用异常来推卸责任

避免在构造函数和析构函数中抛出异常

在恰当的抽象层次抛出异常

……
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创建子程序的理由

降低复杂度

引入中间、易懂的抽象

避免代码重复

支持子类化

隐藏顺序

隐藏指针操作

提高可移植性

简化复杂的布尔判断

改善性能

隔离复杂度

隐藏实现细节

限制变化所影响的范围

隐藏全局数据

创建中心控制点

让代码更易于重用

实现特定的重构

内聚性

功能内聚（一项操作）

顺序内聚（一系列共享数据的步骤且）

通信内聚（共同的数据）

临时内聚（同时执行）

过程内聚（一系列步骤）

逻辑内聚（传入操作符选择执行若干操作）

巧合的内聚（无关）