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# Domain Classifier Docs[](#domain-classifier-docs)

## Menu Navigator[](#menu-navigator)

A generic class to manage the user navigation through a multilevel options menu.

Created on March. 04, 2019

@author: Jesús Cid Sueiro

Based on former menu manager scripts by Jerónimo Arenas.

*class* src.menu\_navigator.menu\_navigator.MenuNavigator(*tm*, *path2menu*, *paths2data=None*)[](#Xb138926553185adb3528732525f2341648aff2e)

Bases: object

A class to manage the user navigation through a multilevel options menu.

The structure of multilevel menu options with their associated actions and parameters should be defined in a yaml file.

A taskmanager class is required to take the selected actions with the given parameters.

\_\_init\_\_(*tm*, *path2menu*, *paths2data=None*)[](#Xee5928c240a4030e2b3b542ffcfec84cf6fca8c)

Initializes a menu navigator.

Parameters

* **tm** (*object*) – A task manager object, that will be in charge of executing all actions selected by the user through the menu interaction. Thus, it must contain: (1) One action method per method specified in the menu structure (2) Data collection methods, required for some menus with dynamic options.
* **path2menu** (*str*) – The route to the yaml file containing the menu structure
* **paths2data** (*dict or None, optional (default=None)*) – A dictionary of paths to data repositories. The key is a name of the path, and the value is the path.

\_\_weakref\_\_[](#X9ce9ec979260c7e9346f911b3dd019d4191ce0b)

list of weak references to the object (if defined)

clear()[](#Xf2fc8d599ac301de3c7a49f7e63294a8c7c97f9)

Cleans terminal window

front\_page(*title*)[](#X979bbde7f3173ce80228a228a8381957ecbd9ea)

Prints a simple title heading the application user screen

Parameters

**title** (*str*) – Title message to be printed

navigate(*option=None*, *active\_options=None*)[](#Xc9c099485d5368398d710bfe5b2411360fb5805)

Manages the menu navigation loop

Parameters

* **options** (*dict*) – A dictionary of options
* **active\_options** (*list or None, optional (default=None)*) – List of option keys indicating the available options to print. If None, all options are shown.

query\_options(*options*, *active\_options=None*, *msg=None*, *zero\_option='exit'*)[](#X20a544822314222317ffde317646cc25bd555fb)

Prints a heading mnd the subset of options indicated in the list of active\_options, and returns the one selected by the used

Parameters

* **options** (*dict*) – A dictionary of options
* **active\_options** (*list or None, optional (default=None)*) – List of option keys indicating the available options to print. If None, all options are shown.
* **msg** (*str or None, optional (default=None)*) – Heading message to be printed before the list of available options
* **zero\_option** (*str {‘exit’, ‘up’}, optional (default=’exit’)*) – If ‘exit’, an exit option is shown If ‘up’, an option to go back to the main menu

Returns

**option** – Selected option

Return type

str

request\_confirmation(*msg='     Are you sure?'*)[](#X41fea83fa98a17b3a3aaa8b2b8e31165a77e8e3)

Request confirmation from user

Parameters

**msg** (*str, optional (default=” Are you sure?”)*) – Message printed to request confirmation

Returns

**r** – User respones

Return type

str {‘yes’, ‘no’}

## Base Task Manager[](#base-task-manager)

*class* src.base\_taskmanager.baseTaskManager(*path2project*, *path2source=None*, *config\_fname='parameters.yaml'*, *metadata\_fname='metadata.yaml'*, *set\_logs=True*)[](#src.base_taskmanager.baseTaskManager)

Bases: object

Base Task Manager class.

This class provides the basic functionality to create, load and setup an execution project from the main application

The behavior of this class might depend on the state of the project, which is stored in dictionary self.state, with the followin entries:

* ‘isProject’ : If True, project created. Metadata variables loaded
* ‘configReady’ : If True, config file succesfully loaded and processed

\_\_init\_\_(*path2project*, *path2source=None*, *config\_fname='parameters.yaml'*, *metadata\_fname='metadata.yaml'*, *set\_logs=True*)[](#Xf8768a027946a1d370c9f86a38157401448a238)

Sets the main attributes to manage tasks over a specific application project.

Parameters

* **path2project** (*str or pathlib.Path*) – Path to the application project
* **path2source** (*str or pathlib.Path or None, optional (default=None)*) – Paht to the folder containing the data sources for the application. If none, no source data is used.
* **config\_fname** (*str, optional (default=’parameters.yaml’)*) – Name of the configuration file
* **metadata\_fname** (*str or None, optional (default=’metadata.yaml’)*) – Name of the project metadata file.
* **set\_logs** (*bool, optional (default=True)*) – If True logger objects are created according to the parameters specified in the configuration file

\_\_weakref\_\_[](#X87c5c362732b400cff55dc369694d498cb44e69)

list of weak references to the object (if defined)

create()[](#Xe89751e69901b9d3d605fbb082dd076c8084577)

Creates an application project. To do so, it defines the main folder structure, and creates (or cleans) the project folder, specified in self.path2project

load()[](#X8983365199e07a9e8262b8d51ab1ae9425a115d)

Loads an existing project, by reading the metadata file in the project folder.

It can be used to modify file or folder names, or paths, by specifying the new names/paths in the f\_struct dictionary.

setup()[](#X280dbdb01414692531fa76f7598d17f0f59a020)

Sets up the application projetc. To do so, it loads the configuration file and activates the logger objects.

## Task Manager[](#task-manager)

*class* src.task\_manager.TaskManager(*path2project*, *path2source=None*, *path2zeroshot=None*, *config\_fname='parameters.yaml'*, *metadata\_fname='metadata.yaml'*, *set\_logs=True*)[](#src.task_manager.TaskManager)

Bases: [src.base\_taskmanager.baseTaskManager](index.html#src.base_taskmanager.baseTaskManager)

This class extends the functionality of the baseTaskManager class for a specific example application

This class inherits from the baseTaskManager class, which provides the basic method to create, load and setup an application project.

The behavior of this class might depend on the state of the project, in dictionary self.state, with the following entries:

* ‘isProject’ : If True, project created. Metadata variables loaded
* ‘configReady’If True, config file succesfully loaded. Datamanager
* activated.

\_\_init\_\_(*path2project*, *path2source=None*, *path2zeroshot=None*, *config\_fname='parameters.yaml'*, *metadata\_fname='metadata.yaml'*, *set\_logs=True*)[](#src.task_manager.TaskManager.__init__)

Opens a task manager object.

Parameters

* **path2project** (*pathlib.Path*) – Path to the application project
* **path2source** (*str or pathlib.Path or None (default=None)*) – Path to the folder containing the data sources
* **path2zeroshot** (*str or pathlib.Path or None (default=None)*) – Path to the folder containing the zero-shot-model
* **config\_fname** (*str, optional (default=’parameters.yaml’)*) – Name of the configuration file
* **metadata\_fname** (*str or None, optional (default=None)*) – Name of the project metadata file. If None, no metadata file is used.
* **set\_logs** (*bool, optional (default=True)*) – If True logger objects are created according to the parameters specified in the configuration file

analyze\_keywords(*wt=2*)[](#Xb1e8d86687bd154a22d1e8a9645f6d9855bbde4)

Get a set of positive labels using keyword-based search

Parameters

**wt** (*float, optional (default=2)*) – Weighting factor for the title components. Keyword matches with title words are weighted by this factor

evaluate\_PUmodel()[](#X8c119267209dc860e02d49fcee3f0f1fd0ff4fc)

Evaluate a domain classifiers

get\_feedback()[](#X6453212002a29c354fefd2180c05fb8fb819645)

Gets some labels from a user for a selected subset of documents

get\_labels\_by\_keywords(*wt=2*, *n\_max=2000*, *s\_min=1*, *tag='kwds'*)[](#Xa0101ea766122de5d8b20125e8c1c360173a278)

Get a set of positive labels using keyword-based search

Parameters

* **wt** (*float, optional (default=2)*) – Weighting factor for the title components. Keyword matches with title words are weighted by this factor
* **n\_max** (*int or None, optional (defaul=2000)*) – Maximum number of elements in the output list. The default is a huge number that, in practice, means there is no loimit
* **s\_min** (*float, optional (default=1)*) – Minimum score. Only elements strictly above s\_min are selected
* **tag** (*str, optional (default=1)*) – Name of the output label set.

get\_labels\_by\_topics(*topic\_weights*, *T*, *df\_metadata*, *n\_max=2000*, *s\_min=1*, *tag='tpcs'*)[](#Xecc2627ef30b10ebf0be14db823010dc7f54d6e)

Get a set of positive labels from a weighted list of topics

Parameters

* **topic\_weights** (*numpy.array*) – Weight of each topic
* **T** (*numpy.ndarray*) – Topic matrix
* **df\_metadata** – Topic metadata
* **n\_max** (*int or None, optional (defaul=2000)*) – Maximum number of elements in the output list. The default is a huge number that, in practice, means there is no loimit
* **s\_min** (*float, optional (default=1)*) – Minimum score. Only elements strictly above s\_min are selected
* **tag** (*str, optional (default=1)*) – Name of the output label set.

get\_labels\_by\_zeroshot(*n\_max=2000*, *s\_min=0.1*, *tag='zeroshot'*)[](#Xffdaa9da616932805b1dcd086b2af0dc6d35f3f)

Get a set of positive labels using a zero-shot classification model

Parameters

* **n\_max** (*int or None, optional (defaul=2000)*) – Maximum number of elements in the output list. The default is a huge number that, in practice, means there is no loimit
* **s\_min** (*float, optional (default=0.1)*) – Minimum score. Only elements strictly above s\_min are selected
* **tag** (*str, optional (default=1)*) – Name of the output label set.

get\_labels\_from\_docs(*n\_docs*)[](#X365a61d1bb65ae2133267988eebcf8eaedf0e9c)

Requests feedback about the class of given documents.

Parameters

**selected\_docs** (*pands.DataFrame*) – Selected documents

Returns

**labels** – Labels for the given documents, in the same order than the documents in the input dataframe

Return type

list of boolean

import\_labels()[](#X9f7ad57b6dd8a39fce0059f535493d4b28405dc)

Import labels from file

load()[](#src.task_manager.TaskManager.load)

Extends the load method from the parent class to load the project corpus and the dataset (if any)

load\_corpus(*corpus\_name*)[](#src.task_manager.TaskManager.load_corpus)

Loads a dataframe of documents from a given corpus.

Parameters

**corpus\_name** (*str*) – Name of the corpus. It should be the name of a folder in self.path2source

load\_labels(*class\_name*)[](#src.task_manager.TaskManager.load_labels)

Load a set of labels and its corresponding dataset (if it exists)

Parameters

**class\_name** (*str*) – Name of the target category

reevaluate\_model()[](#X41eb6adab644a623070afc2fcc4d1444a293e88)

Evaluate a domain classifier

reset\_labels(*labelset*)[](#X588438de5c13f6faddd70505f1f00f709a451b8)

Reset all labels and models associated to a given category

Parameters

**labelset** (*str*) – Name of the category to be removed.

retrain\_model()[](#Xec4e11967623c5e1d93544d43563673c249d62d)

Improves classifier performance using the labels provided by users

train\_PUmodel(*max\_imbalance=3*, *nmax=400*)[](#X47a9b6502073af48338572fc42e4d5528949e9a)

Train a domain classifiers

Parameters

* **max\_imbalance** (*int or float or None, optional (default=None)*) – Maximum ratio negative vs positive samples. If the ratio in df\_dataset is higher, the negative class is subsampled. If None, the original proportions are preserved
* **nmax** (*int or None (defautl=None)*) – Maximum size of the whole (train+test) dataset

*class* src.task\_manager.TaskManagerCMD(*path2project*, *path2source=None*, *path2zeroshot=None*, *config\_fname='parameters.yaml'*, *metadata\_fname='metadata.yaml'*, *set\_logs=True*)[](#src.task_manager.TaskManagerCMD)

Bases: [src.task\_manager.TaskManager](#src.task_manager.TaskManager)

Provides extra functionality to the task manager, requesting parameters from users from a command window.

\_\_init\_\_(*path2project*, *path2source=None*, *path2zeroshot=None*, *config\_fname='parameters.yaml'*, *metadata\_fname='metadata.yaml'*, *set\_logs=True*)[](#src.task_manager.TaskManagerCMD.__init__)

Opens a task manager object.

Parameters

* **path2project** (*pathlib.Path*) – Path to the application project
* **path2source** (*str or pathlib.Path or None (default=None)*) – Path to the folder containing the data sources
* **path2zeroshot** (*str or pathlib.Path or None (default=None)*) – Path to the folder containing the zero-shot-model
* **config\_fname** (*str, optional (default=’parameters.yaml’)*) – Name of the configuration file
* **metadata\_fname** (*str or None, optional (default=None)*) – Name of the project metadata file. If None, no metadata file is used.
* **set\_logs** (*bool, optional (default=True)*) – If True logger objects are created according to the parameters specified in the configuration file

analyze\_keywords()[](#Xf98dbc2d2c21f81873be52f66467f9ef3cd4842)

Get a set of positive labels using keyword-based search

get\_labels\_by\_keywords()[](#X254c36f03812992ce9e5176d5e75fe6532c378d)

Get a set of positive labels using keyword-based search

get\_labels\_by\_topics()[](#X545157bddf2e33c005e3d13d31f9bb7c1e81a2b)

Get a set of positive labels from a weighted list of topics

get\_labels\_by\_zeroshot()[](#Xec34b6580efdf913c160646b6f8d673a9c165c0)

Get a set of positive labels using keyword-based search

get\_labels\_from\_docs(*selected\_docs*)[](#Xc0e08e5672b0249ec3931cdb4b786ca03d907b5)

Requests feedback about the class of given documents.

Parameters

**selected\_docs** (*pands.DataFrame*) – Selected documents

Returns

**labels** – Labels for the given documents, in the same order than the documents in the input dataframe

Return type

list of boolean

train\_PUmodel()[](#X562ce57600f6f95f944fb4509ad6b930f1fc09d)

Train a domain classifier

*class* src.task\_manager.TaskManagerGUI(*path2project*, *path2source=None*, *path2zeroshot=None*, *config\_fname='parameters.yaml'*, *metadata\_fname='metadata.yaml'*, *set\_logs=True*)[](#src.task_manager.TaskManagerGUI)

Bases: [src.task\_manager.TaskManager](#src.task_manager.TaskManager)

Provides extra functionality to the task manager, to be used by the Graphical User Interface (GUI)

get\_feedback(*idx*, *labels*)[](#Xaeb1745202761a9dc2ff9b610bb4972d9d3d9f3)

Gets some labels from a user for a selected subset of documents

Notes

In comparison to the corresponding parent method, STEPS 1 and 2 are carried out directly through the GUI

get\_labels\_by\_keywords(*keywords*, *\_tag*)[](#Xa0dcd5931dfec447cdd3a3290b88ab43ed4aff1)

Get a set of positive labels using keyword-based search through the MainWindow

get\_suggested\_keywords()[](#X30e8423d320093c449ce879382b270dda7f1767)

Get the list of suggested keywords to showing it in the GUI.

Returns

**suggested\_keywords** – List of suggested keywords

Return type

list of str

get\_topic\_words(*n\_max*, *s\_min*)[](#Xc306fc9a9c636d462b19a097468efc52ca6c845)

Get a set of positive labels from a weighted list of topics

train\_PUmodel(*max\_imabalance*, *nmax*)[](#Xb191ccd37c0c591bd7c69fe62a47ce330321d7d)

Train a domain classifier

## Data Manager[](#data-manager)

*class* src.data\_manager.DataManager(*path2source*, *path2labels*, *path2datasets*, *path2models*, *path2embeddings=None*)[](#src.data_manager.DataManager)

Bases: object

This class contains all read / write functionalities required by the domain\_classification project.

It assumes that source and destination data will be stored in files.

\_\_init\_\_(*path2source*, *path2labels*, *path2datasets*, *path2models*, *path2embeddings=None*)[](#src.data_manager.DataManager.__init__)

Initializes the data manager object

Parameters

* **path2source** (*str or pathlib.Path*) – Path to the folder containing all external source data
* **path2labels** (*str or pathlib.Path*) – Path to the folder containing sets of labels
* **path2datasets** (*str or pathlib.Path*) – Path to the folder containing datasets
* **path2embeddings** (*str or pathlib.Path*) – Path to the folder containing the document embeddings

\_\_weakref\_\_[](#src.data_manager.DataManager.__weakref__)

list of weak references to the object (if defined)

get\_corpus\_list()[](#X71980d61dc529e7414b63be0f9a56b6351ef672)

Returns the list of available corpus

get\_dataset\_list()[](#X146380599410b20de5296d56ae411c15a7fc284)

Returns the list of available datasets

get\_keywords\_list()[](#X71088e860d678ab13976325d5a0845474768b29)

Returns a list of IA-related keywords

Returns

**keywords** – A list of keywords

Return type

list

get\_labelset\_list()[](#X5886986e4dddce5c56595d613469a0275ebd600)

Returns the list of available labels

get\_model\_list()[](#X11b4f15cfb69e0f8f89ea4acbd73516fd1b3752)

Returns the list of available models

import\_labels(*ids\_corpus=None*, *tag='imported'*)[](#Xf34a35fe9cb74fae7a046f51c81a03ef8fae9da)

Loads a subcorpus of positive labels from file.

Parameters

* **ids\_corpus** (*list*) – List of ids of the documents in the corpus. Only the labels with ids in ids\_corpus are imported and saved into the output file.
* **tag** (*str, optional (default=”imported”)*) – Name for the category defined by the positive labels.

Returns

**df\_labels** – Dataframe of labels, with two columns: id and class. id identifies the document corresponding to the label. class identifies the class. All documents are assumed to be class 1

Return type

pandas.DataFrame

load\_corpus(*corpus\_name*)[](#src.data_manager.DataManager.load_corpus)

Loads a dataframe of documents from a given corpus.

Parameters

**corpus\_name** (*str*) – Name of the corpus. It should be the name of a folder in self.path2source

load\_dataset(*tag=''*)[](#X1cd94de73524542e9428feb5b30250ea8726426)

Loads a labeled dataset of documents in the format required by the classifier modules

Parameters

**tag** (*str, optional (default=””)*) – Name of the dataset

load\_labels(*tag=''*)[](#src.data_manager.DataManager.load_labels)

Loads a set or PU labels

load\_topics()[](#src.data_manager.DataManager.load_topics)

Loads a topic matrix for a specific corpus

reset\_labels(*tag=''*)[](#X3123b48433d1abc3269b0c53ba2b9bc7b0fd9fa)

Delete all files related to a given class

Parameters

**tag** (*str, optional (default=””)*) – Name of the class to be removed

save\_dataset(*df\_dataset*, *tag=''*, *save\_csv=False*)[](#X1df8a76f6d46bffae1362b86ebfa2b32bbd091c)

Save dataset in input dataframe in a feather file.

Parameters

* **df\_dataset** (*pandas.DataFrame*) – Dataset to save
* **tag** (*str, optional (default=””)*) – Optional string to add to the output file name.
* **save\_csv** (*boolean, optional (default=False)*) – If True, the dataset is saved in csv format too

## Query Manager[](#query-manager)

*class* src.query\_manager.QueryManager[](#src.query_manager.QueryManager)

Bases: object

This class contains all user queries needed by the datamanager.

\_\_init\_\_()[](#src.query_manager.QueryManager.__init__)

Initializes the query manager object

\_\_weakref\_\_[](#X04063a9552eb5e44d82bdaa47f6f085835a7e11)

list of weak references to the object (if defined)

ask\_keywords(*kw\_library=None*)[](#X3b2b015ca4d50be2576e376b5916ec7609c320a)

Ask the user for a list of keywords.

Parameters

**kw\_library** (*list*) – A list of possible keywords

Returns

**keywords** – List of keywords

Return type

list of str

ask\_label()[](#src.query_manager.QueryManager.ask_label)

Ask the user for a single binary label

Returns

**label** – Binary value read from the standard input

Return type

int

ask\_label\_tag()[](#X118a24305a4423f86f14e3f8305095d63fe95ea)

Ask the user for a tag to compose the label file name.

Returns

**keywords** – List of keywords

Return type

list of str

ask\_labels()[](#X41f05ec34af8ef0a53b235218ba4689e1c32fa5)

Ask the user for a weighted list of labels related to some documents

Returns

**labels** – List of labels

Return type

list of int

ask\_topics(*topic\_words*)[](#X37df729896e9303f636169672dbd45963bf48c3)

Ask the user for a weighted list of topics

Parameters

**topic\_words** (*list of str*) – List of the main words from each topic

Returns

**tw** – Dictionary of topics: weights

Return type

dict

ask\_value(*query='Write value: '*, *convert\_to=<class 'str'>*, *default=None*)[](#src.query_manager.QueryManager.ask_value)

Ask user for a value

Parameters

* **query** (*str, optional (default value=”Write value: “)*) – Text to print
* **convert\_to** (*function, optional (default=str)*) – A function to apply to the selected value. It can be used, for instance, for type conversion.
* **default** (*optional (default=None)*) – Default value to return if an empty value is returned

Returns

The returned value is equal to conver\_to(x), where x is the string introduced by the user (if any) or the default value.

Return type

value

confirm()[](#src.query_manager.QueryManager.confirm)

Ask the user for confirmation

Return type

True if the user inputs ‘y’, False otherwise

## Classifier[](#classifier)

*class* src.domain\_classifier.classifier.CorpusClassifier(*df\_dataset*, *path2transformers='.'*, *use\_cuda=True*)[](#Xb50a06fb384851ee32d8b2426ba204763efab16)

Bases: object

A container of corpus classification methods

AL\_sample(*n\_samples=5*)[](#X2110e15a58ba9b936c383107f1f9de4f006eb9d)

Returns a given number of samples for active learning (AL)

Parameters

**n\_samples** (*int, optional (default=5)*) – Number of samples to return

Returns

**df\_out** – Selected samples

Return type

pandas.dataFrame

\_\_init\_\_(*df\_dataset*, *path2transformers='.'*, *use\_cuda=True*)[](#X4aaae8cf99cf1e87e4b2ed895870b82dfcc8470)

Initializes a preprocessor object

Parameters

* **df\_dataset** (*pandas.DataFrame*) – Dataset with text and labels. It must contain at least two columns with names “text” and “labels”, with the input and the target labels for classification.
* **path2transformers** (*pathlib.Path or str, optional (default=”.”)*) – Path to the folder that will store all files produced by the simpletransformers library. Default value is “.”.
* **use\_cuda** (*boolean, optional (default=True)*) – If true, GPU will be used, if available.

Notes

Be aware that the simpletransformers library produces several folders, with some large files. You might like to use a value of path2transformers other than ‘.’.

\_\_weakref\_\_[](#Xe9960be88d5f5a2f226b077f92443d21d096f8a)

list of weak references to the object (if defined)

annotate(*idx*, *labels*, *col='annotations'*)[](#X1949546a927b9a4d36478d890b7df5e2bf2ebdd)

Annotate the given labels in the given positions

Parameters

* **idx** (*list of int*) – Rows to locate the labels.
* **labels** (*list of int*) – Labels to annotate
* **col** (*str, optional (default = ‘annotations’)*) – Column in the dataframe where the labels will be annotated. If it does not exist, it is created.

eval\_model(*tag\_score='score'*)[](#X4458484e13fc0cf807f1080374f2342c8960b0e)

Compute predictions of the classification model over the input dataset and compute performance metrics.

Parameters

**tag\_score** (*str*) – Prefix of the score names. The scores will be save in the columns of self.df\_dataset containing these scores.

Notes

The use of simpletransformers follows the example code in <https://towardsdatascience.com/simple-transformers-introducing-the>- easiest-bert-roberta-xlnet-and-xlm-library-58bf8c59b2a3

load\_model()[](#X01649154194191088763b270a27b164ce1aacea)

Loads an existing classification model

Return type

The loaded model is stored in attribute self.model

load\_model\_config()[](#X09e4e5fdd34a2480d2987b4c283ebc78d55b781)

Load configuration for model.

If there is no previous configuration, copy it from simpletransformers ClassificationModel and save it.

retrain\_model()[](#Xf1124978e80a132d1878426c4e2f067d05d8b4d)

Re-train the classifier model using annotations

train\_model(*epochs=3*, *evaluate=True*)[](#X7c06daaf2f3f051179bc199692684e599cf9c28)

Train binary text classification model based on transformers

Notes

The use of simpletransformers follows the example code in <https://towardsdatascience.com/simple-transformers-introducing-the>- easiest-bert-roberta-xlnet-and-xlm-library-58bf8c59b2a3

train\_test\_split(*max\_imbalance=None*, *nmax=None*, *train\_size=0.6*, *random\_state=None*)[](#X125faa742180a34b2d3ee062a0639f93418e8be)

Split dataframe dataset into train an test datasets, undersampling the negative class

Parameters

* **max\_imbalance** (*int or float or None, optional (default=None)*) – Maximum ratio negative vs positive samples. If the ratio in df\_dataset is higher, the negative class is subsampled If None, the original proportions are preserved
* **nmax** (*int or None (defautl=None)*) – Maximum size of the whole (train+test) dataset
* **train\_size** (*float or int (default=0.6)*) – Size of the training set. If float in [0.0, 1.0], proportion of the dataset to include in the train split. If int, absolute number of train samples.
* **random\_state** (*int or None (default=None)*) – Controls the shuffling applied to the data before splitting. Pass an int for reproducible output across multiple function calls.

Returns

* *No variables are returned. The dataset dataframe in self.df\_dataset is*
* *updated with a new columm ‘train\_test’ taking values* – 0: if row is selected for training 1: if row is selected for test -1: otherwise

## Custom Model[](#custom-model)

A custom classifier based on the RobertaModel class from transformers.

Created on February 2022

@author: José Antonio Espinosa

*class* src.domain\_classifier.custom\_model.CustomClassificationHead(*classifier\_dropout=0.1*, *hidden\_dropout\_prob=0.1*, *hidden\_size=768*)[](#Xf358d694e86af822a4c39bd21ceeb3703a0cf07)

Bases: torch.nn.modules.module.Module

Copy of class RobertaClassificationHead (from transformers.models.roberta.modeling\_roberta) Head for sentence-level classification tasks.

\_\_init\_\_(*classifier\_dropout=0.1*, *hidden\_dropout\_prob=0.1*, *hidden\_size=768*)[](#Xbf7d1e4063d070ba7d3a627688fc5585355b61b)

Initializes internal Module state, shared by both nn.Module and ScriptModule.

forward(*features: torch.Tensor*)[](#Xc6bec0980a9bee9a0e6589f7156acf0fb0f2fd0)

Parameters

**features** (*Tensor*) – The encoded text

*class* src.domain\_classifier.custom\_model.CustomDataset(*df*)[](#Xc0b0ded43b56b360df5b775ab8502f9cede6aa2)

Bases: torch.utils.data.dataset.Dataset

\_\_init\_\_(*df*)[](#X5a51993ee07b29b4e358d13a01e3114be76e95c)

*class* src.domain\_classifier.custom\_model.CustomEncoderLayer(*hidden\_act='gelu'*, *hidden\_size=768*, *intermediate\_size=3072*, *layer\_norm\_eps=1e-05*, *num\_attention\_heads=12*, *num\_hidden\_layers=1*)[](#X0a515bbf3fcb22d232e8b743626f1610ab9efc2)

Bases: torch.nn.modules.module.Module

Custom encoder layer of transformer for classification.

\_\_init\_\_(*hidden\_act='gelu'*, *hidden\_size=768*, *intermediate\_size=3072*, *layer\_norm\_eps=1e-05*, *num\_attention\_heads=12*, *num\_hidden\_layers=1*)[](#X2ba8df3a964f99763903f5269b50b4a93da94d5)

Initializes internal Module state, shared by both nn.Module and ScriptModule.

forward(*features: torch.Tensor*, *mask: torch.Tensor*)[](#X19a25ff56426f443b437c31ad972b4b3a0f6389)

Parameters

* **features** (*Tensor*) – The sequence to the encoder
* **mask** (*Tensor*) – The mask for the src keys per batch

*class* src.domain\_classifier.custom\_model.CustomModel(*config*, *path\_model*)[](#Xe91db75d9ce07394d5fe82781f9b0142fef82c8)

Bases: torch.nn.modules.module.Module

Copy of class RobertaClassificationHead (from transformers.models.roberta.modeling\_roberta) Head for sentence-level classification tasks.

\_\_init\_\_(*config*, *path\_model*)[](#X10efadec84f99639359647aab78be18b3226110)

Initializes internal Module state, shared by both nn.Module and ScriptModule.

create\_data\_loader(*df*, *batch\_size=8*)[](#X00ab515bf29b5fb5c48d35ffd834e7ecb0a06c1)

Creates a DataLoader from a DataFrame to train/eval model

eval\_model(*df\_eval*, *device='cuda'*)[](#Xa370185c81a5d601cadaa385b2998156a59b08b)

Evaluate trained model

forward(*features: torch.Tensor*, *mask: torch.Tensor*)[](#X2fb945530ca551286eaae12825cd9e37b211507)

Parameters

* **features** (*Tensor*) – The sequence to the encoder
* **mask** (*Tensor*) – The mask for the src keys per batch

load\_embeddings()[](#Xd17b29c5fedd452ab28d56fec78f8a958ba742b)

Load embeddings layer.

If there is no previous configuration, copy it from simpletransformers ClassificationModel and save it.

train\_model(*df\_train*, *device='cuda'*)[](#X2abd8f4b5bdf1cb92cb9145460b2800aaadf739)

Train the model

Parameters

* **df\_train** (*DataFrame*) – Training dataframe
* **epochs** (*int*) – Number of epochs to train model

## Preprocessor[](#preprocessor)

*class* src.domain\_classifier.preprocessor.CorpusDFProcessor(*df\_corpus*, *path2embeddings=None*, *path2zeroshot=None*)[](#Xd179ad8cb9278361807647bf77c96d623d5cec0)

Bases: object

A container of corpus processing methods. It assumes that a corpus is given by a dataframe of documents.

Each dataframe must contain three columns: id: document identifiers title: document titles description: body of the document text

\_\_init\_\_(*df\_corpus*, *path2embeddings=None*, *path2zeroshot=None*)[](#Xcba052d23825e7d302d7d758290595d33addf5e)

Initializes a preprocessor object

Parameters

* **df\_corpus** (*pandas.dataFrame*) – Input corpus.
* **path2embeddings** (*str or pathlib.Path or None, optional (default=None)*) – Path to the folder containing the document embeddings. If None, no embeddings will be used. Document scores will be based in word counts
* **path2zeroshot** (*str or pathlib.Path or None, optional (default=None)*) – Path to the folder containing the pretrained zero-shot model If None, zero-shot classification will not be available.

\_\_weakref\_\_[](#Xac48e9094626077072cc3a229876a3940dd2c67)

list of weak references to the object (if defined)

compute\_keyword\_stats(*keywords*, *wt=2*)[](#X6984a36c822ef5bb55fce4acab15bcf5cec7112)

Computes keyword statistics

Parameters

* **corpus** (*dataframe*) – Dataframe of corpus.
* **keywords** (*list of str*) – List of keywords

Returns

* **df\_stats** (*dict*) – Dictionary of document frequencies per keyword df\_stats[k] is the number of docs containing keyword k
* **kf\_stats** (*dict*) – Dictionary of keyword frequencies df\_stats[k] is the number of times keyword k appers in the corpus
* **wt** (*float, optional (default=2)*) – Weighting factor for the title components. Keyword matches with title words are weighted by this factor

filter\_by\_keywords(*keywords*, *wt=2*, *n\_max=1e+100*, *s\_min=0*)[](#X472f93e80f550337b163e790e6060db37536d8c)

Select documents with a significant presence of a given set of keywords

Parameters

* **keywords** (*list of str*) – List of keywords
* **wt** (*float, optional (default=2)*) – Weighting factor for the title components. Keyword matches with title words are weighted by this factor. Not used if self.path2embeddings is None
* **n\_max** (*int or None, optional (defaul=1e100)*) – Maximum number of elements in the output list. The default is a huge number that, in practice, means there is no loimit
* **s\_min** (*float, optional (default=0)*) – Minimum score. Only elements strictly above s\_min are selected

Returns

**ids** – List of ids of the selected documents

Return type

list

filter\_by\_topics(*T*, *doc\_ids*, *topic\_weights*, *n\_max=1e+100*, *s\_min=0*)[](#Xa13d119f35fae266980378d7e7c297195c2585c)

Select documents with a significant presence of a given set of keywords

Parameters

* **T** (*numpy.ndarray or scipy.sparse*) – Topic matrix.
* **doc\_ids** (*array-like*) – Ids of the documents in the topic matrix. doc\_ids[i] = ‘123’ means that document with id ‘123’ has topic vector T[i]
* **topic\_weights** (*dict*) – Dictionary {t\_i: w\_i}, where t\_i is a topic index and w\_i is the weight of the topic
* **n\_max** (*int or None, optional (defaul=1e100)*) – Maximum number of elements in the output list. The default is a huge number that, in practice, means there is no loimit
* **s\_min** (*float, optional (default=0)*) – Minimum score. Only elements strictly above s\_min are selected

Returns

**ids** – List of ids of the selected documents

Return type

list

get\_top\_scores(*scores*, *n\_max=1e+100*, *s\_min=0*)[](#X840ab040c38f02033e3a083832a17f6a9459ca2)

Select documents from the corpus whose score is strictly above a lower bound

Parameters

* **scores** (*array-like of float*) – List of scores. It must be the same size than the number of docs in the corpus
* **n\_max** (*int or None, optional (defaul=1e100)*) – Maximum number of elements in the output list. The default is a huge number that, in practice, means there is no loimit
* **s\_min** (*float, optional (default=0)*) – Minimum score. Only elements strictly above s\_min are selected

make\_PU\_dataset(*df\_labels*)[](#X042e6c38db08dcdf17aa7f3d6cbc7f3e8314bca)

Returns the labeled dataframe in the format required by the CorpusClassifier class

Parameters

* **df\_corpus** (*pandas.DataFrame*) – Text corpus, with at least three columns: id, title and description
* **df\_labels** (*pandas.DataFrame*) – Dataframe of positive labels. It should contain column id. All labels are assumed to be positive

Returns

**df\_dataset** – A pandas dataframe with three columns: id, text and labels.

Return type

pandas.DataFrame

make\_pos\_labels\_df(*ids*)[](#X4a0382a403a2e658d72a0c6f025b91b5c127d23)

Returns a dataframe with the given ids and a single, all-ones column

Parameters

**ids** (*array-like*) – Values for the column ‘ids’

Returns

**df\_labels** – A dataframe with two columns: ‘id’ and ‘class’. All values in class column are equal to one.

Return type

pandas.DataFrame

remove\_docs\_from\_topics(*T*, *df\_metadata*, *col\_id='id'*)[](#X2044528037028b7a546859e7bf8c6267d8a4947)

Removes, from a given topic-document matrix and its corresponding metadata dataframe, all documents that do not belong to the corpus

Parameters

* **T** (*numpy.ndarray or scipy.sparse*) – Topic matrix (one column per topic)
* **df\_metadata** (*pandas.DataFrame*) – Dataframe of metadata. It must include a column with document ids
* **col\_id** (*str, optional (default=’id’)*) – Name of the column containing the document ids in df\_metadata

Returns

* **T\_out** (*numpy.ndarray or scipy.sparse*) – Reduced topic matrix (after document removal)
* **df\_out** (*pands.DataFrame*) – Metadata dataframe, after document removal

score\_by\_keyword\_count(*keywords*, *wt=2*)[](#X53495a37c42b8726abf9feee17eb509679314e2)

Computes a score for every document in a given pandas dataframe according to the frequency of appearing some given keywords

Parameters

* **corpus** (*dataframe*) – Dataframe of corpus.
* **keywords** (*list of str*) – List of keywords
* **wt** (*float, optional (default=2)*) – Weighting factor for the title components. Keyword matches with title words are weighted by this factor

Returns

**score** – List of scores, one per documents in corpus

Return type

list of float

score\_by\_keywords(*keywords*, *wt=2*)[](#X12c022a3834fe9aef5e3f523aa9d230ecdef744)

Computes a score for every document in a given pandas dataframe according to the frequency of appearing some given keywords

Parameters

* **keywords** (*list of str*) – List of keywords
* **wt** (*float, optional (default=2)*) – Weighting factor for the title components. Keyword matches with title words are weighted by this factor This input argument is used if self.path2embeddings is None only

Returns

**score** – List of scores, one per documents in corpus

Return type

list of float

score\_by\_topics(*T*, *doc\_ids*, *topic\_weights*)[](#X8cf0c372a6fa0104ac5487cd4f39f290b4a5593)

Computes a score for every document in a given pandas dataframe according to the relevance of a weighted list of topics

Parameters

* **T** (*numpy.ndarray or scipy.sparse*) – Topic matrix (one column per topic)
* **doc\_ids** (*array-like*) – Ids of the documents in the topic matrix. doc\_ids[i] = ‘123’ means that document with id ‘123’ has topic vector T[i]
* **topic\_weights** (*dict*) – Dictionary {t\_i: w\_i}, where t\_i is a topic index and w\_i is the weight of the topic

Returns

**score** – List of scores, one per documents in corpus

Return type

list of float

score\_by\_zeroshot(*keyword*)[](#X9ecc0828997ac3503b9d3cafae84421cfad61f7)

Computes a score for every document in a given pandas dataframe according to the relevance of a given keyword according to a pretrained zero-shot classifier

Parameters

**keyword** (*str*) – Keywords defining the target category

Returns

**score** – List of scores, one per documents in corpus

Return type

list of float

*class* src.domain\_classifier.preprocessor.CorpusProcessor(*path2embeddings=None*, *path2zeroshot=None*)[](#X843bb3ae8e38fd83ed354d9cc639f4d9bb6d6e6)

Bases: object

A container of corpus preprocessing methods It provides basic processing methods to a corpus of text documents The input corpus must be given by a list of strings (or a pandas series of strings)

\_\_init\_\_(*path2embeddings=None*, *path2zeroshot=None*)[](#X5fd4b073f77f91a360da8baea786b977b7432b8)

Initializes a preprocessor object

Parameters

* **path2embeddings** (*str or pathlib.Path or None, optional (default=None)*) – Path to the folder containing the document embeddings. If None, no embeddings will be used. Document scores will be based in word counts
* **path2zeroshot** (*str or pathlib.Path or None, optional (default=None)*) – Path to the folder containing the pretrained zero-shot model If None, zero-shot classification will not be available.

\_\_weakref\_\_[](#X98b9f68d5a2b3e7d57aa459b9b944d339600844)

list of weak references to the object (if defined)

compute\_keyword\_stats(*corpus*, *keywords*)[](#X86ec33c0c636ff7bc423673351a144558184ab4)

Computes keyword statistics

Parameters

* **corpus** (*list (or pandas.Series) of str*) – Input corpus.
* **keywords** (*list of str*) – List of keywords

Returns

* **df\_stats** (*dict*) – Dictionary of document frequencies per keyword df\_stats[k] is the number of docs containing keyword k
* **kf\_stats** (*dict*) – Dictionary of keyword frequencies df\_stats[k] is the number of times keyword k appers in the corpus

get\_top\_scores(*scores*, *n\_max=1e+100*, *s\_min=0*)[](#Xf277f305b6037c0694f07ed41df5eb0e589f6d7)

Select the elements from a given list of numbers that fulfill some conditions

Parameters

* **n\_max** (*int or None, optional (defaul=1e100)*) – Maximum number of elements in the output list. The default is a huge number that, in practice, means there is no loimit
* **s\_min** (*float, optional (default=0)*) – Minimum score. Only elements strictly above s\_min are selected

score\_docs\_by\_keyword\_count(*corpus*, *keywords*)[](#Xb75d39ce3d4c7b4777c955b00f51f5496fde87d)

Computes a score for every document in a given pandas dataframe according to the frequency of appearing some given keywords

Parameters

* **corpus** (*list (or pandas.Series) of str*) – Input corpus.
* **keywords** (*list of str*) – List of keywords

Returns

**score** – List of scores, one per document in corpus

Return type

list of float

score\_docs\_by\_keywords(*corpus*, *keywords*)[](#Xcf0daa2e5eb5826e27715fb9309920c81dc4e77)

Computes a score for every document in a given pandas dataframe according to the frequency of appearing some given keywords

Parameters

* **corpus** (*list (or pandas.Series) of str*) – Input corpus.
* **keywords** (*list of str*) – List of keywords

Returns

**score** – List of scores, one per document in corpus

Return type

list of float

score\_docs\_by\_zeroshot(*corpus*, *keyword*)[](#Xf16905bcb39297391702d43148b3c20d631bd0a)

Computes a score for every document in a given pandas dataframe according to a given keyword and a pre-trained zero-shot classifier

Parameters

* **corpus** (*list (or pandas.Series) of str*) – Input corpus.
* **keyword** (*str*) – Keyword defining the target category

Returns

**score** – List of scores, one per document in corpus

Return type

list of float

## Main Window[](#main-window)

@author: lcalv

*class* src.graphical\_user\_interface.main\_window.MainWindow(*project\_folder*, *source\_folder*, *tm*, *widget*, *stdout*, *stderr*)[](#X6e68ab7ab6aa6d40ed0333e47435ff2f60506b9)

Bases: PyQt5.QtWidgets.QMainWindow

Class representing the main window of the application.

\_\_init\_\_(*project\_folder*, *source\_folder*, *tm*, *widget*, *stdout*, *stderr*)[](#Xd680a255373044e943df2e56ef10a34b85dd88e)

Initializes the application’s main window based on the parameters received from the application’s starting window.

Parameters

* **project\_folder** (*pathlib.Path*) – Path to the application project
* **source\_folder** (*pathlib.Path*) – Path to the folder containing the data sources
* **tm** (*TaskManager*) – TaskManager object associated with the project
* **widget** (*QtWidgets.QStackedWidget*) – Window to which the application’s main window is attached to
* **stdout** (*sys.stdout*) – Output file object
* **stderr** (*sys.stderr*) – Standard Error file object

append\_text\_evaluate(*text*)[](#Xf737c1d16a9f1deda7ddf6ec4551d113f725cfd)

Method to redirect the stdout and stderr in the “text\_edit\_results\_eval\_pu\_classifier” while the evaluation of a PU model is being performed.

append\_text\_retrain\_reval(*text*)[](#Xac0cb3b610592cdc10dfa16c2ce991dc1340615)

Method to redirect the stdout and stderr in the “text\_edit\_results\_reval\_retrain\_pu\_model” while the retraining of a PU model is being performed.

append\_text\_train(*text*)[](#Xeda2f5be0e282ca80d4f33e1b98973b33a732e7)

Method to redirect the stdout and stderr in the “text\_logs\_train\_pu\_model” while the training of a PU model is being performed.

center()[](#Xf08017afcfd2b74ed8bbdbba7ab87160e86d408)

Centers the window at the middle of the screen at which the application is being executed.

clicked\_change\_predicted\_class(*checkbox*)[](#X9a6767cd32a4e961b3b9925fa087732c2869800)

Method to control the checking or unchecking of the QCheckboxes that represented the predicted class that the user has associated to each of the documents to annotate.

clicked\_evaluate\_PU\_model()[](#X8b5c46e72ac5beaf56720ee96bf290f04a13910)

Method that controls the actions that are carried out when the button “eval\_pu\_classifier\_push\_button” is clicked by the user.

clicked\_get\_labels()[](#X4151fbf23a30f694dff2c42cd16488e224ec136)

Method for performing the getting of the labels according to the method selected for it.

clicked\_get\_labels\_option()[](#Xf9445fae021239c2d242827006309a5dfb81343)

Method to control the functionality associated with the selection of each of the QRadioButtons associated with the labels’ getting. Only one QRadioButton can be selected at a time.

clicked\_give\_feedback()[](#Xf59ee8abbc69fe5cee2beaf556e35af93be4169)

Method that controls the actions that are carried out when the button “give\_feedback\_user\_push\_button” is clicked by the user.

clicked\_load\_corpus()[](#Xc368835d99d145f28f48144cbe2c515c7a2b0c8)

Method to control the selection of a new corpus by double-clicking one of the items of the corpus list within the selected source folder, as well as its loading as dataframe into the TaskManager object. Important is that the corpus cannot be changed inside the same project, so if a corpus was used before me must keep the same one.

clicked\_load\_labels()[](#Xc94bccd84819e0a84eb56bf68e810eec7f374de)

Method for controlling the loading of the labels into the session. It is equivalent to the “\_get\_labelset\_list” method from the TaskManager class

clicked\_reevaluate\_model()[](#Xbb53d451d7beabd3fa8a7e6fbf8e3c582e99aa0)

Method that controls the actions that are carried out when the button “retrain\_pu\_model\_push\_button” is clicked by the user.

clicked\_reset\_labels()[](#X935d60c3f704f1c9fc397a29eb0205a0ade41b1)

Method for controlling the resetting of the current session’s labels.

clicked\_retrain\_model()[](#Xb13824705ae062049d56e1be7eb9922a96240ed)

Method that controls the actions that are carried out when the button “retrain\_pu\_model\_push\_button” is clicked by the user.

clicked\_train\_PU\_model()[](#X808d52df5aca8215838dac26e14ff03c4e54d6d)

Method that controls the actions that are carried out when the button “train\_pu\_model\_push\_button” is clicked by the user.

clicked\_update\_ndocs\_al()[](#X4ee8b4d6e6503e9765aaac526b34dfb98bfdc96)

Updates the AL parameter that is going to be used for the resampling of the documents to be labelled based on the value specified by the user and shows the id, title, abstract and predicted class (if available) of each of the documents in a QTextEdit widget.

do\_after\_evaluate\_pu\_model()[](#X414868b2857a5c273e77c2c2592a3b701eb1fdd)

Method to be executed after the evaluation of the PU model has been completed.

do\_after\_give\_feedback()[](#X9e6d92718b19778cf08ab319baae3efbdddb406)

Method to be executed after annotating the labels given by the user in their corresponding positions

do\_after\_import\_labels()[](#X31d61db5a0dadaed4288cef97748fc6ea732953)

Function to be executed after the labels’ importing has been completed.

do\_after\_load\_corpus()[](#X913daafd034171da3a334ed6a829576bbc28ab0)

Method to be executed after the loading of the corpus has been completed.

do\_after\_reevaluate\_model()[](#X9b035348bebf5ce26d4cd1ba8d49e981ca5c249)

Method to be executed once the reevaluation of the model based on the feedback of the user has been completed.

do\_after\_retrain\_model()[](#Xd62bf814e8859900fb1bd141889fde2fdd47b1b)

Method to be executed once the retraining of the model based on the feedback of the user has been completed.

do\_after\_train\_classifier()[](#X339cfc7d3528005b16529314d21c4779d815b5f)

Method to be executed after the training of the classifier has been completed.

execute\_evaluate\_pu\_model()[](#X2845d1c22c0a536c07732cfbc97b100531965d2)

Method to control the execution of the evaluation of a classifier on a secondary thread while the MainWindow execution is maintained in the main thread.

execute\_give\_feedback()[](#X62a5ea9452a24072d41cdd870c2e182af720faa)

Method to control the annotation of a selected subset of documents based on the labels introduced by the user on a secondary thread while the MainWindow execution is maintained in the main thread.

execute\_import\_labels()[](#Xe062684574c093fdcd8fec4129525bf7e1767ea)

Imports the labels by invoking the corresponding method in the Task Manager object associated with the GUI.

execute\_load\_corpus()[](#X7a2d053d7ca3cad5e0d695ad2370932fa93e600)

Method to control the execution of the loading of a corpus on a secondary thread while the MainWindow execution is maintained in the main thread.

execute\_reevaluate\_model()[](#X69c928cde3f2aa342ef1043a660817e3f322cd6)

Method to control the execution of the reevaluation of a classifier on a secondary thread while the MainWindow execution is maintained in the main thread.

execute\_retrain\_model()[](#X79e12e409fc563eb18bcaffc65c93957fdb53ea)

Method to control the execution of the retraining of a classifier on a secondary thread while the MainWindow execution is maintained in the main thread.

execute\_train\_classifier()[](#X009d93fb3d552a1f47bbb7dcf19f63e1cfd5b15)

Method to control the execution of the training of a classifier on a secondary thread while the MainWindow execution is maintained in the main thread.

init\_feedback\_elements()[](#X31976e8e638e4b41f06d51a78486dafc43c3a9b)

Method for showing the documents to be annotated in the FEEDBACK TAB. The number of documents that is shown depends on the value assigned to self.n\_docs\_al; the remaining widgets that exist for showing documents until Constants.MAX\_N\_DOCS are hided while they are not used. The widgets that represent the document are displayed as empty spaces until the conditions for the annotation of the documents are met, i.e. a corpus and a set of labels have been selected

init\_ndocs\_al()[](#Xd4f4e1188de3f7dbc45ad7a2dd27b482dee1fc8)

Initializes the AL parameter in the text edit within the third tab of the main GUI window, i.e. n\_docs. The default configuration of this parameter is read from the configuration file ‘/config/parameters.default.yaml’.

init\_params\_train\_pu\_model()[](#Xdfaea8495eac1ce33c9a122116fad322e9ad050)

Initializes the classifier parameters in the parameters’ table within the second tab of the main GUI window, i.e. max\_imbalance and nmax. The default configuration of these parameters is read from the configuration file ‘/config/parameters.default.yaml’.

init\_ui()[](#Xd582c5fad1d1eb32d789e06a58918e2ffb5598b)

Configures the elements of the GUI window that are not configured in the UI, i.e. icon of the application, the application’s title, and the position of the window at its opening.

reset\_params\_train\_pu\_model()[](#X066a0adc06308043352774f2f3c8a0d096942bd)

Resets the PU model training parameters to its default value based on the values that were read initially from the configuration file

show\_corpora()[](#X4764672a99bcce35ff0a30a41ccf19648a642dd)

List all corpora contained in the source folder selected by the user.

show\_labels()[](#Xf5b63db697aec4073b9f134ead18a8d418d585b)

Method for showing the labels associated with the selected corpus.

show\_sampled\_docs\_for\_labeling()[](#X8ab9fdc9dc25c77d305bfef21ff15b837742b36)

Visualizes the documents from which the user is going to give feedback for the updating of a model.

update\_params\_train\_pu\_model()[](#X89025d70861c9c6a7c69232f3a491bef4e3bfe8)

Updates the classifier parameters that are going to be used for the training of the PU model based on the values read from the table within the second tab of the main GUI window that have been specified by the user.

## Analyze Keywords Window[](#analyze-keywords-window)

@author: lcalv

*class* src.graphical\_user\_interface.analyze\_keywords\_window.AnalyzeKeywordsWindow(*tm*)[](#X8ccd87fb9bf97058bd772193e5f04681a089299)

Bases: PyQt5.QtWidgets.QDialog

Class representing the window that is used for the analysis of the presence of selected keywords in the corpus

\_\_init\_\_(*tm*)[](#Xb37951f1d63c48e90e84e3e57fdecb6a315e167)

Initializes a “AnalyzeKeywordsWindow” window.

Parameters

**tm** (*TaskManager*) – TaskManager object associated with the project

center()[](#X89c8ba864c5d719f4dccd3be18f8af68a783a73)

Centers the window at the middle of the screen at which the application is being executed.

do\_analysis()[](#X18d9378e2f2deccfb4b3d610f6e1a3721cf7a60)

Performs the analysis of the keywords based by showing the “Sorted document scores”, “Document frequencies” and “Keyword frequencies” graphs.

initUI()[](#X3567bab74535371c9896c2f3c9bdd88cd24099c)

Configures the elements of the GUI window that are not configured in the UI, i.e. icon of the application, the application’s title, and the position of the window at its opening.

## Constants[](#constants)

@author: lcalv

*class* src.graphical\_user\_interface.constants.Constants[](#Xf5eb8b7b6189ae2b6b6cf0845b2869bf4586228)

Bases: object

Class containing a series of constants for GUI configuration.

\_\_weakref\_\_[](#Xd4aacdb531e9aa9403eb50f22919bfcdf31be3e)

list of weak references to the object (if defined)

## Get Keywords Window[](#get-keywords-window)

@author: lcalv

*class* src.graphical\_user\_interface.get\_keywords\_window.GetKeywordsWindow(*tm*)[](#Xa50d4ffbb6ca32fd898c3ddbd3a655ffe42439a)

Bases: PyQt5.QtWidgets.QDialog

Class representing the window that is used for the attainment of a subcorpus from a given list of keywords, this list being selected by the user.

\_\_init\_\_(*tm*)[](#X814830b9f2a4a773a79ab6db8a3fb82f30eaf11)

Initializes a “GetKeywordsWindow” window.

Parameters

**tm** (*TaskManager*) – TaskManager object associated with the project

center()[](#X6a8be6de03d0742a0a74e52f41cf727ba1cff9b)

Centers the window at the middle of the screen at which the application is being executed.

clicked\_select\_keywords()[](#X99fe48b2339ce7afc640c9a3d6f0d9db0622b66)

Method to control the actions that are carried out at the time the “Select keywords” button of the “Get keywords window” is pressed by the user.

init\_params()[](#X58172f21abc327b0b8136991487b6461049f5b4)

Initializes the keywords parameters in the parameters’ table within the GUI’s “Get keywords” window, i.e. wt, n\_max, and s\_min. The default configuration of these parameters is read from the configuration file ‘/config/parameters.default.yaml’.

init\_ui()[](#X99384a3876a3e4c586e299900d6fcb651ff264b)

Configures the elements of the GUI window that are not configured in the UI, i.e. icon of the application, the application’s title, and the position of the window at its opening.

show\_suggested\_keywords()[](#X33ac09663fc020f215908b6f1146de6c5e955dc)

Displays the corresponding keywords based on the configuration parameters selected by the user on the top QTextEdit “text\_edit\_show\_keywords”.

update\_params()[](#X8c69c527f708442a73d223305e0beea0f1f5306)

Updates the keywords parameters that are going to be used in the getting of the keywords based on the values read from the table within the GUI’s “Get keywords” window that have been specified by the user.

## Get Topics List Window[](#get-topics-list-window)

@author: lcalv

*class* src.graphical\_user\_interface.get\_topics\_list\_window.GetTopicsListWindow(*tm*)[](#Xcaf26d04df1c2e5fa2878b3cbd7a999931e528b)

Bases: PyQt5.QtWidgets.QDialog

Class representing the window in charge of getting a subcorpus from a given list of topics, such a list being specified by the user.

\_\_init\_\_(*tm*)[](#Xbf8f48fe88afb2e792f863e8280caece4976cef)

Initializes a “GetTopicsListWindow” window.

Parameters

**tm** (*TaskManager*) – TaskManager object associated with the project

center()[](#Xf9b630c53466591884ae27b66a6da9b6c35f417)

Centers the window at the middle of the screen at which the application is being executed.

clicked\_get\_topic\_list()[](#Xcd9bf5a9b11e4daeb797d6d3fa5711732312103)

Method to control the actions that are carried out at the time the “Select weighted topic list” button of the “Get topics window” is pressed by the user.

initUI()[](#X397b7c217dc42bb28ee445e3174dfa64be253c9)

Configures the elements of the GUI window that are not configured in the UI, i.e. icon of the application, the application’s title, and the position of the window at its opening.

init\_params()[](#X96fc6520a3e989a0c9cb06c468735e8b371c3b5)

Initializes the topics parameters in the parameters’ table within the GUI’s “Get topic list” window, i.e. n\_max and s\_min. The default configuration of these parameters is read from the configuration file ‘/config/parameters.default.yaml’.

show\_topics()[](#X53b7b4a8c6d5222f36c353b5b27f218e6ac6713)

Configures the “table\_widget\_topic\_list” and “table\_widget\_topics\_weight” tables to have the appropriate number of columns and rows based on the available topics, and fills out the “table\_widget\_topic\_list” table with the id and corresponding chemical description of each of the topics.

update\_params()[](#Xac4fb90bd8a99c56cbb4f28912953d8121effce)

Updates the topics parameters that are going to be used in the getting of the keywords based on the values read from the table within the GUI’s “Get topic list” window that have been specified by the user.

updated\_topic\_weighted\_list()[](#X1c3982d4fdcb81118b4c8906630abdd7a6f80a8)

Generates the topic weighted list based on the weights that the user has introduced on the “table\_widget\_topics\_weight” table

## Messages[](#messages)

@author: lcalv

*class* src.graphical\_user\_interface.messages.Messages[](#Xb872ff68e2db8a4a4f19306a48790bdc53998a3)

Bases: object

Class containing the majority of the messages utilized in the GUI to facilitate the readability of the code.

\_\_weakref\_\_[](#X4a5caffbd71c8d25a26e3c1b716948f63268ba5)

list of weak references to the object (if defined)

## Output Wrapper[](#output-wrapper)

@author: lcalv

*class* src.graphical\_user\_interface.output\_wrapper.OutputWrapper(*parent*, *stdout=True*)[](#Xed60422bc2d9c2923054e70fb42465337710a2d)

Bases: PyQt5.QtCore.QObject

Module that overrides the “sys.stderr” and “sys.stdout” with a wrapper object that emits a signal whenever output is written. In order to account for other modules that need “sys.stdout” / “sys.stderr” (such as the logging module) use the wrapped versions wherever necessary, the instance of the OutputWrapper are created before the TaskManager object.

It has been created based on the analogous class provided by: <https://stackoverflow.com/questions/19855288/duplicate-stdout-stderr-in-qtextedit-widget>

\_\_getattr\_\_(*self*, *str*) → object[](#X7010eb2a3a52bad03c2a08589a82c3aa96dcbc2)

\_\_init\_\_(*parent*, *stdout=True*)[](#X9955dff0aea6abede95a2597bb994193d298103)

## Util[](#util)

@author: lcalv

src.graphical\_user\_interface.util.change\_background\_color\_text\_edit(*text\_edit*, *prediction*)[](#Xf48c962372512adc27b59bef7b647310de11e7b)

Method to that changes the border color of the QTextEdit associated with the documents to be annotated, based on the predicted class selected by the user.

Parameters

* **text\_edit** (*QTextEdit*) – QTextEdit (document) whose border color is going to be updated based on the
* **prediction** (*int (0 or 1)*) – Predicted class specified by the user. If prediction == 1, the document’s associated QTextEdit’s border color is set to #6A7288; if prediction == 0, it is set to #DB8678.

src.graphical\_user\_interface.util.execute\_in\_thread(*gui*, *function*, *function\_output*, *progress\_bar*)[](#Xbaebffb03ed08722e326a68b7e32400a4fc6c98)

Method to execute a function in the secondary thread while showing a progress bar at the time the function is being executed if a progress bar object is provided. When finished, it forces the execution of the method to be executed after the function executing in a thread is completed. Based on the functions provided in the manual available at: <https://www.pythonguis.com/tutorials/multithreading-pyqt-applications-qthreadpool/>

Parameters

* **function** (*UDF*) – Function to be executed in thread
* **function\_output** (*UDF*) – Function to be executed at the end of the thread
* **progress\_bar** (*QProgressBar*) – If a QProgressBar object is provided, it shows a progress bar in the main thread while the main task is being carried out in a secondary thread

src.graphical\_user\_interface.util.signal\_accept(*progress\_bar*)[](#Xaa347610f8dcc3a3a42dca4bf94fe4b3f19aa34)

Makes the progress bar passed as an argument visible and configures it for an event whose duration is unknown by setting both its minimum and maximum both to 0, thus the bar shows a busy indicator instead of a percentage of steps.

Parameters

**progress\_bar** (*QProgressBar*) – Progress bar object in which the progress is going to be displayed.

src.graphical\_user\_interface.util.toggle\_menu(*gui*, *max\_width*)[](#Xd05f702764c33f3105cee2452ffe0ad56a3964c)

Method to control the movement of the Toggle menu located on the left. When collapsed, only the icon for each of the options is shown; when expanded, both icons and name indicating the description of the functionality are shown. Based on the code available at: <https://github.com/Wanderson-Magalhaes/Toggle_Burguer_Menu_Python_PySide2/blob/master/ui_functions.py>

Parameters

* **gui** (*MainWindow*) – MainWindow object to which the toggle menu will be appended.
* **maxWidth** (*int*) – Maximum width to which the toggle menu is going to be expanded.

## Worker Signals[](#worker-signals)

Created on Tue Mar 2 13:19:34 2021 @author: lcalv

*class* src.graphical\_user\_interface.worker\_signals.WorkerSignals[](#X38a75ad5948b181e5307b15f1aafaa29167524e)

Bases: PyQt5.QtCore.QObject

Module that defines the signals that are available from a running worker thread, the supported signals being “finished” (there is no more data to process), “error”, “result” (object data returned from processing) and “progress” (a numerical indicator of the progress that has been achieved at a particular moment). It has been created based on the analogous class provided by: <https://www.pythonguis.com/tutorials/multithreading-pyqt-applications-qthreadpool/>

## Worker[](#worker)

Created on Tue Mar 2 13:19:34 2021 @author: lcalv

*class* src.graphical\_user\_interface.worker.Worker(*fn*, *\*args*, *\*\*kwargs*)[](#X94aa98fe1bc9385f8560f6284f5c02b79ad487b)

Bases: PyQt5.QtCore.QRunnable

Module that inherits from QRunnable and is used to handler worker thread setup, signals and wrap-up. It has been created based on the analogous class provided by: <https://www.pythonguis.com/tutorials/multithreading-pyqt-applications-qthreadpool/>.

\_\_init\_\_(*fn*, *\*args*, *\*\*kwargs*)[](#Xebda73b753b97c98b668c1a23cf7026b348d65a)

Initializes the application’s main window based on the parameters received from the application’s starting window.

Parameters

* **callback** (*UDF*) – The function callback to run on this worker thread. Supplied args and kwargs will be passed through to the runner.
* **callback** (*UDF*) – Function
* **args** (*list*) – Arguments to pass to the callback function
* **kwargs** (*dict*) – Keywords to pass to the callback function

run()[](#Xd691e0d38e9d7dcb84c241e635e2702275b7cf8)

Initialises the runner function with passed args, kwargs.

# Indices and tables[](#indices-and-tables)

* [Index](genindex.html)
* [Module Index](py-modindex.html)
* [Search Page](search.html)

© Copyright 2022, Jesús Cid, Manuel A. Vázquez.

Built with [Sphinx](https://www.sphinx-doc.org/) using a [theme](https://github.com/readthedocs/sphinx_rtd_theme) provided by [Read the Docs](https://readthedocs.org).