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# 1 Introduction

## Goals

This thesis is about enabling Peer to Peer data sharing between users. The goal is to remove centralized server as data store and empower users with real data ownership. Ultimately, we would like to remove server at all and make users communicate with each other without any middleware, but later thesis will show why this is not possible.

This thesis will concentrate building solution for a specific application, called WebWeaver. This is a tool that enables users to weave data into specific web element without knowledge and support of the website. WebWeaver is currently being developed as Chrome Extension, that adds this feature to all websites. This thesis will create simple library, that enables application to store data on user’s device and directly share it with specific users. For establishing communication between users, server is needed, but actual communication and data transfer happens on Peer to Peer network.

## Importance

This section will explain the importance of this research.

There are two major problems associated with centralized data management. Data Ownership and privacy. Whenever using of any well-known applications such as Facebook, Google Plus, Twitter etc. we see that they own and manage our data and it is impossible to continue using other application without losing account data [1]. Imagine after years of using Facebook, user wanted to use another application, that would have similar features, but different interface, or provide extended solution. User would not be able to transfer its data to the new website. Data privacy is also concern for users. While people send messages to each other, their data is stored on third party servers.

While there are different proposals to tackle this problem, yet none of them are widely adopted [1].

While area of decentralized data management remains in active research, topic should be considered as important.

## Requirements

As stated before, this thesis will build this solution for a particular application, called WebWeaver platform. To model adequate solution, we need exact requirements that WebWeaver platform [2] has stated for data management layer. For that we need to understand what application does.

WebWeaver is an annotation tool that enables users to leave a comment on a web comment. They can mark comment as public, private or share it to specific users. WebWeaver uses robust algorithm to detect anchors on web pages [3]. Unlike other web annotators like *hipothes.is* [4] or *genius* [5] WebWeaver aims to improve anchoring strategies in case of dynamic content.

To explain the anchoring problem, let’s describe dynamic page like Facebook. Once I enter the page I will see a different content then the user with different account. In this case if I annotate any element, the other user (or even me on next day) might now see same element at all. This is still an open issue for annotators, because of its complexity. But WebWeaver tries to solve it using similarity calculation [3].

This thesis goal is to provide communication mechanism for WebWeaver, so anchoring algorithms will not be discussed here. But still as for requirement proposed database solution will have to transfer data of a small size, as for anchoring algorithm metadata is relatively small and average comment will require less then 10 kilobytes in size. That means that data sharding and parallel downloads like BitTorrent [6] protocol does, will not be needed, as for parallel downloads matter only when data to be transferred is large enough, because establishing P2P connection itself is slow [7] due to NAT traversal technics.

WebWeaver is a social application, that means that it can share data to other users, make it public or leave it as private. That means security and privacy should be considered.

### 1.3.1 Private Share

Imagine Michael added a private annotation on a web page on his one computer. In this case, only Michael should be able to see this annotation.

### 1.3.2 Public Share

Michael added a public annotation on a web page, that means that everybody in the network should see the annotation when entering same web page.

### 1.3.3 Private Shared

This is the scenario when Michael added annotation and wants to share with his friends. In this case, only friends should be able to see annotation.

### 1.3.4 Multiple Devices

Note that people might have different devices. So, in the first case when Michael added annotation, his other devices with same account should access annotations.

That means that solution in this thesis should handle multi device accounts.

### 1.3.5 Social Sharing

Another Requirement of the application is that, if Michael publicly published annotation and now other users have seen annotation, new user might download annotation from another user.

### 1.3.6 Edits, Deletes

This is one of the hardest case to enable editing and deleting items. After feed is distributed in network and author decides to edit or delete, it should be updated for other users too.

### 1.3.7 Security, Integrity

While network is distributed, it should be possible to validate by another user that annotation that was downloaded is unequivocally created by the specified author. Also, private annotation should not be accessible from other users.

### 1.3.8 Technical

Technical requirements are that, library should work well with Chrome browser and should be able to be integrated in Chrome Extension, as far as WebWeaver is a Chrome Extension.

## Comparison & Overview

This section will overview different approaches for decentralized data management and will show in what sense is our approach better.

### 1.4.1 Musubi

Mobile social application platform Musubi [8] proposes Trusted Group Communication Protocol to send encrypted data with server relay. This is very mobile application based solution that uses server to transfer data, because some of the mobile networks (3G), do not allow incoming connections [8].

Musubi users can send their data only after public key is shared among other users. Its goal is to provide a Framework to develop server less mobile apps. While it’s goals seem to be like ours, it is restricted to group sharing, while in our requirements must support public data sharing, so that people who do not know each other and are not friends can still share some data.

### 1.4.2 Linked Data, Solid

Solid is very interesting platform that was built specifically to target data ownership. It uses Web ID to identify users. User should choose its own data server. Service can be third party or self-hosted, but it should implement Solid interface to support all the features. It uses RDF-based resources to link data [1].

The reason why we don’t want to go with Solid is that it still stores data on non-user device. It can be hard for user to set up service, or find any free server. So, it could be better if without any configuration, user could start using application, but also have own data on personal computer.

## Limitations

Research showed that it is impossible to establish Peer-to-peer communication between users without third party server [7]. The reason is that in real environment, most of devices are hidden behind Network Address translators (i.e. NAT). They give user a temporary IP for communication, they only allow traffic from IP’s that user has requested information.

That means that if user has open IP on its device, NAT will not give any public IP, or even if it gives, it won’t allow incoming connection requests.

To overcome this problem, peers should start requesting connections to each other simultaneously. In that case NATs will most likely (64% times for TCP connections) enable Peer-to-Peer connection. This technique is called Hole Punching [7].

Unfortunately, that means for us that in some cases it is not even possible to send data to peer without server. That case should be always considered and as a fall-back mechanism, relay should be allowed. That means that if Michael wants to send a data to Dwight, both peers will need to connect to the public server (that obviously is not behind the NAT) and first Michael will send data to server and server will redirect the data to Dwight.

# Proposal

In this section, I propose solution, while in next section, implementation will be started based on this proposal.

## Why Server?

Let’s revise limitation, as first research revealed that it is impossible to implement server less application, that will connect users and make it possible to transfer data. There are several reasons:

### P2P connection establishment

To make a peer to peer connection we need a signalling server, because peers must know when another peer wants to connect. Before establishing connection, client data should be sync, ports opened, and metadata transferred. This topic has been long researched that’s why Google standardized peer to peer connection and created WebRTC (web real time communications) protocol [9]. WebRTC is a browser-based API that is implemented by most of the contemporary browsers. It has been implemented first in Google Chrome browser and thus it fulfils our requirement. WebRTC is just an API, for implementation various signalling implementation should be used. For the sake of implementation, I tend to use *Socket.io* [10]that is a simple library to implement it on our server.

### Public data holding

In order to share public data, it needs to be stored somewhere on the server, otherwise for example if user requests annotations for website it has to ask to all users. It’s obvious that asking all users is not a feasible solution.

### Sharing data when Offline

Another reason for using server side application is that users might not be online when data is shared. Imagine scenario when Alice shares something with Bob, but Bob is not online. In this case when Bob comes online, Alice might not be online. Data will not be shared unless both are online. If we have server this scenario will be easily fixed. Alice will leave a message to Bob, when Bob gets online he will check message that is stored on server.

## Server Architecture

As far as we need a server, I want to make it application agnostic. That means that server is very generic, that can serve any type of application, without any registration needed. Server is not trusted and it should not know anything about the data that is shared. Also, application should be ready to work in case server fails and deletes the data.

That idea is very similar in Musubi [8] that enables developers to develop application without server code. My goal is same as Musubi’s, except it will not be a mobile first approach and also will enable users to make peer to peer connection.

Thus Server has two services, “Message Box” and “Live Room”. These are two distinct modules that enable application developers to implement any kind of data sharing application.

First let’s discuss Message Box, that is a simple place where message can be left. It stores those messages temporarily, once message is read it cleans up information. Let’s say Alice wants to leave a message to Bob, when Bob reads a message, “Message Box” deletes a message, because Bob already received a message. Also, Alice can decide to delete message that has not been read yet. If Bob did not read a message for a long time (he was out of the reach and did not check the message box) message will be deleted without delivering.

“Live Room” is much easier concept. Every user who is online is waiting for incoming connection, imagine Alice is online and Bob is online too, they do not have to leave a message in a Message Box, but rather contact directly.

Users of our server will not have to register, but they will have their public and private key. User management and how users can add friends will be discussed later in this thesis, but for now we can imagine that users have public and private key and users know public keys of their friends.

## Message Box

The first step of implementing server is a message box. As explained above it’s a simple database where it holds messages. Message is deleted after it’s read, or certain time has been passed. Imagine a situation where Alice shares a message, but Bob does not use this app quite some time. In this case, there is no reason to hold this information anymore, because this message will not be read soon.

Server should not be trusted, so data should be always be encrypted and checked for modifications. For that reason, application (user side) will always deliver messages as encrypted so that only the recipient will be able to read a message, even if Message Box broadcasts this message to adversaries nobody will be able to read the content. This is a good practice, because users have most of the power and they do not trust and rely on anybody except themselves.

Message Box Should Also support public messages, that should stay longer if they are popular.

## Live Room

As Explained before, Live Room is a place where data can be sent P2P. Live Room would handle all cases if all the users were online all the time. But because in real live people are not always on, we need to extend service with Message Box.

The idea of Live Room is to enable fast (real-time) data sharing between users with P2P traffic. Some applications might prefer to only user Live Room, because no server will ever hold the data. But still data encryption is absolutely required, as for by nature of P2P connection establishment [7], data can be easily leaked.

As for Live Room, it will be place where online users gather and wait for incoming connections. Each user will connect to its own “Room” that will be associated with user id. Whenever anybody wants to connect with user, they will connect in this room and ask for connection.

After asking, user will decide whereas they want to connect or not. Some applications might choose to block connections from unknown users, while some might allow. Connection blocking will be decision for application.

After users are connected, they can send data, verify delivery and close connections.

# Implementation

# Outcome & Conclusion
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