Course Project - Air Quality Index for different states across India

READING DATASET

df<-read.csv("C:/Users/RNT/OneDrive/Documents/dsRlab/citywise\_pollutants\_data.csv")  
head(df)

## country state city  
## 1 India Andhra\_Pradesh Amaravati  
## 2 India Andhra\_Pradesh Anantapur  
## 3 India Andhra\_Pradesh Kadapa  
## 4 India Andhra\_Pradesh Rajamahendravaram  
## 5 India Andhra\_Pradesh Rajamahendravaram  
## 6 India Andhra\_Pradesh Rajamahendravaram  
## station last\_update latitude  
## 1 Secretariat, Amaravati - APPCB 2/3/2024 15:00 16.51508  
## 2 Gulzarpet, Anantapur - APPCB 2/3/2024 15:00 14.67589  
## 3 Yerramukkapalli, Kadapa - APPCB 2/3/2024 15:00 14.46505  
## 4 Anand Kala Kshetram, Rajamahendravaram - APPCB 2/3/2024 15:00 16.98729  
## 5 Anand Kala Kshetram, Rajamahendravaram - APPCB 2/3/2024 15:00 16.98729  
## 6 Anand Kala Kshetram, Rajamahendravaram - APPCB 2/3/2024 15:00 16.98729  
## longitude pollutant\_id pollutant\_min pollutant\_max pollutant\_avg  
## 1 80.51817 OZONE 1 45 30  
## 2 77.59303 CO 24 61 40  
## 3 78.82419 SO2 2 2 2  
## 4 81.73632 NH3 4 6 4  
## 5 81.73632 SO2 11 13 12  
## 6 81.73632 CO 25 54 35

nrow(df)

## [1] 3336

ncol(df)

## [1] 11

column\_names<-names(df)  
column\_names

## [1] "country" "state" "city" "station"   
## [5] "last\_update" "latitude" "longitude" "pollutant\_id"   
## [9] "pollutant\_min" "pollutant\_max" "pollutant\_avg"

STRUCTURE OF DATAFRAME

str(df)

## 'data.frame': 3336 obs. of 11 variables:  
## $ country : chr "India" "India" "India" "India" ...  
## $ state : chr "Andhra\_Pradesh" "Andhra\_Pradesh" "Andhra\_Pradesh" "Andhra\_Pradesh" ...  
## $ city : chr "Amaravati" "Anantapur" "Kadapa" "Rajamahendravaram" ...  
## $ station : chr "Secretariat, Amaravati - APPCB" "Gulzarpet, Anantapur - APPCB" "Yerramukkapalli, Kadapa - APPCB" "Anand Kala Kshetram, Rajamahendravaram - APPCB" ...  
## $ last\_update : chr "2/3/2024 15:00" "2/3/2024 15:00" "2/3/2024 15:00" "2/3/2024 15:00" ...  
## $ latitude : num 16.5 14.7 14.5 17 17 ...  
## $ longitude : num 80.5 77.6 78.8 81.7 81.7 ...  
## $ pollutant\_id : chr "OZONE" "CO" "SO2" "NH3" ...  
## $ pollutant\_min: int 1 24 2 4 11 25 9 4 54 1 ...  
## $ pollutant\_max: int 45 61 2 6 13 54 16 43 92 70 ...  
## $ pollutant\_avg: int 30 40 2 4 12 35 13 24 74 34 ...

SUMMARY OF DATAFRAME

summary(df)

## country state city station   
## Length:3336 Length:3336 Length:3336 Length:3336   
## Class :character Class :character Class :character Class :character   
## Mode :character Mode :character Mode :character Mode :character   
##   
##   
##   
##   
## last\_update latitude longitude pollutant\_id   
## Length:3336 Min. : 8.515 Min. :70.91 Length:3336   
## Class :character 1st Qu.:19.058 1st Qu.:75.56 Class :character   
## Mode :character Median :23.228 Median :77.30 Mode :character   
## Mean :22.673 Mean :78.54   
## 3rd Qu.:27.194 3rd Qu.:80.33   
## Max. :34.066 Max. :94.64   
##   
## pollutant\_min pollutant\_max pollutant\_avg   
## Min. : 1.00 Min. : 1.00 Min. : 1.00   
## 1st Qu.: 6.00 1st Qu.: 20.00 1st Qu.: 12.00   
## Median : 15.00 Median : 52.00 Median : 30.00   
## Mean : 22.32 Mean : 79.03 Mean : 42.86   
## 3rd Qu.: 32.00 3rd Qu.:106.00 3rd Qu.: 61.00   
## Max. :149.00 Max. :500.00 Max. :325.00   
## NA's :180 NA's :180 NA's :180

CHECKING THE NULL VALUES (BEFORE DATA CLEANING)

colSums(is.na(df))

## country state city station last\_update   
## 0 0 0 0 0   
## latitude longitude pollutant\_id pollutant\_min pollutant\_max   
## 0 0 0 180 180   
## pollutant\_avg   
## 180

#null vlues in pollutant\_min, pollutant\_max, pollutant\_avg are 180 each i.e 540 in total  
data<-df  
distinct\_pollutants <- unique(data$pollutant\_id)  
distinct\_pollutants

## [1] "OZONE" "CO" "SO2" "NH3" "PM2.5" "NO2" "PM10"

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

data <- data %>%  
 group\_by(pollutant\_id) %>%  
 mutate(pollutant\_min = ifelse(is.na(pollutant\_min), mean(pollutant\_min, na.rm = TRUE), pollutant\_min),  
 pollutant\_max = ifelse(is.na(pollutant\_max), mean(pollutant\_max, na.rm = TRUE), pollutant\_max),  
 pollutant\_avg = ifelse(is.na(pollutant\_avg), mean(pollutant\_avg, na.rm = TRUE), pollutant\_avg))  
View(data)  
View(df)

CHECKING THE NULL VALUES (AFTER DATA CLEANING)

#colSums(is.na(data))  
na\_count <- colSums(is.na(data[, c("pollutant\_min", "pollutant\_max", "pollutant\_avg")]))  
na\_count

## pollutant\_min pollutant\_max pollutant\_avg   
## 0 0 0

Group the data by pollutant\_id and calculate descriptive statistics

library(dplyr)  
  
pollutant\_statistics <- data %>%  
 group\_by(pollutant\_id) %>%  
 summarize(  
 mean = mean(pollutant\_avg, na.rm = TRUE),  
 median = median(pollutant\_avg, na.rm = TRUE),  
 mode = as.numeric(names(table(pollutant\_avg))[which.max(table(pollutant\_avg))]),  
 std\_dev = sd(pollutant\_avg, na.rm = TRUE),  
 variance = var(pollutant\_avg, na.rm = TRUE)  
 )  
  
# Print the statistics  
print(pollutant\_statistics)

## # A tibble: 7 × 6  
## pollutant\_id mean median mode std\_dev variance  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 CO 35.4 30 18 23.9 569.   
## 2 NH3 6.30 5 2 6.12 37.5  
## 3 NO2 29.7 25.5 29.7 22.7 515.   
## 4 OZONE 32.5 30 6 23.0 530.   
## 5 PM10 94.6 91 94.6 38.8 1507.   
## 6 PM2.5 81.5 73 81.5 49.3 2427.   
## 7 SO2 16.5 14 16.5 14.2 201.

library(ggplot2)  
ggplot(data, aes(x = pollutant\_id, y = pollutant\_avg)) +  
 geom\_boxplot() +  
 labs(x = "Pollutant ID", y = "Pollutant Average", title = "Boxplot of Pollutant Average by ID")
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ggplot(data, aes(x = pollutant\_avg)) +  
 geom\_histogram(binwidth = 10, fill = "skyblue", color = "black") +  
 labs(x = "Pollutant Average", y = "Frequency", title = "Distribution of Pollutant Average")
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ggplot(data, aes(x = latitude, y = pollutant\_avg)) +  
 geom\_point() +  
 labs(x = "Latitude", y = "Pollutant Average", title = "Pollutant Average vs. Latitude")
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ggplot(data, aes(x = longitude, y = pollutant\_avg)) +  
 geom\_point() +  
 labs(x = "Longitude", y = "Pollutant Average", title = "Pollutant Average vs. Longitude")

![](data:image/png;base64,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)

correlation\_matrix <- cor(data[, c("pollutant\_avg", "latitude", "longitude")], use = "pairwise.complete.obs")  
  
# Printing the correlation matrix  
print(correlation\_matrix)

## pollutant\_avg latitude longitude  
## pollutant\_avg 1.00000000 0.07445768 0.1168606  
## latitude 0.07445768 1.00000000 0.1348671  
## longitude 0.11686057 0.13486709 1.0000000

Calculating AQI for every category of pollutant based on Indian standard

# PM10  
calculate\_AQI\_PM10\_indian <- function(pollutant\_concentration) {  
 breakpoints <- c(0, 50, 100, 250, 350, 430, 430)  
 AQI\_range <- c(0, 50, 100, 200, 300, 400, 500)  
   
 index <- findInterval(pollutant\_concentration, breakpoints)  
 AQI <- ((AQI\_range[index + 1] - AQI\_range[index]) / (breakpoints[index + 1] - breakpoints[index])) \* (pollutant\_concentration - breakpoints[index]) + AQI\_range[index]  
   
 return(AQI)  
}  
  
# PM2.5  
calculate\_AQI\_PM25\_indian <- function(pollutant\_concentration) {  
 breakpoints <- c(0, 30, 60, 90, 120, 250, 430)  
 AQI\_range <- c(0, 50, 100, 200, 300, 400, 500)  
   
 index <- findInterval(pollutant\_concentration, breakpoints)  
 AQI <- ((AQI\_range[index + 1] - AQI\_range[index]) / (breakpoints[index + 1] - breakpoints[index])) \* (pollutant\_concentration - breakpoints[index]) + AQI\_range[index]  
   
 return(AQI)  
}  
  
# NO2  
calculate\_AQI\_NO2\_indian <- function(pollutant\_concentration) {  
 breakpoints <- c(0, 40, 80, 180, 280, 400, 400)  
 AQI\_range <- c(0, 50, 100, 200, 300, 400, 500)  
   
 index <- findInterval(pollutant\_concentration, breakpoints)  
 AQI <- ((AQI\_range[index + 1] - AQI\_range[index]) / (breakpoints[index + 1] - breakpoints[index])) \* (pollutant\_concentration - breakpoints[index]) + AQI\_range[index]  
   
 return(AQI)  
}  
  
# O3  
calculate\_AQI\_O3\_indian <- function(pollutant\_concentration) {  
 breakpoints <- c(0, 50, 100, 168, 208, 748, 748)  
 AQI\_range <- c(0, 50, 100, 200, 300, 400, 500)  
   
 index <- findInterval(pollutant\_concentration, breakpoints)  
 AQI <- ((AQI\_range[index + 1] - AQI\_range[index]) / (breakpoints[index + 1] - breakpoints[index])) \* (pollutant\_concentration - breakpoints[index]) + AQI\_range[index]  
   
 return(AQI)  
}  
  
# CO  
calculate\_AQI\_CO\_indian <- function(pollutant\_concentration) {  
 breakpoints <- c(0, 200, 400, 800, 1200, 1800, 1800)  
 AQI\_range <- c(0, 50, 100, 200, 300, 400, 500)  
   
 index <- findInterval(pollutant\_concentration, breakpoints)  
 AQI <- ((AQI\_range[index + 1] - AQI\_range[index]) / (breakpoints[index + 1] - breakpoints[index])) \* (pollutant\_concentration - breakpoints[index]) + AQI\_range[index]  
   
 return(AQI)  
}  
  
# SO2  
calculate\_AQI\_SO2\_indian <- function(pollutant\_concentration) {  
 breakpoints <- c(0, 40, 80, 380, 800, 1600, 1600)  
 AQI\_range <- c(0, 50, 100, 200, 300, 400, 500)  
   
 index <- findInterval(pollutant\_concentration, breakpoints)  
 AQI <- ((AQI\_range[index + 1] - AQI\_range[index]) / (breakpoints[index + 1] - breakpoints[index])) \* (pollutant\_concentration - breakpoints[index]) + AQI\_range[index]  
   
 return(AQI)  
}  
  
# NH3  
calculate\_AQI\_NH3\_indian <- function(pollutant\_concentration) {  
 breakpoints <- c(0, 200, 400, 800, 1200, 1800, 1800)  
 AQI\_range <- c(0, 50, 100, 200, 300, 400, 500)  
   
 index <- findInterval(pollutant\_concentration, breakpoints)  
 AQI <- ((AQI\_range[index + 1] - AQI\_range[index]) / (breakpoints[index + 1] - breakpoints[index])) \* (pollutant\_concentration - breakpoints[index]) + AQI\_range[index]  
   
 return(AQI)  
}  
  
# Calculate AQI based on pollutant ID  
calculate\_AQI\_indian <- function(pollutant\_concentration, pollutant\_id) {  
 if (pollutant\_id == "PM10") {  
 return(calculate\_AQI\_PM10\_indian(pollutant\_concentration))  
 } else if (pollutant\_id == "PM2.5") {  
 return(calculate\_AQI\_PM25\_indian(pollutant\_concentration))  
 } else if (pollutant\_id == "NO2") {  
 return(calculate\_AQI\_NO2\_indian(pollutant\_concentration))  
 } else if (pollutant\_id == "O3") {  
 return(calculate\_AQI\_O3\_indian(pollutant\_concentration))  
 } else if (pollutant\_id == "CO") {  
 return(calculate\_AQI\_CO\_indian(pollutant\_concentration))  
 } else if (pollutant\_id == "SO2") {  
 return(calculate\_AQI\_SO2\_indian(pollutant\_concentration))  
 } else if (pollutant\_id == "NH3") {  
 return(calculate\_AQI\_NH3\_indian(pollutant\_concentration))  
 } else {  
 return(NA) # For other pollutants, return NA (not applicable)  
 }  
}  
  
  
# Group data by state and calculate AQI for each pollutant for each state  
AQI\_results\_indian <- data %>%  
 group\_by(state) %>%  
 summarize(  
 AQI\_PM10 = max(calculate\_AQI\_indian(pollutant\_min, "PM10")),  
 AQI\_PM25 = max(calculate\_AQI\_indian(pollutant\_min, "PM2.5")),  
 AQI\_NO2 = max(calculate\_AQI\_indian(pollutant\_min, "NO2")),  
 AQI\_O3 = max(calculate\_AQI\_indian(pollutant\_min, "O3")),  
 AQI\_CO = max(calculate\_AQI\_indian(pollutant\_min, "CO")),  
 AQI\_SO2 = max(calculate\_AQI\_indian(pollutant\_min, "SO2")),  
 AQI\_NH3 = max(calculate\_AQI\_indian(pollutant\_min, "NH3")),  
 AQI\_Pb = max(calculate\_AQI\_indian(pollutant\_min, "Pb"))  
 )  
  
# Display the AQI results  
print(AQI\_results\_indian)

## # A tibble: 31 × 9  
## state AQI\_PM10 AQI\_PM25 AQI\_NO2 AQI\_O3 AQI\_CO AQI\_SO2 AQI\_NH3 AQI\_Pb  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <int>  
## 1 Andhra\_Pradesh 83 177. 103 83 20.8 101 20.8 NA  
## 2 Arunachal\_Pra… 37 61.7 46.2 37 9.25 46.2 9.25 NA  
## 3 Assam 127. 315. 160 159. 35 120 35 NA  
## 4 Bihar 126 315. 159 157. 34.8 120. 34.8 NA  
## 5 Chandigarh 85 183. 105 85 21.2 102. 21.2 NA  
## 6 Chhattisgarh 81 170 101 81 20.2 100. 20.2 NA  
## 7 Delhi 115. 302. 142 132. 30.5 114 30.5 NA  
## 8 Gujarat 133. 322. 169 172. 37.2 123 37.2 NA  
## 9 Haryana 103. 250 125 107. 26.2 108. 26.2 NA  
## 10 Himachal Prad… 32 53.3 40 32 8 40 8 NA  
## # ℹ 21 more rows

aqi\_categorywise<-AQI\_results\_indian  
View((aqi\_categorywise))

nrow(aqi\_categorywise)

## [1] 31

distinct\_states<-unique(aqi\_categorywise$state)  
distinct\_states

## [1] "Andhra\_Pradesh" "Arunachal\_Pradesh" "Assam"   
## [4] "Bihar" "Chandigarh" "Chhattisgarh"   
## [7] "Delhi" "Gujarat" "Haryana"   
## [10] "Himachal Pradesh" "Jammu\_and\_Kashmir" "Jharkhand"   
## [13] "Karnataka" "Kerala" "Madhya Pradesh"   
## [16] "Maharashtra" "Manipur" "Meghalaya"   
## [19] "Mizoram" "Nagaland" "Odisha"   
## [22] "Puducherry" "Punjab" "Rajasthan"   
## [25] "Sikkim" "TamilNadu" "Telangana"   
## [28] "Tripura" "Uttar\_Pradesh" "Uttarakhand"   
## [31] "West\_Bengal"

aqi\_categorywise <- aqi\_categorywise %>%  
 select(-c(AQI\_Pb))  
head(aqi\_categorywise)

## # A tibble: 6 × 8  
## state AQI\_PM10 AQI\_PM25 AQI\_NO2 AQI\_O3 AQI\_CO AQI\_SO2 AQI\_NH3  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 Andhra\_Pradesh 83 177. 103 83 20.8 101 20.8   
## 2 Arunachal\_Pradesh 37 61.7 46.2 37 9.25 46.2 9.25  
## 3 Assam 127. 315. 160 159. 35 120 35   
## 4 Bihar 126 315. 159 157. 34.8 120. 34.8   
## 5 Chandigarh 85 183. 105 85 21.2 102. 21.2   
## 6 Chhattisgarh 81 170 101 81 20.2 100. 20.2

# Calculate the overall AQI for each state by taking the maximum AQI value across all categories  
overall\_AQI <- aqi\_categorywise %>%  
 group\_by(state) %>%  
 summarize(overall\_AQI = max(pmax(AQI\_PM10, AQI\_PM25, AQI\_NO2, AQI\_O3, AQI\_CO, AQI\_SO2, AQI\_NH3), na.rm = TRUE))  
  
# Display the table with states and their respective overall AQI  
print(overall\_AQI)

## # A tibble: 31 × 2  
## state overall\_AQI  
## <chr> <dbl>  
## 1 Andhra\_Pradesh 177.   
## 2 Arunachal\_Pradesh 61.7  
## 3 Assam 315.   
## 4 Bihar 315.   
## 5 Chandigarh 183.   
## 6 Chhattisgarh 170   
## 7 Delhi 302.   
## 8 Gujarat 322.   
## 9 Haryana 250   
## 10 Himachal Pradesh 53.3  
## # ℹ 21 more rows

# Define breakpoints and corresponding categories  
breakpoints <- c(0, 50, 100, 200, 300, 400, 500)  
categories <- c("Good", "Satisfactory", "Moderate", "Poor", "Very Poor", "Severe")  
  
# Classify AQI values into categories  
overall\_AQI$category <- cut(overall\_AQI$overall\_AQI, breakpoints, labels = categories)  
  
# Display the categorized AQI values  
print(overall\_AQI)

## # A tibble: 31 × 3  
## state overall\_AQI category   
## <chr> <dbl> <fct>   
## 1 Andhra\_Pradesh 177. Moderate   
## 2 Arunachal\_Pradesh 61.7 Satisfactory  
## 3 Assam 315. Very Poor   
## 4 Bihar 315. Very Poor   
## 5 Chandigarh 183. Moderate   
## 6 Chhattisgarh 170 Moderate   
## 7 Delhi 302. Very Poor   
## 8 Gujarat 322. Very Poor   
## 9 Haryana 250 Poor   
## 10 Himachal Pradesh 53.3 Satisfactory  
## # ℹ 21 more rows

# Bar chart of overall AQI values for different states(with minimum and maximum values highlighted)  
library(ggplot2)  
  
# Find states with minimum and maximum AQI values  
min\_state <- overall\_AQI[which.min(overall\_AQI$overall\_AQI), "state"]  
max\_state <- overall\_AQI[which.max(overall\_AQI$overall\_AQI), "state"]  
  
# Plot  
ggplot(overall\_AQI, aes(x = state, y = overall\_AQI)) +  
 geom\_bar(stat = "identity", fill = "skyblue") +  
 geom\_point(data = overall\_AQI %>% filter(state %in% c(min\_state, max\_state)),  
 aes(x = state, y = overall\_AQI), color = "red", size = 3) +  
 labs(title = "Overall AQI by State",  
 x = "State",  
 y = "Overall AQI",  
 caption = paste("Min AQI: ", min\_state, ", Max AQI: ", max\_state)) +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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library(caret)

## Warning: package 'caret' was built under R version 4.3.3

## Loading required package: lattice

library(randomForest)

## Warning: package 'randomForest' was built under R version 4.3.3

## randomForest 4.7-1.1

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

## The following object is masked from 'package:dplyr':  
##   
## combine

library(glmnet)

## Warning: package 'glmnet' was built under R version 4.3.3

## Loading required package: Matrix

## Loaded glmnet 4.1-8

library(e1071)

## Warning: package 'e1071' was built under R version 4.3.3

mydata<-data  
  
set.seed(123) # for reproducibility  
train\_indices <- createDataPartition(data$pollutant\_avg, p = 0.75, list = FALSE)  
train\_data <- data[train\_indices, ]  
test\_data <- data[-train\_indices, ]  
head(train\_data)

## # A tibble: 6 × 11  
## # Groups: pollutant\_id [4]  
## country state city station last\_update latitude longitude pollutant\_id  
## <chr> <chr> <chr> <chr> <chr> <dbl> <dbl> <chr>   
## 1 India Andhra\_Prad… Amar… Secret… 2/3/2024 1… 16.5 80.5 OZONE   
## 2 India Andhra\_Prad… Raja… Anand … 2/3/2024 1… 17.0 81.7 NH3   
## 3 India Andhra\_Prad… Tiru… Vaikun… 2/3/2024 1… 13.6 79.4 OZONE   
## 4 India Andhra\_Prad… Vija… Kanuru… 2/3/2024 1… 16.5 80.7 PM2.5   
## 5 India Andhra\_Prad… Vija… Rajiv … 2/3/2024 1… 16.6 80.6 CO   
## 6 India Andhra\_Prad… Visa… GVM Co… 2/3/2024 1… 17.7 83.3 CO   
## # ℹ 3 more variables: pollutant\_min <dbl>, pollutant\_max <dbl>,  
## # pollutant\_avg <dbl>

# LINEAR REGRESSION  
  
model\_lm<-lm(formula=pollutant\_avg~latitude + longitude + pollutant\_min + pollutant\_max,data=train\_data)  
model\_lm

##   
## Call:  
## lm(formula = pollutant\_avg ~ latitude + longitude + pollutant\_min +   
## pollutant\_max, data = train\_data)  
##   
## Coefficients:  
## (Intercept) latitude longitude pollutant\_min pollutant\_max   
## -25.4676 -0.0214 0.3359 0.7847 0.3172

predictions\_lm <- predict(model\_lm, newdata = test\_data)  
plot(test\_data$pollutant\_avg, predictions\_lm,   
 main = "Predicted vs. Actual Pollutant Average",  
 xlab = "Actual Pollutant Average", ylab = "Predicted Pollutant Average",   
 col = "orange")  
abline(0, 1, col = "red")
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# Compute evaluation metrics for linear regression model  
MAE\_lm <- mean(abs(predictions\_lm - test\_data$pollutant\_avg))  
MSE\_lm <- mean((predictions\_lm - test\_data$pollutant\_avg)^2)  
RMSE\_lm <- sqrt(MSE\_lm)  
rsquared\_lm <- 1 - (sum((test\_data$pollutant\_avg - predictions\_lm)^2) / sum((test\_data$pollutant\_avg - mean(test\_data$pollutant\_avg))^2))  
  
# Print evaluation metrics  
cat("Mean Absolute Error (MAE):", MAE\_lm, "\n")

## Mean Absolute Error (MAE): 6.194912

cat("Mean Squared Error (MSE):", MSE\_lm, "\n")

## Mean Squared Error (MSE): 140.2078

cat("Root Mean Squared Error (RMSE):", RMSE\_lm, "\n")

## Root Mean Squared Error (RMSE): 11.84094

cat("R-squared:", rsquared\_lm, "\n")

## R-squared: 0.9166938

# RANDOM FOREST  
model\_rf <- randomForest(pollutant\_avg ~ latitude + longitude + pollutant\_min + pollutant\_max, data = train\_data)  
predictions\_rf <- predict(model\_rf, newdata = test\_data)  
  
plot(test\_data$pollutant\_avg, predictions\_rf,   
 main = "Predicted vs. Actual Pollutant Average (Random Forest)",  
 xlab = "Actual Pollutant Average", ylab = "Predicted Pollutant Average",   
 col = "blue")  
abline(0, 1, col = "red")
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# Compute evaluation metrics for Random Forest model  
MAE\_rf <- mean(abs(predictions\_rf - test\_data$pollutant\_avg))  
MSE\_rf <- mean((predictions\_rf - test\_data$pollutant\_avg)^2)  
RMSE\_rf <- sqrt(MSE\_rf)  
rsquared\_rf <- 1 - (sum((test\_data$pollutant\_avg - predictions\_rf)^2) / sum((test\_data$pollutant\_avg - mean(test\_data$pollutant\_avg))^2))  
  
# Print evaluation metrics for Random Forest model  
cat("Random Forest Model Evaluation Metrics:\n")

## Random Forest Model Evaluation Metrics:

cat("Mean Absolute Error (MAE):", MAE\_rf, "\n")

## Mean Absolute Error (MAE): 6.375536

cat("Mean Squared Error (MSE):", MSE\_rf, "\n")

## Mean Squared Error (MSE): 136.0494

cat("Root Mean Squared Error (RMSE):", RMSE\_rf, "\n")

## Root Mean Squared Error (RMSE): 11.66402

cat("R-squared:", rsquared\_rf, "\n")

## R-squared: 0.9191646

# SUPPORT VECTOR MACHINE  
model\_svm <- svm(pollutant\_avg ~ latitude + longitude + pollutant\_min + pollutant\_max, data = train\_data)  
predictions\_svm <- predict(model\_svm, newdata = test\_data)  
plot(test\_data$pollutant\_avg, predictions\_svm,   
 main = "Predicted vs. Actual Pollutant Average (SVM)",  
 xlab = "Actual Pollutant Average", ylab = "Predicted Pollutant Average",   
 col = "brown")  
abline(0, 1, col = "red")

![](data:image/png;base64,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)

# Compute evaluation metrics for SVM model  
MAE\_svm <- mean(abs(predictions\_svm - test\_data$pollutant\_avg))  
MSE\_svm <- mean((predictions\_svm - test\_data$pollutant\_avg)^2)  
RMSE\_svm <- sqrt(MSE\_svm)  
rsquared\_svm <- 1 - (sum((test\_data$pollutant\_avg - predictions\_svm)^2) / sum((test\_data$pollutant\_avg - mean(test\_data$pollutant\_avg))^2))  
  
# Print evaluation metrics for SVM model  
cat("SVM Model Evaluation Metrics:\n")

## SVM Model Evaluation Metrics:

cat("Mean Absolute Error (MAE):", MAE\_svm, "\n")

## Mean Absolute Error (MAE): 6.029466

cat("Mean Squared Error (MSE):", MSE\_svm, "\n")

## Mean Squared Error (MSE): 116.1087

cat("Root Mean Squared Error (RMSE):", RMSE\_svm, "\n")

## Root Mean Squared Error (RMSE): 10.77537

cat("R-squared:", rsquared\_svm, "\n")

## R-squared: 0.9310126

# GRADIENT BOOSTING MACHINE  
library(gbm)

## Warning: package 'gbm' was built under R version 4.3.3

## Loaded gbm 2.1.9

## This version of gbm is no longer under development. Consider transitioning to gbm3, https://github.com/gbm-developers/gbm3

model\_gbm <- gbm(pollutant\_avg ~ latitude + longitude + pollutant\_min + pollutant\_max, data = train\_data, n.trees = 1000, interaction.depth = 4)

## Distribution not specified, assuming gaussian ...

predictions\_gbm <- predict(model\_gbm, newdata = test\_data, n.trees = 1000)  
  
plot(test\_data$pollutant\_avg, predictions\_gbm,   
 main = "Predicted vs. Actual Pollutant Average (GBM)",  
 xlab = "Actual Pollutant Average", ylab = "Predicted Pollutant Average",   
 col = "green")  
abline(0, 1, col = "red")
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library(gbm)  
  
# Compute evaluation metrics for GBM model  
MAE\_gbm <- mean(abs(predictions\_gbm - test\_data$pollutant\_avg))  
MSE\_gbm <- mean((predictions\_gbm - test\_data$pollutant\_avg)^2)  
RMSE\_gbm <- sqrt(MSE\_gbm)  
rsquared\_gbm <- 1 - (sum((test\_data$pollutant\_avg - predictions\_gbm)^2) / sum((test\_data$pollutant\_avg - mean(test\_data$pollutant\_avg))^2))  
  
# Print evaluation metrics for GBM model  
cat("Gradient Boosting Machine (GBM) Model Evaluation Metrics:\n")

## Gradient Boosting Machine (GBM) Model Evaluation Metrics:

cat("Mean Absolute Error (MAE):", MAE\_gbm, "\n")

## Mean Absolute Error (MAE): 6.068389

cat("Mean Squared Error (MSE):", MSE\_gbm, "\n")

## Mean Squared Error (MSE): 135.6276

cat("Root Mean Squared Error (RMSE):", RMSE\_gbm, "\n")

## Root Mean Squared Error (RMSE): 11.64592

cat("R-squared:", rsquared\_gbm, "\n")

## R-squared: 0.9194152

# DECISION TREES  
library(rpart)

## Warning: package 'rpart' was built under R version 4.3.3

model\_tree <- rpart(pollutant\_avg ~ latitude + longitude + pollutant\_min + pollutant\_max, data = train\_data)  
  
predictions\_tree <- predict(model\_tree, newdata = test\_data)  
  
plot(model\_tree, uniform = TRUE, compress = TRUE, margin = 0.1)  
text(model\_tree, use.n = TRUE, cex = 0.8)
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library(rpart)  
  
# Compute evaluation metrics for Decision Tree model  
MAE\_tree <- mean(abs(predictions\_tree - test\_data$pollutant\_avg))  
MSE\_tree <- mean((predictions\_tree - test\_data$pollutant\_avg)^2)  
RMSE\_tree <- sqrt(MSE\_tree)  
rsquared\_tree <- 1 - (sum((test\_data$pollutant\_avg - predictions\_tree)^2) / sum((test\_data$pollutant\_avg - mean(test\_data$pollutant\_avg))^2))  
  
# Print evaluation metrics for Decision Tree model  
cat("Decision Tree Model Evaluation Metrics:\n")

## Decision Tree Model Evaluation Metrics:

cat("Mean Absolute Error (MAE):", MAE\_tree, "\n")

## Mean Absolute Error (MAE): 10.43243

cat("Mean Squared Error (MSE):", MSE\_tree, "\n")

## Mean Squared Error (MSE): 259.8205

cat("Root Mean Squared Error (RMSE):", RMSE\_tree, "\n")

## Root Mean Squared Error (RMSE): 16.11895

cat("R-squared:", rsquared\_tree, "\n")

## R-squared: 0.8456244

# Define evaluation metrics for all models  
model\_metrics <- data.frame(  
 Model = c("Linear Regression", "Random Forest", "SVM", "GBM", "Decision Tree"),  
 MAE = c(MAE\_lm, MAE\_rf, MAE\_svm, MAE\_gbm, MAE\_tree),  
 MSE = c(MSE\_lm, MSE\_rf, MSE\_svm, MSE\_gbm, MSE\_tree),  
 RMSE = c(RMSE\_lm, RMSE\_rf, RMSE\_svm, RMSE\_gbm, RMSE\_tree),  
 R\_squared = c(rsquared\_lm, rsquared\_rf, rsquared\_svm, rsquared\_gbm, rsquared\_tree)  
)  
  
# Print the model metrics  
print(model\_metrics)

## Model MAE MSE RMSE R\_squared  
## 1 Linear Regression 6.194912 140.2078 11.84094 0.9166938  
## 2 Random Forest 6.375536 136.0494 11.66402 0.9191646  
## 3 SVM 6.029466 116.1087 10.77537 0.9310126  
## 4 GBM 6.068389 135.6276 11.64592 0.9194152  
## 5 Decision Tree 10.432433 259.8205 16.11895 0.8456244

As we can see, the error produced in SVM is the least, thus has the best performance out of all other models