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Автор:Горянський І.,1.КІТ101.8б

Лабораторна робота № 9

ПАРАМЕТРИЗАЦІЯ В JAVA

**1. ЗАВДАННЯ ДО РОБОТИ**

**Загальне завдання:**

1. Створити власний клас-контейнер, що параметризується ([Generic Type](https://docs.oracle.com/javase/tutorial/java/generics/types.html)), на основі [зв’язних списків](https://en.wikipedia.org/wiki/Linked_list) для реалізації колекції domain-об’єктів [лабораторної роботи №7](https://oop-khpi.github.io/#task_07).
2. Для розроблених класів-контейнерів забезпечити можливість використання їх об’єктів у циклі [foreach](https://docs.oracle.com/javase/8/docs/technotes/guides/language/foreach.html) в якості джерела даних.
3. Забезпечити можливість збереження та відновлення колекції об’єктів: 1) за допомогою стандартної серіалізації; 2) не використовуючи протокол серіалізації.
4. Продемонструвати розроблену функціональність: створення контейнера, додавання елементів, видалення елементів, очищення контейнера, перетворення у масив, перетворення у рядок, перевірку на наявність елементів.
5. Забороняється використання контейнерів (колекцій) з [Java Collections Framework](https://docs.oracle.com/javase/8/docs/technotes/guides/collections/).

**1.1 Опис змінних:**

**private** T currElem; поточний елемент списку

**private** Node<T> prevElem; попередній елемент списку

**private** Node<T> nextElem; наступний елемент списку

**private** Node<T> fstNode;

**private** Node<T> lstNode;

**private** **int** size = 0; змінна розміру списку

Текст програми:

**package** ua.khpi.oop.gorianckiy09;

**import** java.io.IOException;

**import** java.text.ParseException;

**public** **class** Main {

**public** **static** **void** main(**final** String[] args) **throws** ParseException, IOException {

LinkedContainer<String>stringLinked1 = **new** LinkedContainer<>();

LinkedContainer<Directory>dirList = **new** LinkedContainer<>();

Directory dir = **new** Directory();

System.***out***.println("Добавляем элемеент");

stringLinked1.addLast("faf");

**for**(String s : stringLinked1) {

System.***out***.println(s);

}

System.***out***.println("Выводим размер");

System.***out***.println(stringLinked1.size());

System.***out***.println("Очистка контейнера");

stringLinked1.clear();

System.***out***.println(stringLinked1.size());

**for**(String s : stringLinked1) {

System.***out***.println(s);

}

System.***out***.println("Запись с файла");

// stringLinked1.readAll();

**for**(String s : stringLinked1) {

System.***out***.println(s);

}

System.***out***.println("Удаляем элемент");

stringLinked1.DelAll();

System.***out***.println(stringLinked1.size());

System.***out***.println("Добавляем ноый элемент");

stringLinked1.addLast("faf");

stringLinked1.addLast("ffad");

stringLinked1.addLast("bvca");

stringLinked1.addLast("fafafa");

**for**(String s : stringLinked1) {

System.***out***.println(s);

}

System.***out***.println("Выводим в файл");

//stringLinked1.toFileAll();

System.***out***.println("Проверяем на наявность элементов:");

stringLinked1.checkEmptiness();

System.***out***.println("Генерируем данные для прикладной задачи:");

stringLinked1.clear();

//dir.generateStore();

//dirList.add(dir);

dirList.FromFile();

**for**(Directory s : dirList) {

System.***out***.println(s);

}

//dirList.toFile();

}

}

**package** ua.khpi.oop.gorianckiy09;

**import** java.io.BufferedReader;

**import** java.io.File;

**import** java.io.FileReader;

**import** java.io.IOException;

**import** java.io.PrintWriter;

**import** java.text.ParseException;

**import** java.util.Arrays;

**import** java.util.Iterator;

**import** java.util.NoSuchElementException;

**public** **class** LinkedContainer<T> **implements** Linked<T>, Iterable<T>, DescendingIterator<T> {

// конструктор инициализации

**private** **class** Node<T> {

**private** T currElem; // текущий

**private** Node<T> prevElem; // предыдущий

**private** Node<T> nextElem; // следущий

// конструктор копирования

Node(T currElem, Node<T> prevElem, Node<T> nextElem) {

**this**.currElem = currElem;

**this**.prevElem = prevElem;

**this**.nextElem = nextElem;

}

// геттеры и сеттеры

**public** T getCurrentElem() {

**return** currElem;

}

**public** **void** setCurrentElem(T currentElem) {

**this**.currElem = currentElem;

}

**public** Node<T> getPrevElem() {

**return** prevElem;

}

**public** **void** setPrevElem(Node<T> prevElem) {

**this**.prevElem = prevElem;

}

**public** Node<T> getNextElem() {

**return** nextElem;

}

**public** **void** setNextElem(Node<T> nextElem) {

**this**.nextElem = nextElem;

}

}

**private** Node<T> fstNode;

**private** Node<T> lstNode;

**private** **int** size = 0;

**public** LinkedContainer() {

fstNode = **new** Node<T>(**null**, **null**, lstNode);

lstNode = **new** Node<T>(**null**, fstNode, **null**);

fstNode = **new** Node<T>(**null**, **null**, lstNode);

}

@Override

**public** Iterator<T> iterator() {

**return** **new** Iterator<T>() {

**private** **int** position = 0;

@Override

**public** **boolean** hasNext() {

**return** position < size;

}

@Override

**public** T next() {

**if** (**this**.hasNext()) {

**return** getElementByIndex(position++);

} **else** {

**throw** **new** NoSuchElementException();

}

}

};

}

@Override

**public** Iterator<T> descendingIterator() {

**return** **new** Iterator<T>() {

**int** position = size - 1;

@Override

**public** **boolean** hasNext() {

**return** position >= 0;

}

@Override

**public** T next() {

**if** (**this**.hasNext()) {

position--;

**return** getElementByIndex(position--);

} **else** {

**throw** **new** NoSuchElementException();

}

}

};

}

@Override

**public** **void** clear() {

**for** (Node<T> x = fstNode; x != **null**;) {

Node<T> next = x.nextElem;

x.currElem = **null**;

x.nextElem = **null**;

x.prevElem = **null**;

x = next;

}

fstNode = **null**;

lstNode = **null**;

lstNode = **new** Node<>(**null**, fstNode, **null**);

fstNode = **new** Node<>(**null**, **null**, lstNode);

size = 0;

}

@Override

**public** **void** add(**final** T t) {

addLast(t);

}

@Override

**public** **void** toFile() {

**try** {

File file = **new** File("File.txt");

**if** (!file.exists())

file.createNewFile();

PrintWriter pw = **new** PrintWriter(file);

Directory temp;

System.***out***.println();

pw.println(size);

**for** (**int** i = 0; i < size; i++) {

temp = (Directory) getElementByIndex(i);

pw.println(temp.getName());

pw.println(temp.getAddress());

pw.println(temp.getSpecial());

pw.println(temp.getPhone());

pw.println(temp.getTime());

pw.println(temp.getTime1());

}

pw.close();

} **catch** (IOException e) {

System.***out***.print("Error: " + e);

}

}

@Override

**public** **void** readAll() {

**try** (BufferedReader br = **new** BufferedReader(

**new** FileReader("C:\\Users\\User\\eclipse-workspace\\laba 9\\File.txt"))) {

Object temp;

String line;

line = br.readLine();

**int** count = Integer.*parseInt*(line);

**for** (**int** i = 0; i < count; i++) {

line = br.readLine();

temp = line;

add((T) temp);

}

} **catch** (IOException ex) {

ex.printStackTrace();

}

}

@Override

**public** **void** FromFile() **throws** ParseException {

BufferedReader br = **null**;

Directory temp = **new** Directory();

**try** {

br = **new** BufferedReader(**new** FileReader("C:\\Users\\User\\eclipse-workspace\\laba 9\\File.txt"));

String Line;

Line = br.readLine();

**int** count = Integer.*parseInt*(Line);

**for** (**int** i = 0; i < count; i++) {

Line = br.readLine();

temp.setName(Line);

Line = br.readLine();

temp.setAddress(Line);

Line = br.readLine();

temp.setSpecial(Line);

Line = br.readLine();

temp.setPhone(Line);

Line = br.readLine();

temp.setTime(Line);

Line = br.readLine();

temp.setTime1(Line);

add((T) **new** Directory(temp));

}

} **catch** (IOException e) {

System.***out***.print("Error: " + e);

} **finally** {

**try** {

br.close();

} **catch** (IOException e) {

System.***out***.print("Error: " + e);

}

}

}

**public** Object[] toArray() {

Object[] result = **new** Object[size];

**int** i = 0;

**for** (Node<T> temp = fstNode; i < size; temp = temp.nextElem) {

result[i++] = temp.currElem;

}

**return** result;

}

**public** String toString() {

**return** Arrays.*toString*(toArray());

}

@Override

**public** **void** addLast(**final** T obj) {

Node<T> prev = lstNode; // сохранение данных хвоста

prev.setCurrentElem(obj); // установка значения

lstNode = **new** Node<>(**null**, prev, **null**); // изменение указателя хвоста

prev.setNextElem(lstNode); // установка указателя на хвост

size++; // увелечение размера списка

}

@Override

**public** **void** addFirst(**final** T obj) {

Node<T> next = fstNode;

next.setCurrentElem(obj);

fstNode = **new** Node<>(**null**, **null**, next);

next.setPrevElem(fstNode);

size++;

}

@Override

**public** **int** size() {

**return** size;

}

@Override

**public** T getElementByIndex(**final** **int** index) {

Node<T> target = fstNode.getNextElem(); // след элемент первого узла

**for** (**int** i = 0; i < index; i++) {

target = getNextElement(target);

}

**return** target.getCurrentElem();

}

**private** Node<T> getNextElement(**final** Node<T> index) {

**return** index.getNextElem();

}

@Override

**public** **void** DelAll() {

fstNode = **null**;

lstNode = **null**;

lstNode = **new** Node<>(**null**, fstNode, **null**);

fstNode = **new** Node<>(**null**, **null**, lstNode);

size = 0;

}

@Override

**public** **void** toFileAll() {

**try** {

File file = **new** File("C:\\Users\\User\\eclipse-workspace\\laba 9\\File1.txt");

**if** (!file.exists())

file.createNewFile();

PrintWriter pw = **new** PrintWriter(file);

System.***out***.println();

pw.println(size);

**for** (**int** i = 0; i < size; i++) {

pw.println(getElementByIndex(i));

}

pw.close();

} **catch** (IOException e) {

System.***out***.print("Error: " + e);

}

}

@Override

**public** **void** checkEmptiness() {

**if** (size() == 0) {

System.***out***.println("Conteiner is empty");

} **else** **if** (size() > 0) {

System.***out***.println("Conteiner is not empty");

}

}

}

**package** ua.khpi.oop.gorianckiy09;

**import** java.io.BufferedReader;

**import** java.io.File;

**import** java.io.FileReader;

**import** java.io.IOException;

**import** java.io.PrintWriter;

**import** java.text.ParseException;

**import** java.util.Arrays;

**import** java.util.Iterator;

**import** java.util.NoSuchElementException;

**public** **class** LinkedContainer<T> **implements** Linked<T>, Iterable<T>, DescendingIterator<T> {

// конструктор инициализации

**private** **class** Node<T> {

**private** T currElem; // текущий

**private** Node<T> prevElem; // предыдущий

**private** Node<T> nextElem; // следущий

// конструктор копирования

Node(T currElem, Node<T> prevElem, Node<T> nextElem) {

**this**.currElem = currElem;

**this**.prevElem = prevElem;

**this**.nextElem = nextElem;

}

// геттеры и сеттеры

**public** T getCurrentElem() {

**return** currElem;

}

**public** **void** setCurrentElem(T currentElem) {

**this**.currElem = currentElem;

}

**public** Node<T> getPrevElem() {

**return** prevElem;

}

**public** **void** setPrevElem(Node<T> prevElem) {

**this**.prevElem = prevElem;

}

**public** Node<T> getNextElem() {

**return** nextElem;

}

**public** **void** setNextElem(Node<T> nextElem) {

**this**.nextElem = nextElem;

}

}

**private** Node<T> fstNode;

**private** Node<T> lstNode;

**private** **int** size = 0;

**public** LinkedContainer() {

fstNode = **new** Node<T>(**null**, **null**, lstNode);

lstNode = **new** Node<T>(**null**, fstNode, **null**);

fstNode = **new** Node<T>(**null**, **null**, lstNode);

}

@Override

**public** Iterator<T> iterator() {

**return** **new** Iterator<T>() {

**private** **int** position = 0;

@Override

**public** **boolean** hasNext() {

**return** position < size;

}

@Override

**public** T next() {

**if** (**this**.hasNext()) {

**return** getElementByIndex(position++);

} **else** {

**throw** **new** NoSuchElementException();

}

}

};

}

@Override

**public** Iterator<T> descendingIterator() {

**return** **new** Iterator<T>() {

**int** position = size - 1;

@Override

**public** **boolean** hasNext() {

**return** position >= 0;

}

@Override

**public** T next() {

**if** (**this**.hasNext()) {

position--;

**return** getElementByIndex(position--);

} **else** {

**throw** **new** NoSuchElementException();

}

}

};

}

@Override

**public** **void** clear() {

**for** (Node<T> x = fstNode; x != **null**;) {

Node<T> next = x.nextElem;

x.currElem = **null**;

x.nextElem = **null**;

x.prevElem = **null**;

x = next;

}

fstNode = **null**;

lstNode = **null**;

lstNode = **new** Node<>(**null**, fstNode, **null**);

fstNode = **new** Node<>(**null**, **null**, lstNode);

size = 0;

}

@Override

**public** **void** add(**final** T t) {

addLast(t);

}

@Override

**public** **void** toFile() {

**try** {

File file = **new** File("File.txt");

**if** (!file.exists())

file.createNewFile();

PrintWriter pw = **new** PrintWriter(file);

Directory temp;

System.***out***.println();

pw.println(size);

**for** (**int** i = 0; i < size; i++) {

temp = (Directory) getElementByIndex(i);

pw.println(temp.getName());

pw.println(temp.getAddress());

pw.println(temp.getSpecial());

pw.println(temp.getPhone());

pw.println(temp.getTime());

pw.println(temp.getTime1());

}

pw.close();

} **catch** (IOException e) {

System.***out***.print("Error: " + e);

}

}

@Override

**public** **void** readAll() {

**try** (BufferedReader br = **new** BufferedReader(

**new** FileReader("C:\\Users\\User\\eclipse-workspace\\laba 9\\File.txt"))) {

Object temp;

String line;

line = br.readLine();

**int** count = Integer.*parseInt*(line);

**for** (**int** i = 0; i < count; i++) {

line = br.readLine();

temp = line;

add((T) temp);

}

} **catch** (IOException ex) {

ex.printStackTrace();

}

}

@Override

**public** **void** FromFile() **throws** ParseException {

BufferedReader br = **null**;

Directory temp = **new** Directory();

**try** {

br = **new** BufferedReader(**new** FileReader("C:\\Users\\User\\eclipse-workspace\\laba 9\\File.txt"));

String Line;

Line = br.readLine();

**int** count = Integer.*parseInt*(Line);

**for** (**int** i = 0; i < count; i++) {

Line = br.readLine();

temp.setName(Line);

Line = br.readLine();

temp.setAddress(Line);

Line = br.readLine();

temp.setSpecial(Line);

Line = br.readLine();

temp.setPhone(Line);

Line = br.readLine();

temp.setTime(Line);

Line = br.readLine();

temp.setTime1(Line);

add((T) **new** Directory(temp));

}

} **catch** (IOException e) {

System.***out***.print("Error: " + e);

} **finally** {

**try** {

br.close();

} **catch** (IOException e) {

System.***out***.print("Error: " + e);

}

}

}

**public** Object[] toArray() {

Object[] result = **new** Object[size];

**int** i = 0;

**for** (Node<T> temp = fstNode; i < size; temp = temp.nextElem) {

result[i++] = temp.currElem;

}

**return** result;

}

**public** String toString() {

**return** Arrays.*toString*(toArray());

}

@Override

**public** **void** addLast(**final** T obj) {

Node<T> prev = lstNode; // сохранение данных хвоста

prev.setCurrentElem(obj); // установка значения

lstNode = **new** Node<>(**null**, prev, **null**); // изменение указателя хвоста

prev.setNextElem(lstNode); // установка указателя на хвост

size++; // увелечение размера списка

}

@Override

**public** **void** addFirst(**final** T obj) {

Node<T> next = fstNode;

next.setCurrentElem(obj);

fstNode = **new** Node<>(**null**, **null**, next);

next.setPrevElem(fstNode);

size++;

}

@Override

**public** **int** size() {

**return** size;

}

@Override

**public** T getElementByIndex(**final** **int** index) {

Node<T> target = fstNode.getNextElem(); // след элемент первого узла

**for** (**int** i = 0; i < index; i++) {

target = getNextElement(target);

}

**return** target.getCurrentElem();

}

**private** Node<T> getNextElement(**final** Node<T> index) {

**return** index.getNextElem();

}

@Override

**public** **void** DelAll() {

fstNode = **null**;

lstNode = **null**;

lstNode = **new** Node<>(**null**, fstNode, **null**);

fstNode = **new** Node<>(**null**, **null**, lstNode);

size = 0;

}

@Override

**public** **void** toFileAll() {

**try** {

File file = **new** File("C:\\Users\\User\\eclipse-workspace\\laba 9\\File1.txt");

**if** (!file.exists())

file.createNewFile();

PrintWriter pw = **new** PrintWriter(file);

System.***out***.println();

pw.println(size);

**for** (**int** i = 0; i < size; i++) {

pw.println(getElementByIndex(i));

}

pw.close();

} **catch** (IOException e) {

System.***out***.print("Error: " + e);

}

}

@Override

**public** **void** checkEmptiness() {

**if** (size() == 0) {

System.***out***.println("Conteiner is empty");

} **else** **if** (size() > 0) {

System.***out***.println("Conteiner is not empty");

}

}

}

**package** ua.khpi.oop.gorianckiy09;

**import** java.util.Scanner;

**import** java.util.regex.Matcher;

**import** java.util.regex.Pattern;

**import** java.text.ParseException;

**import** java.io.IOException;

**import** java.util.Date;

**import** java.text.SimpleDateFormat;

**public** **class** Directory {

**private** String Address;

**private** String Name;

**private** String Special;

**private** String Phone;

**private** String StartTime;

**private** String EndTime;

String str1;

String str2;

Directory(){

Address = **null**;

Name = **null**;

Special = **null**;

Phone = **null**;

StartTime = **null**;

EndTime = **null**;

}

@Override

**public** String toString() {

**return** "Address=" + Address + "\nName=" + Name + "\nSpecial=" + Special + "\nPhone=" + Phone

+ "\nStartTime=" + StartTime + "\nEndTime=" + EndTime;

}

Directory(**final** Directory obj){

Address = obj.Address;

Name = obj.Name;

Special = obj.Special;

Phone = obj.Phone;

StartTime = obj.StartTime;

EndTime = obj.EndTime;

}

**public** **void** setAddress(String Address) {

**this**.Address =Address;

}

**public** **void** setName(String Name) {

**this**.Name = Name;

}

**public** **void** setSpecial(String Special) {

**this**.Special = Special;

}

**public** **void** setPhone(String Phone) {

**this**.Phone = Phone;

}

**public** **void** setTime(String Time) {

**this**.StartTime = Time;

}

**public** **void** setTime1(String Time1) {

**this**.EndTime = Time1;

}

String getAddress() {

**return** Address;

}

String getName() {

**return** Name;

}

String getSpecial() {

**return** Special;

}

String getPhone() {

**return** Phone;

}

**public** String getTime() {

// SimpleDateFormat sdf = new SimpleDateFormat("HH:mm");

// return sdf.format(this.StartTime);

**return** StartTime;

}

**public** String getTime1() {

// SimpleDateFormat sdf = new SimpleDateFormat("HH:mm");

// return sdf.format(this.EndTime);

**return** EndTime;

}

**public** **void** generateStore() **throws** ParseException,IOException {

Scanner s = **new** Scanner(System.***in***);

System.***out***.println("Enter name of outlet");

Name = s.nextLine();

System.***out***.println("Enter Address");

Address = s.nextLine();

System.***out***.println("Enter Specialization");

Special = s.nextLine();

Pattern pattern = Pattern.*compile*("\\d{10,12}");

String str = **null**;

Matcher m = **null**;

**do** {

System.***out***.println("Enter Phone number");

str = s.nextLine();

m = pattern.matcher(str);

}**while**(!m.matches());

Phone = str;

Pattern pattern1 = Pattern.*compile*("[0-9]{2}:[0-9]{2}");

String str1 = **null**;

Matcher mat1 = **null**;

**do** {

System.***out***.println("Enter StartTime:");

str1 =s.nextLine();

mat1 = pattern1.matcher(str1);

}**while**(!mat1.matches());

StartTime = str1;

Pattern pattern2 = Pattern.*compile*("[0-9]{2}:[0-9]{2}");

String str2 = **null**;

Matcher mat2 = **null**;

**do** {

System.***out***.println("Enter StartTime:");

str2 =s.nextLine();

mat2 = pattern2.matcher(str1);

}**while**(!mat2.matches());

EndTime = str2;

}

}

**package** ua.khpi.oop.gorianckiy09;

**import** java.util.Iterator;

**public** **interface** DescendingIterator<T> {

Iterator<T> descendingIterator();

}

**2. Діаграми**

3.Результат роботи:

![](data:image/png;base64,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)

Рисунок 1 – результат виконання програми.

ВИСНОВОК

При виконанні цієї лабораторної роботи були набуті навички розробки свого власного контейнеру.