# Exercise: Classes and Objects

Please submit your source code solutions for the following problems to the [Judge System](https://alpha.judge.softuni.org/Contests/Classes-and-Objects-Exercise/1937).

## Vet

Create a class called **Vet**. The **Vet** class represents a veterinary doctor in an animal clinic. Upon initialization, it should receive a **name** (string - the name of the vet doctor). It should also have an **instance attribute** called **animals** (empty list by default). There should also be **2 class attributes**: **animals** (empty list), which will store the total number of **animals for all vet doctors**; and **space** (5 by default, representing the total capacity of the clinic). You should create **3 additional instance methods:**

* **register\_animal(animal\_name)**
  + If there **is available space** in the vet clinic, add the animal to **both animals' lists** and return a message: **"{name} registered in the clinic"**
  + Otherwise, return **"Not enough space"**
* **unregister\_animal(animal\_name)**
  + If the animal is **in the clinic**, **remove** it from **both animals'** lists and return **"{animal} unregistered successfully"**
  + Otherwise, return **"{animal} not in the clinic"**
* **info()**
* Return info about the vet doctor, the number of animals on his/her list, and the available space left in the clinic:

**"{vet\_name} has {number\_animals} animals. {space\_left\_in\_clinic} space left in clinic"**

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| peter = Vet("Peter")  george = Vet("George")  print(peter.register\_animal("Tom"))  print(george.register\_animal("Cory"))  print(peter.register\_animal("Fishy"))  print(peter.register\_animal("Bobby"))  print(george.register\_animal("Kay"))  print(george.unregister\_animal("Cory"))  print(peter.register\_animal("Silky"))  print(peter.unregister\_animal("Molly"))  print(peter.unregister\_animal("Tom"))  print(peter.info())  print(george.info()) | Tom registered in the clinic  Cory registered in the clinic  Fishy registered in the clinic  Bobby registered in the clinic  Kay registered in the clinic  Cory unregistered successfully  Silky registered in the clinic  Molly not in the clinic  Tom unregistered successfully  Peter has 3 animals. 1 space left in clinic  George has 1 animals. 1 space left in clinic |

## Time

Create a class called **Time**. Upon initialization, it should receive **hours**, **minutes**, and **seconds** (integers). The class should also have **class attributes** **max\_hours** equal to **23**, **max\_minutes** equal to **59**, and **max\_seconds** equal to **59**. You should also create **3 additional instance methods**:

* **set\_time(hours, minutes, seconds)** - updates the time with the new values
* **get\_time()** - returns **"{hh}:{mm}:{ss}"**
* **next\_second()** - updates the time with one second (use the **class attributes** for validation) and returns the new time (use the **get\_time()** method)

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| time = Time(9, 30, 59)  print(time.next\_second()) | 09:31:00 |
| time = Time(10, 59, 59)  print(time.next\_second()) | 11:00:00 |
| time = Time(23, 59, 59)  print(time.next\_second()) | 00:00:00 |

## Account

Create a class called **Account**. Upon initialization, it should receive an **id** (number), a **name** (string), and a **balance** (integer; **optional**; **0** by default). The class should also have **3 additional instance methods**:

* **credit(amount)** - **adds** the **amount** to the balance and **returns** the **new balance**
* **debit(amount)** - if the amount is **less** than or **equal** to the balance, **reduce** the balance by the amount and **return** the new balance. Otherwise, return **"Amount exceeded balance"**
* **info()** - returns **"User {name} with account {id} has {balance} balance"**

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| account = Account(1234, "George", 1000)  print(account.credit(500))  print(account.debit(1500))  print(account.info()) | 1500  0  User George with account 1234 has 0 balance |
| account = Account(5411256, "Peter")  print(account.debit(500))  print(account.credit(1000))  print(account.debit(500))  print(account.info()) | Amount exceeded balance  1000  500  User Peter with account 5411256 has 500 balance |

## Pizza Delivery

Create a class called **PizzaDelivery**. Upon initialization, it should receive a **name** (string), a **price** (float), and **ingredients** (dictionary). The class should also havean instance attribute **ordered** set to **False** by default. You should also create **3 additional instance methods**:

* **add\_extra(ingredient: str, quantity: int, price\_per\_quantity: float)**:
  + If we already **have this ingredient** in our pizza, **increase the ingredient quantity** with the given one and **update the pizza price** by adding the ingredient price for the given quantity
  + If we **do not have this ingredient** in our pizza, we should **add it** and **update the pizza price**
* **remove\_ingredient(ingredient: str, quantity: int, price\_per\_quantity: float):**
  + If we **do not have this ingredient** in our pizza, we should **return** the following message **"Wrong ingredient selected! We do not use {ingredient} in {pizza\_name}!"**
  + If we **have the ingredient**, but we try to remove **more than we have available,** we should **return** the following message **"Please check again the desired quantity of {ingredient}!"**
  + Otherwise, **remove** the given quantity of the ingredient and update the pizza price by removing the ingredient price for the given quantity
* **make\_order()**
* Set the attribute **ordered** to **True** and **return** the following message **"You've ordered pizza {pizza\_name} prepared with {ingredient: quantity} and the price will be {price}lv."**. The ingredients should be separated by a comma and a space **", "**
* Keep in mind that once the pizza is ordered, no further changes are allowed. We should return the following message if the customer tries to change it: **"Pizza {name} already prepared, and we can't make any changes!"**

### Examples

|  |
| --- |
| **Test Code** |
| margarita = PizzaDelivery('Margarita', 11, {'cheese': 2, 'tomatoes': 1})  margarita.add\_extra('mozzarella', 1, 0.5)  margarita.add\_extra('cheese', 1, 1)  margarita.remove\_ingredient('cheese', 1, 1)  print(margarita.remove\_ingredient('bacon', 1, 2.5))  print(margarita.remove\_ingredient('tomatoes', 2, 0.5))  margarita.remove\_ingredient('cheese', 2, 1)  print(margarita.make\_order())  print(margarita.add\_extra('cheese', 1, 1)) |
| **Output** |
| Wrong ingredient selected! We do not use bacon in Margarita!  Please check again the desired quantity of tomatoes!  You've ordered pizza Margarita prepared with cheese: 0, tomatoes: 1, mozzarella: 1 and the price will be 9.5lv.  Pizza Margarita already prepared, and we can't make any changes! |

## To-do List

In this exercise, we are going to create a whole project step-by-step, starting with the project structure:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPYAAABhCAYAAADlcVwzAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAuUSURBVHhe7Z1NbBvHGYZfypIiW7ZjWf5L7dZtI9KsG7Wp46CQip7ai4gcfKhc9ySfyEsuUn0qYBSoDkWDgDykB4uADatoDzELVAUEEnUPQdpGahPAQcsGkck4cZzErmzZsvVjSZYid2Z3Vtzln0TukqKW7wMMyJ3hLAXDL79vZne/1/NUAEKIq3CVsG/dnsT8woI60mnctg2H9rdjV+sO1UOI+3GVsP/+3r8xNf1QHWVo8Hhw3PsNeL/+VdVDiLtpUK+uZlX8dv039TGuf/yp6iHE3dRFxC6FfW178MOXv6uOqkci5EEgGkT86RB6VB8h5VL1iH3nzh1cuHAB09PTqieXVCqFixcvYiFrvexmeoae4qlTok6E4OmOIK0OSf1RdWHPzc1hamoKly9fzituKeorV65gZmYGi4uLqpcQUgpVF7bX68Xp06cxPz+fI25D1K2trTh79iza2trUSHk0NTXixLeP4UfdJ7XX5qYmNVIeMl3ujqSRjnTD4/HozRIZ04h0exBKJBDSxkNIGCPmObKFjBEd49xmrHO6kTWcc055SnkeTyAKjA/AJ/uzvofUB5uyeebz+XLE7bSoJVLMRw8fwu6drdrr94571Uj5jA/40IdhkTbL1DmFMISAssSTHByBP5VJraUAfQOdYv0s+9S8ZKCo6LQ5sV6kjDnxTgz4rD8UlnOmwvCLfi2ljweBrrA+d4gr9npk03bFzeK+dOmS46KWHGi3nudA+171zgbBOMb6jR8IL/qHw+iKDlqjae85rH1ESPH1ASCcMq+fjXkja0K1ouYM94tPKnrOIdwVxYg2QY6Piz/FdE5vP/qpYaLYNGFLDHHLTTKnRS2ZnZtX73RmxY+IXbr8HeqdwutHp3pr0Ok3ZQaJEUTFJ8xdGtq8JCby7XBpc8ZFhM6k2R6PD0LLpvEgTlHIpACbKmyJFPeZM2ccF7Xk2gcpzD3Wd9blqzzeOshLXyrNNjVm1mQjbLqwJR0dHY6LWjIjIvZf//EuRt96R3uVx3YZn/hIvVMUisgGHX505YvM6QnRW2BeoTkG642TuqcmhF1plpdX1DsHiAa03WedBEKBKLrC5wpffxZr3/NBmVZnNr6EqhHpk4voAvMKzQmpHfh84+kIIpkPy18gZP0EkTqiLoTtJF3hOPyDxro3gKhlMy0/cqc6FU4iYFovx3pTRefJOfFg1DrH/8raZlrOuC8mIrkxqG+0aWO83FWXuOqW0kez81heWVZH5dHU2IRnd7WqIyvyGvGgv7ggy6WS5yb1B5/HLoGKiU+k0d0i4vamxkyXyQgpH6bim4m8p1tLowfQGaeoiXMwYhPiQhixCXEhFDYhLoTCJsSFUNiEuBAKmxAXQmET4kJ4ucsBJqce4OC+vVoxxXx8x99R8G42QioBI7ZNPrxxE6lPPtPeywqp+Zrd21wJKRUK2wZS1BM3WKuc1B4UdplQ1KSWobDLYLNFrVUiNVVAXY9SP0+2Ptw8K5HV1VU8eDSjjnSMRz3/dPVt1WNFOotIh5GaQT58MuhHasxULJG4CkbsEllYeoJ7Dx5a2u2797QobiB3yP3PH9XbN4/imeZmNUJIdaCwS2RhcVFLw/M1iby01XHsGKab2zC5bQ9mt7fD0/SMNuYUMrXOmAsYJgX6q15txWouYP68lpY7bChgnN9iYGAyUtC+M+t7tM/ShqhiUNgO0rq9BduebcfF9/+HKx/cw2/f/QKvvXMLP796A8urlV3xRAN9wLBeyTQu66H15RdNpQwFihkp9JwS35ecMP09aYzGxhE8z6VApaCwHaK5qRGHDx3A3bllzC6tYGllVY0A9x8vY3LuiTqqDF3h4bVCDT3nwuiqdjHDYkYKPacQHI9h1FB2ehSxcdZFryQUtgM8d2AfTpx8Cakvd+H61DwO727BCwd34sjuTArevPBPYPIN4MkXqsdZLCYFGtUtT1zcSKEHp0QWEVPKTo/GMB48VbiyK7ENhW2TxsZtmkfY4N8+wx/+M4k/X7+Ptz6Z1trnM0vqU0DLohD27V8DN0Oqp76Q6fh4bFQk4SoNZ7iuKBS2TQ7sbcP9pVXcnS+caj/f1oKdS//SDx4n9VeXsa6RgpGOJ5iGVwMK2ybyUtbjJ1+qIyH01ma88f338LuXhrT2+5NR/OZrr6JhXkRsydMauW/czhpcVlXNtvVd10hBpeODTMOrAYVtk8eLizi0qxkeddzXcQvPPfgFdsz8UWstj2LiQ6anvpoOqjebSAUMBTZipCA39TAuDVAo60rDO89KRD6tZX48s6GhAT/+wct4c2Iaf7kxjV++OIHjs6+q0Sw8TcCRXwH7+lSHO5DXqTdUb513vFUNRmybyFtMx64l0XOkGW/+5DiO79+hRgStJ4D2n+rthfeBFz/NErVIWY0bOrLat/L0yeZQgDVRrb8hjcigSM97MzZFpHJQ2CUi7wuX932bW4tYZ39083P9Aw279FfJ/DVxvF2oX66r8yVGPRjSbujIbR/m6ZPNeRvdyv8N2p1n0t+7c32fM+IMTMUdR/xz3nkNeHgVWLkHNH9FROyfuS79JrUNhU2IC2EqTogLobAJcSEUNiEuhMImxIVQ2IS4EO6KOwANA0itwYhtExoGkFqEwrYBa4uTWoXCLhOKmtQyFHYZbFVR6/ds0zigHuDmWYlsGcMAPiJZ1zBilwgNA8hWgMIukYoYBsjouva8s7XkkKUIf3Y5IoF1XH9WWku585gCyP6M0YBO9nxrRZX1zQjMGOenccDmQ2E7SFmGAbJ+WCCJcEo97xzvVQP6f3pfrFcv7K+NdWLAl1kja+MDnYgb46kw/KJ/o6YAOfNlof9kIEd8GzUjkNA4oDagsB3CnmGAuZpnvyr8n8DrA0B42PSfXtUqG9F0IseFKOJDmcKAXjF3w0UQ1PlTpvnim/RC/yOWDbaSzAhoHFATUNgOYMswwPsKelVhQUug1Mr3iujoM1Jg2XwQWjaN2xBFdnlgA63Qv9VsoBQzAhoH1AYUtk3sGwaIqDYm0laRRicDUrzmy1FBU5qcac6XR6oeNA6oDhS2TRwzDBBp9Jhck4roPSjz1g4/uorZ9Kw3vh6F5qcnRG+eSL5BaBxQG1DYNrFtGJAI5VT91FJfIfTzcqPKtFkmN5siIbVxlW88HUHEfK5ia+FC5++TC29zof8i0DigZqGwbWLbMEBETj0F19fQsd7UWqotd7fjQVXY3xj3Z8r35oz7xHcZS9wNmALI+alw0np+8f12KonSOKA24J1nJSKf1qJhQH7kdWoaB9QGjNg2sWcYUI/QOKAaUNgl4qxhQH2h3XlG44CqwFTcccQ/Jw0DyCZDYRPiQpiKE+JCKGxCXAiFTYgLobAJcSEUNiEuhLviDkDDAFJrMGLbhIYBpBahsG3A2uKkVqGwy4SiJrUMhV0GtStqo6qoOiR1C4VdIvJprv1792gmAEaTm2O2kI8xsgQvcRAKu0RoGEC2AhR2iThtGKA9ypinuL9edsioRCJadkQvYjKQwSj0by5/pMPi/u6GwnaQcgwDChX3T49OoNcwEcgqvK+JvoDJgJlEyCdmyfOaa4dnYHF/90JhO4Q9w4BcvP1Da0X6xRH6z2cLLZ/JQAYZcQNJIepi5YdY3N+1UNgOYMswoAiWNFmm6waFTAYUycFuBKJBxNepKcbi/u6FwraJfcOAfCQQEqK1+naJiL1GMZMBAxs1xxUs7r91obBt4phhgBmtaL814qYn8szLNhlQdJ4fg9A8BnyFnTElLO7vXihsm9g2DDDIKe5virjpCPrWTLsEhUwGTHj7DXGraM7i/nUFhW0T24YBkuzi/iISD2uiVOtr6WJrTsWLmAyYkeI2DAWCb6tOEyzu71742GaJyKe13GAYIHfNWdzfvTBi28TdhgEs7r9VobBLpF4MA7Q7z1jcf8vCVNxxxD8nDQPIJkNhE+JCmIoT4kIobEJcB/B/7OsR+Kirja8AAAAASUVORK5CYII=)

Create separate files for each class, as shown above. You are tasked to create **two classes**: **a Task** class and **a Section** class.

The **Task** class should receive a **name** (string) and a **due\_date** (str) upon initialization. A task also has **two attributes**: **comments** (empty list) and **completed** set to **False** by default.

The **Task** class should also have **five additional methods**:

* **change\_name(new\_name: str)**
  + Changes **the name of the task** and returns **the new name**.
  + If the new name **is the same as the current name**, return **"Name cannot be the same."**
* **change\_due\_date(new\_date: str)** 
  + Changes **the due date of the task** and returns **the new date**.
  + If the new **date is the same as the current date**, return **"Date cannot be the same."**
* **add\_comment(comment: str)**
  + Adds a comment to the task.
* **edit\_comment(comment\_number: int, new\_comment: str)**
  + The **comment number** value represents the **index** of the comment we want to edit. The method should **change** **the comment** and **return all the comments**, separated **by comma and space** (**", "**)
  + If the comment number **is out of range**, return **"Cannot find comment."**
* **details()**
  + Returns the task's details in this format:

**"Name: {task\_name} - Due Date: {due\_date}"**

The **Section** class should receive a **name** (string) upon initialization. The task also has **one instance attribute**: **tasks** (empty list)

The Section class should also have **four methods**:

* **add\_task(new\_task: Task)**
  + Adds a **new task** to the collection and r**eturns "Task {task details} is added to the section"**
  + If the task **is already in the collection**, return **"Task is already in the section {section\_name}"**
* **complete\_task(task\_name: str)** 
  + Changes the task to completed(**True**) and returns **"Completed task {task\_name}"**
  + If the task is not found, returns **"Could not find task with the name {task\_name}"**
* **clean\_section()**
  + Removes all the **completed tasks** and returns **"Cleared {amount of removed tasks} tasks."**
* **view\_section()**
  + Returns information about the section and its tasks in this format:

**"Section {section\_name}:**

**{details of the first task}**

**{details of the second task}**

**…**

**{details of the n task}"**

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| task = Task("Make bed", "27/05/2020")  print(task.change\_name("Go to University"))  print(task.change\_due\_date("28.05.2020"))  task.add\_comment("Don't forget laptop")  print(task.edit\_comment(0, "Don't forget laptop and notebook"))  print(task.details())  section = Section("Daily tasks")  print(section.add\_task(task))  second\_task = Task("Make bed", "27/05/2020")  section.add\_task(second\_task)  print(section.clean\_section())  print(section.view\_section()) | Go to University  28.05.2020  Don't forget laptop and notebook  Name: Go to University - Due Date: 28.05.2020  Task Name: Go to University - Due Date: 28.05.2020 is added to the section  Cleared 0 tasks.  Section Daily tasks:  Name: Go to University - Due Date: 28.05.2020  Name: Make bed - Due Date: 27/05/2020 |

## Guild System

You are tasked to create **two classes**: a **Player** class and a **Guild** class.

![](data:image/png;base64,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)

The **Player** class should receive a **name** (string), a **hp** (int), and a **mp** (int) upon initialization. The **Player** also has 2 instance attributes: **skills** (an empty dictionary that will contain the skills of each player and its mana cost) and a **guild** set to **"Unaffiliated"** by default.

The Player class should also have **two additional methods**:

* **add\_skill(skill\_name, mana\_cost)**
  + Adds the skill and the corresponding mana cost to the dictionary of skills. Returns **"Skill {skill\_name} added to the collection of the player {player\_name}"**
  + If the skill is already in the collection, return **"Skill already added"**
* **player\_info()** 
  + Returns the player's information, including their skills, in this format:

**"Name: {player\_name}  
 Guild: {guild\_name}  
 HP: {hp}**

**MP: {mp}**

**==={skill\_name\_1} - {skill\_mana\_cost}**

**==={skill\_name\_2} - {skill\_mana\_cost}**

**…**

**==={skill\_name\_N} - {skill\_mana\_cost}"**

The **Guild** class receives a **name** (string). The **Guild** should also have one instance attribute **players** (an empty list which will contain the players of the guild). The class also has **3 additional methods**:

* **assign\_player(player: Player)**
  + Adds the player to the guild and returns **"Welcome player {player\_name} to the guild {guild\_name}"**.Remember to change the player's guild in the player class.
  + If he is already in the guild, returns **"Player {player\_name} is already in the guild."**
  + If the player is in another guild, returns **"Player {player\_name} is in another guild."**
* **kick\_player(player\_name: str)**
  + Removes the player from the guild and returns **"Player {player\_name} has been removed from the guild."**. Remember to change the player's guild in the player class to **"Unaffiliated"**.
  + If there is no such player in the guild, returns **"Player {player\_name} is not in the guild."**
* **guild\_info()** 
  + Returns the guild's information, including the players in the guild, in the format:

**"Guild: {guild\_name}  
{first\_player's info}**

**…**

**{Nplayer's info}"**

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| player = Player("George", 50, 100)  print(player.add\_skill("Shield Break", 20))  print(player.player\_info())  guild = Guild("UGT")  print(guild.assign\_player(player))  print(guild.guild\_info()) | Skill Shield Break added to the collection of the player George  Name: George  Guild: Unaffiliated  HP: 50  MP: 100  ===Shield Break - 20  Welcome player George to the guild UGT  Guild: UGT  Name: George  Guild: UGT  HP: 50  MP: 100  ===Shield Break - 20 |

## Spoopify

You are tasked to create **three classes**: **a Song** class, **an Album** class, and **a Band** class.
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The **Song** class should receive a **name** (string), a **length** (float), and a **single** (bool) upon initialization. It has **one** method:

* **get\_info()**
  + Returns the information of the song in this format: **"{song\_name} - {song\_length}"**

The **Album** class should receive a **name** (string) upon initialization and might receive **one or more** songs. It also has **instance** **attributes: published** (**False** by default) and **songs** (a list of **received songs** or an **empty list**). It has **four** methods:

* **add\_song(song: Song)**
  + Adds the **song to the album** and returns **"Song {song\_name} has been added to the album {name}."**
  + If the album is **published**, returns **"Cannot add songs. Album is published."**
  + If the song is **single**, returns **"Cannot add {song\_name}. It's a single"**
  + If the song is **already added**, return **"Song is already in the album."**
* **remove\_song(song\_name: str)**
  + Removes the song with the given name and returns **"Removed song {song\_name} from album {album\_name}."**
  + If the song is not in the album, return **"Song is not in the album."**
  + If the album is published, it returns **"Cannot remove songs. Album is published."**
* **publish()**
  + Publishes the album (set to **True**) and returns **"Album {name} has been published."**
  + If the album is published, returns **"Album {name} is already published."**
* **details()**
  + Returns the information of the album, with the songs in it, in the format:

**"Album {name}**

**== {first\_song\_info}**

**== {second\_song\_info}**

**…**

**== {n\_song\_info}"**

The **Band** class should receive a **name** (string) upon initialization. It also has an **attribute albums** (an **empty list**).

The class has **three** methods:

* **add\_album(album: Album)**
  + Adds an **album to the collection** and returns **"Band {band\_name} has added their newest album {album\_name}."**
  + If the album **is already added**, returns **"Band {band\_name} already has {album\_name} in their library."**
* **remove\_album(album\_name: str)**
  + Removes the album from the collection and returns **"Album {name} has been removed."**
  + If the album is **published**, return **"Album has been published. It cannot be removed."**
  + If the album is **not in the collection**, return **"Album {name} is not found."**
* **details()**
  + Returns the information of the band, with their albums, in this format:

**"Band {name}**

**{album details}**

**...**

**{album details}"**

### Examples

|  |  |
| --- | --- |
| **Test Code** | **Output** |
| song = Song("Running in the 90s", 3.45, False)  print(song.get\_info())  album = Album("Initial D", song)  second\_song = Song("Around the World", 2.34, False)  print(album.add\_song(second\_song))  print(album.details())  print(album.publish())  band = Band("Manuel")  print(band.add\_album(album))  print(band.remove\_album("Initial D"))  print(band.details()) | Running in the 90s - 3.45  Song Around the World has been added to the album Initial D.  Album Initial D  == Running in the 90s - 3.45  == Around the World - 2.34  Album Initial D has been published.  Band Manuel has added their newest album Initial D.  Album has been published. It cannot be removed.  Band Manuel  Album Initial D  == Running in the 90s - 3.45  == Around the World - 2.34 |

## \*Library

Create a class called **Library**, where the information regarding the users and books rented/available will be stored. Create another one called **User**, where the information for each of the library users will be stored, and **Registration** class, where user information will be administrated (created/edited/deleted) and stored in the **Library** records.

![](data:image/png;base64,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)

### Class User

In the **user.py** file, create the class **User**. Upon initialization, it should receive **user\_id** (int) and **username** (string). The class should also havean instance attribute **books** that is an empty list. You should also create 2 **instance methods**:

* **info()** - **returns** a string containing the books currently rented by the user in ascending order separated by comma and space.
* **\_\_str\_\_()** - override the method to get a string in the following format **"{user\_id}, {username}, {list of rented books}"**

### Class Library

In the **library.py** create a class **Library**. Upon initialization, it will not receive anything, but it should havethe following instance attributes:

* **user\_records** - an empty list that will store the users (users objects) of the library
* **books\_available** - an empty dictionary that will keep information regarding the authors (key: str) and the books available for each of the authors (list of strings)
* **rented\_books** - an empty dictionary that will keep information regarding the **usernames** (key: str) and **nested dictionary** as a value which will keep information regarding the **book names** (key: str) and **days left** before returning the book to the library (int) - (**{usernames: {book names: days to return}})**.

You should also create **2 additional instance methods**:

* **get\_book(author: str, book\_name: str, days\_to\_return: int, user: User)**:
  + If the **book is available** in the library add it to the **books list** for this user, **update the library records (rented\_books and available\_books dicts)**, and return the following message: **"{book\_name} successfully rented for the next {days\_to\_return} days!"**
  + If it is **already rented,** return the following message **"The book "{book\_name}" is already rented and will be available in {days\_to\_return provided by the user rented the book} days!"**
* **return\_book(author:str, book\_name:str, user: User):**
  + If the **book is in the user's books list, returns it to the library** (update **books\_available and rented\_books** class attributes) and **remove it from the books list** for this user
  + Otherwise, **returns** the following message **"{username} doesn't have this book in his/her records!"**

### Class Registration

In the **registration.py,** create a class called **Registration**.Upon initialization, It will not receive anything, but we'll have these three methods**.**

* **add\_user(user: User, library: Library)**:
  + Adds the user if we do not have them in the library's user records already
  + Otherwise, returns the message **"User with id = {user\_id} already registered in the library!"**
* **remove\_user(user: User, library: Library):**
  + Removes the user from the library records if present
  + Otherwise, returns the message **"We could not find such user to remove!"**
* **change\_username(user\_id: int, new\_username: str, library: Library):**
  + If there is a record with the same user id in the library and the username is different than the provided one, change the username with the new one provided and return the message **"Username successfully changed to: {new\_username} for user id: {user\_id}"**. Changes his username in the **rented\_books** dictionary as well (if present).
  + If the new username is the same for this id, return the following message **"Please check again the provided username - it should be different than the username used so far!"**.
  + If there is no record for the provided id return **"There is no user with id = {user\_id}!"**

### Examples

|  |
| --- |
| **Test Code** |
| from project.library import Library  from project.user import User  from project.registration import Registration      user = User(12, 'Peter')  library = Library()  registration = Registration()  registration.add\_user(user, library)  print(registration.add\_user(user, library))  registration.remove\_user(user, library)  print(registration.remove\_user(user, library))  registration.add\_user(user, library)  print(registration.change\_username(2, 'Igor', library))  print(registration.change\_username(12, 'Peter', library))  print(registration.change\_username(12, 'George', library))    [print(f'{user\_record.user\_id}, {user\_record.username}, {user\_record.books}') for user\_record in library.user\_records]      library.books\_available.update({'J.K.Rowling': ['The Chamber of Secrets',  'The Prisoner of Azkaban',  'The Goblet of Fire',  'The Order of the Phoenix',  'The Half-Blood Prince',  'The Deathly Hallows']})  library.get\_book('J.K.Rowling', 'The Deathly Hallows', 17, user)  print(library.books\_available)  print(library.rented\_books)  print(user.books)  print(library.get\_book('J.K.Rowling', 'The Deathly Hallows', 10, user))  print(library.return\_book('J.K.Rowling', 'The Cursed Child', user))  library.return\_book('J.K.Rowling', 'The Deathly Hallows', user)  print(library.books\_available)  print(library.rented\_books)  print(user.books) |
| **Output** |
| User with id = 12 already registered in the library!  We could not find such user to remove!  There is no user with id = 2!  Please check again the provided username - it should be different than the username used so far!  Username successfully changed to: George for user id: 12  12, George, []  {'J.K.Rowling': ['The Chamber of Secrets', 'The Prisoner of Azkaban', 'The Goblet of Fire', 'The Order of the Phoenix', 'The Half-Blood Prince']}  {'George': {'The Deathly Hallows': 17}}  ['The Deathly Hallows']  The book "The Deathly Hallows" is already rented and will be available in 17 days!  George doesn't have this book in his/her records!  {'J.K.Rowling': ['The Chamber of Secrets', 'The Prisoner of Azkaban', 'The Goblet of Fire', 'The Order of the Phoenix', 'The Half-Blood Prince', 'The Deathly Hallows']}  {'George': {}}  [] |
|  |
| **Test Code** |
| from project.library import Library  from project.user import User  from project.registration import Registration    user = User(12, 'Peter')  library = Library()  registration = Registration()  registration.add\_user(user, library)  library.books\_available.update({'J.K.Rowling': ['The Chamber of Secrets',  'The Prisoner of Azkaban',  'The Goblet of Fire',  'The Order of the Phoenix',  'The Half-Blood Prince',  'The Deathly Hallows']})  library.get\_book('J.K.Rowling', 'The Deathly Hallows', 10, user)  print(user) |
| **Output** |
| 12, Peter, ['The Deathly Hallows'] |