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1.Введение

Практика была пройдена в Севастопольском государственном университете. Во время практики были выполнены олимпиадные задачи по таким темам: комбинаторика, битовые операции, алгоритм Евклида, частичная сумма, бинарное возведение в степень, динамическое программирование, поиск в глубину.

2.ВАРИАНТЫ ЗАДАНИЙ

1. 903 Первая или последняя?
2. 926 Формула Герона
3. 927 Количество игрушек
4. 1325 Васькины дорожки
5. 1326 В хоккей играют настоящие
6. 7336 Пирожки
7. 7337 Скидки
8. 388 Превращение
9. 488 Обход матрицы: обход «змейкой»
10. 2385 Количество перестановок
11. 2806 Числа
12. 1286 Школьный буфет
13. 390 Анаграммы
14. 1289 Ланч
15. 5716 Карточные домики
16. 124 Количество числа N
17. 5320 Дополнительный код-1
18. 5321 Дополнительный код-2
19. 1612 Изменение на единицу
20. 1355 Количество N-значных чисел, содержащих цифру 7
21. 1364 Магический квадрат
22. 137 НОД
23. 6941 Сумма НОД
24. 2214 Функция 9
25. 1033 Торт от Толи
26. 136 Отрезок
27. 1148 НОД НОК
28. 1244 НОД и НОК
29. 2327 Сортировка подсчетом
30. 480 Возведение в степень-2
31. 1121 A^B mod C
32. 682 Сумма на матрице
33. 684 Сумма на отрезке
34. 2860 Сумма чисел на промежутке
35. 4018 Черепашки
36. 595 Новый Лабиринт Амбера
37. 4020 Культ-орки на лестнице
38. 982 Связность
39. 4000 Обход в глубину
40. 4004 Есть ли цикл?
41. 3165 Двухцветность
42. 977 Дерево

3. Текст программы

3.1 Задачи с пояснением

7 задание

В супермаркете электроники, если верить телерекламе, существует система скидок: с двух купленных товаров полностью оплачивается только стоимость дорогого товара, а другой предоставляется бесплатно. Какой суммы достаточно, чтобы оплатить покупку трех товаров, если известна цена каждого.

Алгоритм состоит в том, чтобы найти минимальную и максимальную стоимость товара и затем вывести их сумму. Это и будет решением задачи. Для поиска максимальной и минимальной стоимости мы сначала записали все цены в массив, а дальше библиотечной функцией sort отсортировали массив цен по возрастанию.

#include <iostream>

#include <algorithm>

**using** **namespace** std**;**

int main**()** **{**

int a**[**3**];**

cin **>>** a**[**0**]** **>>** a**[**1**]** **>>** a**[**2**];**

sort**(**a**,**a**+**3**);**

cout **<<** **(**a**[**0**]** **+** a**[**2**])** **<<** endl**;**

**return** 0**;**

**}**

Тестовый пример:

![https://pp.vk.me/c625426/v625426900/3d5aa/WwUPCdeBQr8.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEASABIAAD/2wBDAAQDAwQDAwQEAwQFBAQFBgoHBgYGBg0JCggKDw0QEA8NDw4RExgUERIXEg4PFRwVFxkZGxsbEBQdHx0aHxgaGxr/2wBDAQQFBQYFBgwHBwwaEQ8RGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhr/wAARCAAmAFMDASIAAhEBAxEB/8QAGAABAQEBAQAAAAAAAAAAAAAAAAYFCAf/xAAuEAAABQMCAwcEAwAAAAAAAAAAAQIDBQQGEhETFBUhBxYXIjEzQQg2dbMkQkP/xAAVAQEBAAAAAAAAAAAAAAAAAAAAAf/EABYRAQEBAAAAAAAAAAAAAAAAAAABMf/aAAwDAQACEQMRAD8AsbQvi5E3JAoclpMmV3vTxjMsmsfVGnSJp0pXGLpdMEOkSmyS4bfnWa1E4RNm4fZo8LsKj7MJS5YaLiWmpC5aeiRPVTNNWOOUdNVtpbYN1xgl7KanVfrhmRpNSjSZpNW1K9v0TFRlzSy7auKohrblHIuQrmU0mCahDiWzJKFVBOKIzcRoeP8Ab40PSTIt0oZu40/UQ7AS0s1UwybTdr6WkpqZTCEGutQgjc1WvccJKNM/KXU8Up1VkoZu40/UQ7AS0s1UwybTdr6WkpqZTCEGutQgjc1WvccJKNM/KXU8Up1VlVeGFud6u9G3J899OJ53We3ubm1hu47WfXa0w+MdA8MLc71d6NuT576cTzus9vc3NrDdx2s+u1ph8Y6CosBz3anaTxHaDNSF7KnUsleD1qwrlLVYRbC0JUTbblOh3NbrhqUanFtrSRm3oaCT06EEf4W2nz7nXKf5nMOZ7fFPcNxuGHE8Nns7un+mGWvm1y6gLAAAAAAAAAAHgtnx9x+KEBdHdOT5F3Op4PieJo/c4hLm/hv5bWHX0z+MNRZXba0te1/xsZP0m92c0ceVa82l1BIrpJL2iGahGuS2kIInCRoSDURZGrQklXWf9pQH46n/AFpG0JMi3aAACoAAAAAAAAAAAAAMWz/tKA/HU/60jaABJkW7QAAVAAAAAAAAAAAAAB//2Q==)

10 задание

По заданному натуральному числу n вычислить количество разных перестановок чисел от 1 до n.

Алгоритм заключается в том, чтобы последовательно перемножить цифры от 1 до заданного n. для этого мы воспользовались циклом.

#include <iostream>

**using** **namespace** std**;**

int main**()** **{**

int n**;**

cin **>>** n**;**

int res **=** 1**;**

**for(**int i**=**2**;**i**<=**n**;**i**++)** **{**

res **\*=** i**;**

**}**

cout **<<** res **<<** endl**;**

**}**

Тестовый пример:

![https://pp.vk.me/c625426/v625426900/3d5b1/_Jt7Wkto8fQ.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEASABIAAD/2wBDAAQDAwQDAwQEAwQFBAQFBgoHBgYGBg0JCggKDw0QEA8NDw4RExgUERIXEg4PFRwVFxkZGxsbEBQdHx0aHxgaGxr/2wBDAQQFBQYFBgwHBwwaEQ8RGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhr/wAARCAAfAC4DASIAAhEBAxEB/8QAGQABAQADAQAAAAAAAAAAAAAAAAgDBgcJ/8QAJhAAAQQCAQQCAgMAAAAAAAAAAQIDBAUABhEIEiExBxQTIjd1s//EABYBAAMAAAAAAAAAAAAAAAAAAAACA//EABgRAQADAQAAAAAAAAAAAAAAAAABAjID/9oADAMBAAIRAxEAPwDYfhWulsdME3YIMzZlvQEXCY8WptBCZjOcrWJjvattbnYUJHb3LHB/VskqOV/pE6RaaXrk6fOas5UqrjPPTGWyhEhamklTiUlKSAokkApTxz6HrI+6b4unWnxZR11pRWew7TPdtGPqUktUaQa4ukufYWHmU/XKwEgOr4K1EJBJVlsxIkeBFYiQGGosWO2lplllAQhtCRwlKUjwAAAAB6yfPEHvqWbGMZQhjGMA8++nvQNmstGTsutwbOb+ejtKmE5U24gvRZ4lqcacdJea7mv39Ar8p8o8J5vLXmbONQVTOxyGply3DZRPfZHCHZAQA4tI4T4KuSPA9+h6zgvRD/A8L+0m/wCuUZk+eIPfUmMYyhDGMYB//9k=)

15 задание

Славик мечтает стать артистом оригинального жанра, поэтому постоянно занимается манипуляциями с разнообразными предметами. В данный момент он всё своё свободное время занят построеним карточных домиков. Ему уже даже удалось построить в домашних условиях 4-х этажный домик, на что у него ушло 26 карт. А на уроке технологии ему удалось тайком от учителя продемонстрировать своё умение одноклассникам и построить домик в 3 этажа, на что было потрачено всего 15 карт. "Художества" будущего артиста запечатлены на фотографиях из его мобильного телефона ниже.

Для подсчета количества затраченных карт мы воспользовались циклом, в котором суммировали карты, затраченные на постройку уровней от первого до n.

#include <cstdlib>

#include <cstdio>

#include <cstring>

#include <math.h>

**using** **namespace** std**;**

int main**(**int argc**,** char**\*\*** argv**)** **{**

int n**;**

scanf**(**"%d"**,&**n**);**

long long answer **=** 0**;**

**for(**int i**=**1**;**i**<=**n**;**i**++)** **{**

answer **+=** 2**\***i**+**i**-**1**;**

**}**

printf**(**"%lld\n"**,**answer**);**

**return** 0**;**

**}**

Тестовый пример:

![https://pp.vk.me/c625426/v625426900/3d5b8/-fRrGudjVMc.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEASABIAAD/2wBDAAQDAwQDAwQEAwQFBAQFBgoHBgYGBg0JCggKDw0QEA8NDw4RExgUERIXEg4PFRwVFxkZGxsbEBQdHx0aHxgaGxr/2wBDAQQFBQYFBgwHBwwaEQ8RGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhr/wAARCAAiACUDASIAAhEBAxEB/8QAGAABAQEBAQAAAAAAAAAAAAAAAAcIBgX/xAAmEAAABgEDBAMBAQAAAAAAAAAAAQIDBAUGBxETCBIUITF1wTdh/8QAFQEBAQAAAAAAAAAAAAAAAAAAAgD/xAAYEQEAAwEAAAAAAAAAAAAAAAAAAQIxMv/aAAwDAQACEQMRAD8A7mrTZ4z01YflNRdZFEmnV1iI8tNhx1tOSZDaTW7GQZKeJzkV3btyDPbbZKSIhsUZR0WhaYWmF6Z0dy01YZVe1cZEuBGmOEh0orSpDa5rCFk2siIiJPKlRq7kkRGkj7bk5qeh7LL/ABqkxi9u51D4/nORVQ22087fI3sb0hsz9b77F6Mj/wA3NeYK2y7wAAIQAASZM0rrsjmY/oJeVOJ2dlV4zTy/JfZkw0c/kxkoRxJcfSo+1W5K7iT8eu70KDqNheRu39/O07x+dWZLaOVzkfJImQqRGUbS0pWUyIpxJbIbSoiSlt8lEv4IzMh7/Tae+g+AfTs/oqYNcgrbIAAEIAAJJX01fwXT/wCnZ/RVAAGuQVtkAACEAAEn/9k=) ![https://pp.vk.me/c625426/v625426900/3d5bf/bHyNK4hsXMg.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEASABIAAD/2wBDAAQDAwQDAwQEAwQFBAQFBgoHBgYGBg0JCggKDw0QEA8NDw4RExgUERIXEg4PFRwVFxkZGxsbEBQdHx0aHxgaGxr/2wBDAQQFBQYFBgwHBwwaEQ8RGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhr/wAARCAAbACYDASIAAhEBAxEB/8QAGAABAAMBAAAAAAAAAAAAAAAAAAYHCAP/xAAoEAACAgIBBAECBwAAAAAAAAABAgMEBQYABxESIRMIMRQVIiM3dcH/xAAVAQEBAAAAAAAAAAAAAAAAAAACAP/EABgRAQADAQAAAAAAAAAAAAAAAAABAjEy/9oADAMBAAIRAxEAPwDtkn3DIfTDgo7VC9Q0zGYSg1WenYrmO/YeZAzWQZBKsaeRVI1jPk/Z2bsqgbyqTPZqwTTV5ackkau8ExUvESO5RihZe4+x8SR69Ej3zJehb3XxXQHXRtPT2LPalreMxctu3k1Had7DFPKnE8TRzGMSdmJkj7Fivr7m/qu499yk0nScJVnr4CvW/N5nsfg4cfHIB8MMMaxsZX+IMwUBEAVVLgnsDXmCtsp5xxxxCcccckyV0i0/f9g6b6Bl8dHrORx2LxFSTXamUuWEhrWQP3LM8EcR+aUfqWM/IojB8gCxJ5N996E5jZNu2zLYeXDxSbDJipa2XnZ0vYR6rKJGrhY28y6op7iSL36PodzKPpm/gPp//URf7y1uGvMFbZOOOOITjjjkn//Z)

19 задание

Дано число n. Используя только битовые операции, заменить первую справа единицу в двоичной записи на ноль.

Алгоритм состоит в том, чтобы сдвигать число n с помощью битовой операции "сдвиг вправо" пока не встретим единицу. Это мы делаем с помощью цикла, где дополнительно запоминаем количество сдвигов k до первой единицы. Далее единицу меняем на ноль и сдвигаем число на k влево.

#include <stdio.h>

#include <math.h>

#include <iostream>

**using** **namespace** std**;**

int main**()** **{**

int n**;**

cin **>>** n**;**

int k**=**0**,**f**=**1**;**

**while(**f**)** **{**

**if(**n**&**1**)** **{**

n **^=** 1**;**

f **=** 0**;**

n **<<=** k**;**

**}** **else** **{**

n **>>=** 1**;**

k**++;**

**}**

**}**

cout **<<** n **<<** endl**;**

**return** 0**;**

**}**

Тестовый пример:

![https://pp.vk.me/c625426/v625426900/3d5c6/JWxxol-Z2Ak.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEASABIAAD/2wBDAAQDAwQDAwQEAwQFBAQFBgoHBgYGBg0JCggKDw0QEA8NDw4RExgUERIXEg4PFRwVFxkZGxsbEBQdHx0aHxgaGxr/2wBDAQQFBQYFBgwHBwwaEQ8RGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhr/wAARCAAgACIDASIAAhEBAxEB/8QAFgABAQEAAAAAAAAAAAAAAAAAAAgH/8QAIRAAAQUBAAICAwAAAAAAAAAAAwABAgQFBgcRISISFkL/xAAUAQEAAAAAAAAAAAAAAAAAAAAA/8QAFBEBAAAAAAAAAAAAAAAAAAAAAP/aAAwDAQACEQMRAD8AqTxrt9He8qeTsnqdYWlHHHkjqxrVpVq42IEpJPATzm7O7y+0nlJ39N8szRjHWlPfG9d44pdJnb+FndNX/Y9AeeHZtbRbA7xHc4K7mBK1Mzwk4DQHIoWaLx/n17ahEBERAREQSjyvhbsM4HD49vJKEmFuUbF29I9d6cq9S3oH/MTxK5pORrsIxjIMfTx+zsz/ABVyIgIiICIiD//Z) ![https://pp.vk.me/c625426/v625426900/3d5cd/i2HqQXtA5_w.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEASABIAAD/2wBDAAQDAwQDAwQEAwQFBAQFBgoHBgYGBg0JCggKDw0QEA8NDw4RExgUERIXEg4PFRwVFxkZGxsbEBQdHx0aHxgaGxr/2wBDAQQFBQYFBgwHBwwaEQ8RGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhr/wAARCAAgACIDASIAAhEBAxEB/8QAGAABAQEBAQAAAAAAAAAAAAAAAAUHCAL/xAAqEAABBAIABAUEAwAAAAAAAAACAQMEBQAGBxESExUWITLRFCJVlCYxhP/EABUBAQEAAAAAAAAAAAAAAAAAAAAB/8QAFxEBAQEBAAAAAAAAAAAAAAAAAAERUf/aAAwDAQACEQMRAD8A6W4fH5g4jcQaPZ9Z1yE3QN1gR40KOD4CrzTjhmrpNARqv2J7RROlEROfMizHhPubu0bzq1XbxKp+RZeLFcQHqyEERpto1+ndr3QFCfDqA21XuPKvbdXlyFDzaNP1Cpp+I2zTa7dLi32FxuG5fxH0iKBp2nAjI52449CoIkSCBCvoKkioSc4+g6No0Hbo0XWbW4tS01ye1AiG0pQat2QQk+0MkWRRxxEcQehx1whRV5pzFVSZOLt60xNQ15P6oatP8Tfxnrylr/4Ks/Sb+MsYxk4bUbyjr/4Kr/Sb+MZZxjJw2sH4RsQqXizxD8J1yzo6K68N8I/jkqFGLsxz73uaEWvvVfd09Sr6c1XIPAeLvOolpWrPRrga9hu1DY4k+tRqNXqLylHOPJ7Y91TIvXpceRUMlREREUelsZUMYxgMYxgf/9k=)

34 задание

Найти сумму целых чисел на промежутке от a до b.

Решением этой задачи является сумма n членов арифметической прогрессии, где первый элемент a, а последний b и количество элементов между ними это модуль их разности, увеличенный на единицу

#include <stdio.h>

#include <math.h>

#include <iostream>

#define ABS(A) (((A)<0) ? -(A) : (A))

**typedef** long long LL**;**

**using** **namespace** std**;**

int main**()** **{**

LL a**,**b**;**

scanf**(**"%lld%lld"**,&**a**,&**b**)**

printf**(**"%lld\n"**,(**a**+**b**)\*(**ABS**(**b**-**a**)+**1**)/**2**);**

**return** 0**;**

**}**

Тестовый пример:

![https://pp.vk.me/c625426/v625426900/3d5d4/zuyXeS0Q4n8.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEASABIAAD/2wBDAAQDAwQDAwQEAwQFBAQFBgoHBgYGBg0JCggKDw0QEA8NDw4RExgUERIXEg4PFRwVFxkZGxsbEBQdHx0aHxgaGxr/2wBDAQQFBQYFBgwHBwwaEQ8RGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhoaGhr/wAARCAAdADUDASIAAhEBAxEB/8QAGAABAQADAAAAAAAAAAAAAAAAAAcFBgj/xAAsEAAABQQBBAAEBwAAAAAAAAABAgMEBQAGERITBxQVIRYXIjEkMzZBQ3Wz/8QAFQEBAQAAAAAAAAAAAAAAAAAAAAH/xAAWEQEBAQAAAAAAAAAAAAAAAAAAATH/2gAMAwEAAhEDEQA/ALbAMZ8bktePtu7JOanU37SVmcLKJMIqEM3ApWKiO5kRVOHsggTkN7UHQA3HpGuf7CgOlMpOw0HElVkLhbpEuZ0k2l3KjZs+TOmQVFEwV4yr7nxrrkAKIGAoCUDUq8eqtuWRP25ASy6q0zPvEmzVo2KU5yAofQFlMiGqew4z9x96gbU2JMi3U3hjvLSu54p1UTutMs1eiyFuvyXAodiCShhM1QM3Sc5ABEhgwZESgBgAwgGQC/Vp/wArbT895rxP4zyHk+Pulu273TTue234eXH8mm2fqzt7rcKqFKUoFKUoILaEfcfzRgbo+E5PwXwc3g+57ln+Z3BVOfTn24tPf23/AG0zWP6n9GpdOZjpayj3FMunt2N5yUEFo7LcqOQLxnXKU5hIU+qKZjHTKAG2AMhm42j+lIL+ub/5lrM1JkW6UpSqhSlKBSlKD//Z)

3.2 Задачи без пояснения

1 задание

Задано трицифровое число. Определить, какая цифра в нем есть большей – первая или последняя.

#include <cstdlib>

#include <cstdio>

#include <iostream>

#include <algorithm>

#include <math.h>

**using** **namespace** std**;**

int main**(**int argc**,** char**\*\*** argv**)** **{**

int n**;**

cin **>>** n**;**

**if(**n**/**100 **>** n**%**10**)** **{**

cout **<<** n**/**100**;**

**}** **else** **if(**n**/**100 **<** n**%**10**)** **{**

cout **<<** n**%**10**;**

**}** **else** **{**

cout **<<** "="**;**

**}**

cout **<<** endl**;**

**return** 0**;**

**}**

2 задание

Задано стороны a, b, c, d и диагональ f выпуклого четырехугольника. Определить площадь четырехугольника, используя вспомогательную функцию вычисления площади треугольника по формуле Герона.

#include <cstdlib>

#include <cstdio>

#include <iostream>

#include <algorithm>

#include <math.h>

**using** **namespace** std**;**

int main**(**int argc**,** char**\*\*** argv**)** **{**

double a**,**b**,**c**,**d**,**f**;**

cin **>>** a **>>** b **>>** c **>>** d **>>** f**;**

double p1 **=** **(**a**+**b**+**f**)/**2.0**;**

double p2 **=** **(**c**+**d**+**f**)/**2.0**;**

double S1 **=** sqrt**(**p1**\*(**p1**-**a**)\*(**p1**-**b**)\*(**p1**-**f**));**

double S2 **=** sqrt**(**p2**\*(**p2**-**c**)\*(**p2**-**d**)\*(**p2**-**f**));**

printf**(**"%.4f\n"**,**S1**+**S2**);**

**return** 0**;**

**}**

3 задание

Задано количество видов игрушек в магазине, количество игрушек каждого вида и стоимость игрушки каждого вида. Определить количество игрушек, стоимость которых меньше 50 грн.

#include <cstdlib>

#include <cstdio>

#include <iostream>

#include <algorithm>

#include <math.h>

**using** **namespace** std**;**

int main**(**int argc**,** char**\*\*** argv**)** **{**

int n**;**

cin **>>** n**;**

int result **=** 0**,**tmp1**;**

double tmp2**;**

**for(**int i**=**0**;**i**<**n**;**i**++)** **{**

cin **>>** tmp1 **>>** tmp2**;**

**if(**tmp2 **<** 50.0**)** **{**

result **+=** tmp1**;**

**}**

**}**

cout **<<** result **<<** endl**;**

**return** 0**;**

**}**

4 задание

Кот Василий узнал, что у соседа Димы, проживающего от него через какое-то количество заборов завелись мыши. Так как в своём хозяйстве всех мышей он уже давно выловил, кот отправляется на охоту за мышами к соседу, пролезая через дыры в ограде. На каждом участке Василий, как любой воспитанный кот, перемещается по уже проложенным там тропинкам.

В деревне Старые Васюки, где проживает Василий, всего одна улица и та протянулась вдоль реки, поэтому домики расположены только по одну сторону улицы. Известно, что между любыми соседними участками в заборе ровно одна дыра. Сколькими способами Василий может попасть на участок Димы, если известно, что Дима проживает на участке под номером k, а сам Василий проживает на участке под номером m?

#include <iostream>

**using** **namespace** std**;**

int main**()** **{**

long long n**,**m**,**k**,**tmp**,**res**=**1**;**

cin **>>** n **>>** m **>>** k**;**

**if(**m **>** k**)** **{**

tmp **=** m**;**

m **=** k**;**

k **=** tmp**;**

**}**

**for(**int i**=**1**;**i**<=**n**;**i**++)** **{**

cin **>>** tmp**;**

**if(**i **>=** m **&&** i **<=** k**)** **{**

res **\*=** tmp**;**

**}**

**}**

cout **<<** res **<<** endl**;**

**return** 0**;**

**}**

5 задание

Лесные жители решили провести хоккейный турнир между N командами. Сколькими способами могут быть распределены комплекты золотых, серебряных и бронзовых медалей, если одно призовое место может занять только одна команда?

#include <iostream>

#include <algorithm>

**using** **namespace** std**;**

int main**()** **{**

long long n**;**

cin **>>** n**;**

**switch(**n**)** **{**

**case** 0**:**

cout **<<** 0**;**

**break;**

**case** 1**:**

cout **<<** 1**;**

**break;**

**case** 2**:**

cout **<<** 2**;**

**break;**

**default:**

cout **<<** **(**n**\*(**n**-**1**)\*(**n**-**2**));**

**break;**

**}**

cout **<<** endl**;**

**}**

6 задание

Пирожок в школьной столовой стоит а гривен и b копеек. Найдите сколько гривен и копеек заплатит Петя за n пирожков.

#include <iostream>

**using** **namespace** std**;**

int main**()** **{**

int a**,**b**,**n**;**

cin **>>** a **>>** b **>>** n**;**

a **\*=** n**;**

b **\*=** n**;**

a **+=** b**/**100**;**

b **%=** 100**;**

cout **<<** a **<<** " " **<<** b **<<** endl**;**

**return** 0**;**

**}**

8 задание

Возьмем какое-нибудь натуральное число N. Будем изменять его следующим образом: если число четное, то разделим его на 2, если нечетное, прибавим 1. После нескольких таких изменений мы всегда получаем число 1. Например, из числа 11 получается число 12, затем 6, 3, 4, 2 и, наконец, 1. Таким образом, для получения 1 из 11 нужно проделать 6 изменений.

Напишите программу, которая считывает натуральное число и выводит количество изменений данного числа до получения 1.

#include <iostream>

#include <algorithm>

**using** **namespace** std**;**

int main**(){**

int n**;**

cin **>>** n**;**

int cnt **=** 0**;**

**while(**n **>** 1**)** **{**

cnt**++;**

**if(**n**%**2**)** **{**

n**++;**

**}** **else** **{**

n **/=** 2**;**

**}**

**}**

cout **<<** cnt **<<** endl**;**

**return** 0**;**

**}**

9 задание

По данному числу n требуется заполнить квадратную матрицу размером nxn целыми числами от 1 до n2 следующим образом:

- в левом верхнем углу находится число 1

- далее числа располагаются "змейкой", т.е. по возрастанию слева направо в нечётных строках, и справа налево - в чётных

#include <iostream>

#include <algorithm>

**using** **namespace** std**;**

int main**(){**

int n**;**

cin **>>** n**;**

**for(**int i**=**0**;**i**<**n**;**i**++)** **{**

**for(**int j**=**0**;**j**<**n**;**j**++)** **{**

**if(**i**%**2**)** **{**

cout **<<** i**\***n**+**n**-**j**;**

**}** **else** **{**

cout **<<** i**\***n**+**j**+**1**;**

**}**

**if(**j **==** n**-**1**)** **{**

cout **<<** endl**;**

**}** **else** **{**

cout **<<** " "**;**

**}**

**}**

**}**

**return** 0**;**

**}**

11 задание

Напишите программу, которая находит количество натуральных чисел, не превышающих N и не делящихся ни на одно из чисел 2, 3, 5.

#include <iostream>

**using** **namespace** std**;**

int main**(){**

long long n**;**

cin **>>** n**;**

int a**[]={**0**,**1**,**1**,**1**,**1**,**1**,**1**,**2**,**2**,**2**,**2**,**3**,**3**,**4**,**4**,**4**,**4**,**5**,**5**,**6**,**6**,**6**,**6**,**7**,**7**,**7**,**7**,**7**,**7**,**8**,**8**};**

cout **<< (**n**/**30**)\***8**+**a**[**n**%**30**] <<** endl**;**

**return** 0**;**

**}**

12 задание

В школьном буфете к окончанию уроков осталось несколько пирожных: A ванильных, B шоколадных и C фруктовых. Дима собирается купить пирожные перед закрытием буфета. Сколько пирожных может выбрать Дима?

#include <iostream>

**using** **namespace** std**;**

int main**()** **{**

int a**,**b**,**c**;**

cin **>>** a **>>** b **>>** c**;**

cout **<<** a**+**b**+**c **<<** endl**;**

**}**

13 задание

Анаграммой слова называется любая перестановка всех букв слова. Например, из слова SOLO можно получить 12 анаграмм: SOLO, LOSO, OSLO, OLSO, OSOL, OLOS, SLOO, LSOO, OOLS, OOSL, LOOS, SOOL.

Напишите программу, которая выводит количество различных анаграмм, которые могут получиться из этого слова.

#include <iostream>

#include <algorithm>

**typedef** long long ll**;**

**using** **namespace** std**;**

int main**()** **{**

int freq**[**30**]** **=** **{**0**};**

char str**[**15**];**

cin **>>** str**;**

int len **=** strlen**(**str**);**

**for(**int i**=**0**;**i**<**len**;**i**++)** **{**

freq**[**str**[**i**]-**'A'**]++;**

**}**

ll res **=** 1**;**

**for(**int i**=**len**;**i**>**0**;**i**--)** **{**

res **\*=** i**;**

**}**

**for(**int i**=**'A'**;**i**<=**'Z'**;**i**++)** **{**

**for(**int j**=**2**;**j**<=**freq**[**i**-**'A'**];**j**++)** **{**

res **/=** j**;**

**}**

**}**

cout **<<** res **<<** endl**;**

**return** 0**;**

**}**

14 задание

Влад хочет взять с собой для ланча пару фруктов. У него есть A бананов, B яблок и C груш. Сколькими способами он может выбрать 2 фрукта разного вида из имеющихся у него?

#include <iostream>

**typedef** long long ll**;**

**using** **namespace** std**;**

int main**()** **{**

ll a**,**b**,**c**;**

cin **>>** a **>>** b **>>** c**;**

cout **<<** a**\***b**+**b**\***c**+**a**\***c **<<** endl**;**

**}**

16 задание

По заданному натуральному числу N необходимо вычислить количество натуральных чисел, которые являются делителями N! (факториала числа N).

#include <iostream>

#include <cmath>

const int ch**[**14**]={**2**,**3**,**5**,**7**,**11**,**13**,**17**,**19**,**23**,**29**,**31**,**37**,**41**,**43**};**

**using** **namespace** std**;**

int main**(){**

int ex**[**14**]={**0**};**

signed long long int k**=**1**;**

int j**,**a**,**i**,**n**;**

cin **>>** n**;**

**for(**int q**=**0**;** q**<**14**;** q**++)**

ex**[**q**]=**0**;**

**for(**i**=**1**;** i**<=**n**;** i**++){**

j**=**0**;**

a**=**i**;**

**while(**a**!=**1**){**

**while(**a**%**ch**[**j**]==**0**){**

a**/=**ch**[**j**];**

**++**ex**[**j**];**

**}**

**++**j**;**

**}**

**}**

**for(**int i**=**0**;** i**<**14**;** i**++)**

k**\*=**ex**[**i**]+**1**;**

cout **<<** k **<<** endl**;**

**return** 0**;**

**}**

Далее для задач использовался следующий заголовок:

#include <stdio.h>

#include <math.h>

#include <algorithm>

#include <string.h>

#include <iostream>

#include <iomanip>

#include <vector>

#define SZ(X) ((int)(X).size())

#define ALL(X) (X).begin(), (X).end()

#define REP(I, N) for (int I = 0; I < (N); ++I)

#define REPR(I, N) for (int I = (N)-1; I >= 0; --I)

#define REPP(I, A, B) for (int I = (A); I < (B); ++I)

#define REPPR(I, A, B) for (int I = (A)-1; I >= (B); --I)

#define RLL(X) scanf("%lld", &(X))

#define RI(X) scanf("%d", &(X))

#define RII(X, Y) scanf("%d%d", &(X), &(Y))

#define RIII(X, Y, Z) scanf("%d%d%d", &(X), &(Y), &(Z))

#define DRLL(X) LL (X); scanf("%lld", &(X))

#define DRI(X) int (X); scanf("%d", &X)

#define DRII(X, Y) int (X), (Y); scanf("%d%d", &(X), &(Y))

#define DRIII(X, Y, Z) int (X), (Y), (Z); scanf("%d%d%d", &(X), &(Y), &(Z))

#define RS(X) scanf("%s", (X))

#define MP make\_pair

#define PB push\_back

#define MS0(X) memset((X), 0, sizeof((X)))

#define MS1(X) memset((X), -1, sizeof((X)))

#define LEN(X) strlen(X)

#define PII pair<int,int>

#define VPII vector<PII>

#define PLL pair<long long,long long>

#define F first

#define S second

#define INF (int) 1e9

#define ABS(A) (((A)<0) ? -(A) : (A))

**typedef** long long LL**;**

17 задание

Напишите программу, которая по данным числам A и n записывает представление числа A в n-разрядном двоичном дополнительном коде.

Первая строка входных данных содержит число A, вторая строка - число n, при этом 2 ≤ n ≤ 16, -2n-1 ≤ A ≤ 2n-1-1.

Программа должна вывести строку из n символов, содержащих запись числа A в n-разрядном двоичном дополнительном коде, первый символ - старший знаковый разряд.

**using** **namespace** std**;**

int main**()** **{**

int a**,**n**;**

cin **>>** a **>>** n**;**

int f **=** 0**;**

**if(**a **<** 0**)** **{**

cout **<<** 1**;**

a **\*=** **-**1**;**

a**--;**

f **=** 1**;**

**}** **else** **{**

cout **<<** 0**;**

**}**

int m **=** 1 **<<** n**-**2**;**

**while(**m**)** **{**

cout **<<** **((**a**&**m**)** **?** 1**^**f **:** 0**^**f**);**

m **>>=** 1**;**

**}**

cout **<<** endl**;**

**return** 0**;**

**}**

18 задание

Дана запись некоторого числа в двоичном дополнительном коде. Выведите десятичную запись этого числа.

**using** **namespace** std**;**

int main**()** **{**

char a**[**17**];**

cin **>>** a**;**

int f **=** 0**;**

**if(**a**[**0**]** **==** '1'**)** **{**

f **=** 1**;**

**}**

int n **=** 0**;**

REPP**(**i**,**1**,**strlen**(**a**))** **{**

n **\*=** 2**;**

n **+=** **(**a**[**i**]-**'0'**)^**f**;**

**}**

cout **<<** **(**f **?** **-(**n**+**f**)** **:** n**)** **<<** endl**;**

**return** 0**;**

**}**

20 задание

Найти K - количество N-значных натуральных чисел, которые содержат в своей записи хотя бы одну цифру 7.

**using** **namespace** std**;**

int main**(){**

long long n**;**

long long a**;**

cin **>>** n**;**

a **=** 9**\***pow**(**10**,(**n**-**1**))-**8**\***pow**(**9**,(**n**-**1**));**

**if(**n **>** 2**)** **{**

a**++;**

**}**

cout **<<** a **<<** endl**;**

**return** 0**;**

**}**

21 задание

Магический квадрат — это квадратная таблица, заполненная n2 чисел таким образом, что сумма чисел в каждой строке, каждом столбике и на обеих диагоналях одинакова. Сумма чисел в каждой строке, столбике и по диагоналям, называется магической постоянной. Проверьте, или заданный квадрат является магическим.

**using** **namespace** std**;**

int main**()** **{**

DRI**(**n**);**

int a**[**101**][**101**];**

MS0**(**a**);**

int d1**=**0**,**d2**=**0**;**

REPP**(**i**,**1**,**n**+**1**)** **{**

REPP**(**j**,**1**,**n**+**1**)** **{**

RI**(**a**[**i**][**j**]);**

a**[**i**][**0**]** **+=** a**[**i**][**j**];**

a**[**0**][**j**]** **+=** a**[**i**][**j**];**

**if(**i **==** j**)** **{**

d1 **+=** a**[**i**][**j**];**

**}**

**if(**i **==** n**-**j**+**1**)** **{**

d2 **+=** a**[**i**][**j**];**

**}**

**}**

**}**

**if(**d1 **==** d2**)** **{**

REPP**(**i**,**1**,**n**+**1**)** **{**

**if(**a**[**i**][**0**]** **!=** d1 **||** a**[**0**][**i**]** **!=** d1**)** **{**

d1 **=** **-**1**;**

**break;**

**}**

**}**

**}** **else** **{**

d1 **=** **-**1**;**

**}**

cout **<<** d1 **<<** endl**;**

**return** 0**;**

**}**

22 задание

Найти НОД (наибольший общий делитель) n чисел.

**using** **namespace** std**;**

LL gcd**(**LL a**,**LL b**)** **{**

**while(**b**)** **{**

a **%=** b**;**

swap**(**a**,**b**);**

**}**

**return** a**;**

**}**

LL lcm**(**LL a**,**LL b**)** **{**

**return** a**/**gcd**(**a**,**b**)\***b**;**

**}**

int main**()** **{**

DRI**(**n**);**

LL b **=** 0**;**

REP**(**i**,**n**)** **{**

DRLL**(**a**);**

b **=** gcd**(**a**,**b**);**

**}**

printf**(**"%lld\n"**,**b**);**

**return** 0**;**

**}**

23 задание

Для заданных n целых положительных чисел Вы должны найти сумму НОД (наибольших общих делителей) всех возможных пар этих чисел.

**using** **namespace** std**;**

LL gcd**(**LL a**,**LL b**)** **{**

**while(**b**)** **{**

a **%=** b**;**

swap**(**a**,**b**);**

**}**

**return** a**;**

**}**

LL lcm**(**LL a**,**LL b**)** **{**

**return** a**/**gcd**(**a**,**b**)\***b**;**

**}**

int main**()** **{**

int a**[**150**];**

DRI**(**n**);**

REP**(**t**,**n**)** **{**

MS0**(**a**);**

DRI**(**m**);**

REP**(**i**,**m**)** **{**

RI**(**a**[**i**]);**

**}**

LL sum **=** 0**;**

REP**(**i**,**m**-**1**)** **{**

REPP**(**j**,**i**+**1**,**m**)** **{**

sum **+=** gcd**(**a**[**i**],**a**[**j**]);**

**}**

**}**

printf**(**"%lld\n"**,**sum**);**

**}**

**return** 0**;**

**}**

24 задание

Дана функция, аргументы которой - произвольные натуральные числа

![prb2214-0](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/4RDgRXhpZgAATU0AKgAAAAgABAE7AAIAAAAHAAAISodpAAQAAAABAAAIUpydAAEAAAAOAAAQyuocAAcAAAgMAAAAPgAAAAAc6gAAAAgAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAGF3cHJpcwAAAAWQAwACAAAAFAAAEKCQBAACAAAAFAAAELSSkQACAAAAAzY4AACSkgACAAAAAzY4AADqHAAHAAAIDAAACJQAAAAAHOoAAAAIAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAyMDE0OjAxOjA2IDA3OjAyOjE0ADIwMTQ6MDE6MDYgMDc6MDI6MTQAAABhAHcAcAByAGkAcwAAAP/hCxlodHRwOi8vbnMuYWRvYmUuY29tL3hhcC8xLjAvADw/eHBhY2tldCBiZWdpbj0n77u/JyBpZD0nVzVNME1wQ2VoaUh6cmVTek5UY3prYzlkJz8+DQo8eDp4bXBtZXRhIHhtbG5zOng9ImFkb2JlOm5zOm1ldGEvIj48cmRmOlJERiB4bWxuczpyZGY9Imh0dHA6Ly93d3cudzMub3JnLzE5OTkvMDIvMjItcmRmLXN5bnRheC1ucyMiPjxyZGY6RGVzY3JpcHRpb24gcmRmOmFib3V0PSJ1dWlkOmZhZjViZGQ1LWJhM2QtMTFkYS1hZDMxLWQzM2Q3NTE4MmYxYiIgeG1sbnM6ZGM9Imh0dHA6Ly9wdXJsLm9yZy9kYy9lbGVtZW50cy8xLjEvIi8+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczp4bXA9Imh0dHA6Ly9ucy5hZG9iZS5jb20veGFwLzEuMC8iPjx4bXA6Q3JlYXRlRGF0ZT4yMDE0LTAxLTA2VDA3OjAyOjE0LjY4MjwveG1wOkNyZWF0ZURhdGU+PC9yZGY6RGVzY3JpcHRpb24+PHJkZjpEZXNjcmlwdGlvbiByZGY6YWJvdXQ9InV1aWQ6ZmFmNWJkZDUtYmEzZC0xMWRhLWFkMzEtZDMzZDc1MTgyZjFiIiB4bWxuczpkYz0iaHR0cDovL3B1cmwub3JnL2RjL2VsZW1lbnRzLzEuMS8iPjxkYzpjcmVhdG9yPjxyZGY6U2VxIHhtbG5zOnJkZj0iaHR0cDovL3d3dy53My5vcmcvMTk5OS8wMi8yMi1yZGYtc3ludGF4LW5zIyI+PHJkZjpsaT5hd3ByaXM8L3JkZjpsaT48L3JkZjpTZXE+DQoJCQk8L2RjOmNyZWF0b3I+PC9yZGY6RGVzY3JpcHRpb24+PC9yZGY6UkRGPjwveDp4bXBtZXRhPg0KICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAKICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgIAogICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgICAgCiAgICAgICAgICAgICAgICAgICAgICAgICAgICA8P3hwYWNrZXQgZW5kPSd3Jz8+/9sAQwACAQECAQECAgICAgICAgMFAwMDAwMGBAQDBQcGBwcHBgcHCAkLCQgICggHBwoNCgoLDAwMDAcJDg8NDA4LDAwM/9sAQwECAgIDAwMGAwMGDAgHCAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwM/8AAEQgAUQEVAwEiAAIRAQMRAf/EAB8AAAEFAQEBAQEBAAAAAAAAAAABAgMEBQYHCAkKC//EALUQAAIBAwMCBAMFBQQEAAABfQECAwAEEQUSITFBBhNRYQcicRQygZGhCCNCscEVUtHwJDNicoIJChYXGBkaJSYnKCkqNDU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6g4SFhoeIiYqSk5SVlpeYmZqio6Slpqeoqaqys7S1tre4ubrCw8TFxsfIycrS09TV1tfY2drh4uPk5ebn6Onq8fLz9PX29/j5+v/EAB8BAAMBAQEBAQEBAQEAAAAAAAABAgMEBQYHCAkKC//EALURAAIBAgQEAwQHBQQEAAECdwABAgMRBAUhMQYSQVEHYXETIjKBCBRCkaGxwQkjM1LwFWJy0QoWJDThJfEXGBkaJicoKSo1Njc4OTpDREVGR0hJSlNUVVZXWFlaY2RlZmdoaWpzdHV2d3h5eoKDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uLj5OXm5+jp6vLz9PX29/j5+v/aAAwDAQACEQMRAD8A/fyiiigAooooAKKKKACiiigAooooAjHApy/KM147+0DrfivxB428KeA/CevzeD5fEi3t7qOvW1nBeahYWdqsAKWiXCSQJO891B+8nhnRI0lHl5dHTuviL8R9F+CXwz1fxT4q1eHTdB8M2D3+qaldEJHbQQpvkkfb6DJwP/1zz+7zFcv2UdTkA/zpT0r5+8Efta+IdO+HHizxv8Vvh7N8MfCOi2EOt6TcvrSaleX9pMrkQXFqkaSWupR4jR7WPz08ydEjnnbOMr9q79s7xj+y7+wh4j+NF98NrF9T8OWj6reeEr7xGbe4isxIQsb3Fra3SfbfL8vfCgeBJC6C4kjQTu5e6veCMeb4T6SC4UUpG7NfN37cX/BQHR/2Lf2WY/iF/Yt54s1bX5LSy8N+HLS5S3uNcvbuSOOCDzTlIY98yb5zvCb+BI5jjf3D4faj4i1fwbYXHirSNK0PxBNAHv7HS9Vk1KztZP7kdy8EDyDn75hTvx0zXJuZc94xl/MdIOBRTd2Fr57/AG8P2x9X/Yj8F6D4uk8J6b4g8FvqdvaeJ7xtantNQ0O0eRBJfQWqWkyXUcEP2iebfPBsjt8gvniL+9yln0NRXjfxG+M3jzQf2k/BPgvw74R8L614f8Rafc6tqus3fia4sbvSYLee3jk8u1TT5458i5j8vfcQ7z5g+XZvr0jxTLq1t4c1CbRrWwvtXjt3ezt726e0guJguY43lWORo0LnBcRuUByEbGKr7PMH2uU3KK+UvhR/wUL1X4y/sQ+PviRYeB9Ls/HXw3udRstX8KXGuzJb/aLT9+nl3n2LzHjuLOSC5gk+yfOLiP5O9d98K/2kPEjfE3S/BXxQ8H6f4H8UeI7B7/Q5NL119Z0jV/LRHubVLmS1tZEu4OXMLwfPB+8jeTZcJA7Ae30UUUgCijNGaACijNGaACivn74L/tg6h8R/22fiv8GdY8Mafo83w703S9ZsdUs9akvP7Ztb1rgDzIXtYfIkj8hC6xvOn78fPWR+zz+3zc/tS/tc/EvwP4Q8I2s/w/8AhVPa6Zq3jO51zy5NQ1SeD7R9nsrJIHE0EaeXvnknj5kGxJE+ein7wT93c+mKKxW8UabF4rh0OTULFdYubWS/isDMn2iWCN0R5tnD7Ed403gYBda2j0oAQHnrS188ftNftj6l+zJ8fvhj4d1Pwzptz4G+I+ppoU3iSPWpjfaDfSZSDzrL7L5f2V53soPO+1q4kvEHl4+eumsvjR461X9rzVvAsPg3wv8A8IRouj2mq3XiQeJ5/wC0N1z58aQf2f8A2f5e/wAy2k/5e/8AV+W/V/LpJcwS93c9hooopgFFFGaACijNGaACijNGaACijNG6gAoJxRRQB5P431K3j/bD+Hlq80K3dx4Y8QyRxE/PIiT6QHx9N6GvH/8AgrN8N9E/aH+F3w9+D+saHpviCb4m+PNKsY4buzS4NnZWshv9Ruo/MR/LcWFtdQ7/APp4x/HXpvxG02Gb9vL4W3TJumtvBvilI2/ueZd6D/8AEVr+A/2R/h/8NfjH4m+IOi+H2h8W+LJHk1C9nv7q6VHZY1kMEUzvHa+cIIPO+zpH5/2eAyeZ5aYnfllL+uWQe9ynkP8AwUr+Gkfg39jDw9D4bs9P8P8AhD4c+LvCWu6nptjbLb2dnoGl6xYz3SRwoBGkEFvB5nl/cCQEVF+3Hqtn+0f4htvgquieML6x8ReG9avZtQi8I6rd+H5pn054LO1n1GOD7J+8F1POP3/37ONOHkjD/V88C3kTRyJvRwVZWH3hXM/C74WaH8FvBVt4b8M6auk+H9N3my0+GSR4bJJJHcwQo5IjgTeRHCmEiQJHGiRoiCalNThKlL7T/S36IqM+WUZRPzi0zT/GPxN+Kn7Ivg/4k+C/iXFqWky6Xr3ip4/B2qX2k6CdP04nTLGa/jgNqk82pSR3U779kclpHHI48iMn9J/HvhXUPGHg2+0vT/EeseEby6i8uLV9KjtJLyxP9+NLqGaDP/XSNxz0rckO0N+GKN5bd/nmql7/ADf3pNmNOPLyv5Hi3gf9lzxz4X8X6fqV9+0d8ZvE1jZTLNNpWpaZ4TjtNQX/AJ5yPbaLDOE/65yRv/t1jfEW68N/tQftEax8NNe8P+NL3RdE8Laha6g174V1S00HU21BI7eRIdQkhS0nkS1eRMRzucXkmOY32fQ3CYGRk9vWgSrIgZWUqecg/jROCmuWWxp8OsT5b/4Jo/Cv4g/Db4W3lv8AFK2lXXvBif8ACBaRc/fbWNI0qSaO01Lb/wA9LtJN7jvsStz44/tf6Ff/ALLlx4g0TT/ipcR+KJp/D1oul/D3XrjWNMnd3geefT0sjd2qQYkk3zwJvEabN/mR7/ooYPPXmud+H3wz8PfCbwdY+HfDOhaT4a0LTU8uz03S7NLSztAWL4jhjARPnYnAHWqk1L4v67hHTY+U/En7KviLwR+3zpM3g7RRH8J/ipo2nSeNHj/d/wBj3vh14307Cnr9rhkS1dP+ediK6j9vDR7/AMY/tC/sx6Toc8ketaZ4/uPFFz5SF3g0iy0e/gvZDs5CO97awZ/v3kafx19RMMVynh74TeH9C+ImteLLfSY/+Ek8RRQQXmpyO89w9vCuI7ZGcnybdCWcQx7I/Mlmk2eZLI7zzN8tvX+v62Bbyf8Ad5f/ACXlIvhN8X9H+M/gWDxDoP8AbS2Mk8sPlaroV9o95A6P5bxyWt5DHcQkHH+sRMgbx8hrtq5z4efDPw/8J/Btj4d8MaFpPhvQdNj2Wem6XZpa2VoNxf8AdwxgInzsTgDrXR5qgPhX9sP9n9/iF+2N4o+Jl54Bm1rw38MvhdNazR6XpM41vx7cTzyXX9jxzxhHnt4/sMO+BJHEn2ySB08ueeOT5w8G/CD4bReO/Bej6l8CfGPjzxF8NvhXZeH9O8PWHgG7t7PxHqmqTSXU+navN5H2GytI0jtJ47XUp0jgTUJN8COmyv10IJbp+VeafA79lnwr+znrHii88Mr4qN3421BdS1ebVfFOq619puRGI/MUXtzMIf3aIn7vYNkca9EQDOEbe7/X2v8A5J/gVKXX+vs//I/O58C33we8TfsPeN/hfDbeA/G3xC8dfBn4KXEejXumeHNV1bSLrV5/MR7W3uY43htYbWGCcfZUMc91HPaJsnkjgCfaH7Ll/b/Ar9iLwfdapY+LpIvD/h+N77Hhy7k1fUJP+W11/ZcEcl0JJ3LT+QYROnm7HjjkDxp7uVpAuO1aTnKUWn/XvSl/7cY8nvX/AK+z/kfm94N0fxVJ8Y9H+L8Phn4kaP4V+I3w81D/AIT24PhbVIfEGjzJrYufsMen+R9vkn2XU9rB5aZSBHnQ4SPzPY/+CNXhea0/ZR1DxFq3hjxR4P8AFPjvxbq/iHXdK17w7daFd2Ekk+20tfIuUQ+Xb2MdlAjx74yICEc84+wcfMKCvzVMPdhyR/r3rmk/fnzy/rSx4F+2f4Z0/wCIun6L4bb4S6p8UNdmme60ieKdNIg8KzhDGuo/2wXSbT3QyBfMsPMv0SR3hgkEb1qfsbfCL4kfB3wFqNj8S/iAvju8u9Te60mFrXnwzYlEEWlfbX/f6l5G0/6bcIk8+d8gyePas0U4+6EvePkT4t/DvQf+Ci1j8cfBclj440OS10aDwxpWoa74S1XRre2u0mku01GxmuYIUukS7jtfngd+bBH+5JG8no37Blt431j4EWPiz4n6H/wjfxJ8bmPUvEOk7/MGlzpDHapCn+xsgD/WR691ooh7oS94KKKKYDT16V5n+0J+0Rp/wCsNLH9ieIvGPiDxBO9vovhrw/DBJqmryInmzeX580MCRxRo7vJPLHH9xN/mSRxv6VIcV8beBPhHpHxf/wCCw3xA+Ii3niib/hUHhTTfC8Kr4i1H+zzqmo+ZdX0f2XzvI2JaJpT+WI9hkk8xwZI43jmPvS5f6/roVflXMe83f7S2k2EXgOP+x/FE3iL4jwx3GmaANNePUraACJ7ma7jkKJaR2iToZmmdPnKQp5k8kMEmWf2wNFsv2zbH4I3mg+IrPxJqXhi48VafqbmxfTb+1gnt4ZkUJcvdRyJJcJ/rYER/Lk2O+w15z4G1a50P/gq98XrrxJcW1vpdv8M/DUvh+WVtixWi3mrnUG3+0xt/Mz28ivn3xJ+0NpPxf/a8+G3x3+GmueG/H2ljxB4r8A/2lpuqpeaZoFqmlpIjX0yP5cNv5+nTXvmdTBcJs3+ZHR7SN+Z/3v8AKP8A5Nb8SXo+Rf3f/Seb8j628Q/txeHbD9sy0+BWi+H/ABX4s8ZLo41/W7nSY7b+zPCtk8gjje+mnnj/AHkjsCkECTTlAX8sJyfdEbcd3rXwD/wR58UeA/jf8dv2kPip4a8YeHfGTy+ILTwlBqdnqEFxPLp+nQyMb2bZ9wXd/c6jMp/1bxpHs/domPqTxX+2h8J/Cv7ONz8WLj4j+C5vhvZxSSDxJbazbXGmTukhi2JOj+XI/nIY9ivkv8nWiV4048/9c2xLalOTh/Vvi/Exv2d/21tL/aQtviRa2fhLxhoviz4X6mdJ1jwpqculjVfONsk8IjeC9mtHSfeUjczqnmRyI5Ty3xS/Z8/bk0f41yeEV1LwV46+G3/CxLL7d4VbxMmnmHxAPLkneOGaxu7qNJ/ITz/JkeN3j3ugcRz+X86+O/Bev/Cj4ifCP4g+ALqTxVD+0F4Y/wCFf+J9X0G6+12cd1defqtj4gjdPkkt45J9U/eeZ9y7g2V7B/wVG0ebwt+x5oGneE4bWz17T/G3g628KwjjyrlNf09ERPYQeYD/ALG+iK96MJ/zRj/29zcv+UvmP/D/AIv6/FfI+sB0oPIrwP8AbWPjr/hHNB/4QX/heH2v7S/2r/hW/wDwh32nZt4+0f8ACSfuvLz08j58/e4rA/YmPxQ/4T7WP+E8/wCGkP7P+xj7L/wsf/hAPsPmb0/1P/COfv8Azuv+v/d7M4+bFVHUcvdN/wCKWqX1l/wUJ+Dtrb23mWN54O8WG6l2t+52XGglPzORXo/xr+Idx8JPhhq/iO38M614vk0eL7Q2laVLZxXl0oYbzG15cQQDaCX+eVeEOMttU+c6B4Zu/h1+2RdSatq1x4pk8d6Lcz6Le3+yO58OQWs9v5+nRImyPyXN1HIHSNZj9nxPJPsgMb/2yvjj4L8FQeG/hz4i8deFfCviD4r6nb6LpdjqOpxW11q8DzILyKBGcO7tDuhQqp/eTwp96RazcW4xhHz/ABbYU03KSZTuv+CgGg6j+x14T+NXhHwn4y8eeH/Gf9nraaXpH9nw6rA95MtuscqXd3BCssdw4gkjWVmWUkYIV2X6AZNvAHGK+J/2evhhr3wz/bh8ZfB19J1D/hWcOvN8YtD1BwHs0Goecs2kLgAK0erfab1V7I0favrX4d/GLwr8Xm1j/hFvE3h3xIPDupT6Nqv9k6lDff2bfQ48y1n8tj5U6bl3Rthl3DI6Z2auuZddV6E81tGdCkXlx4G48k8nNBOfyouBmIfX0r5M/bV0rxZ8RP2t/gn4a8Ga/wCJvDV5Zxavr/iHVLDXprW007So4EtMT2DN9mvJHuLuN4DcwSqr2bkhk8xGylOzS9fyuXy6Nn1qF39exzxTxhRivyK8MftE/DvxR4d+C11qX7SXjnwD4b1/V/FfjC31a/8AiPqKXGsaNHJHaW+jqLq5Y308gubeVQqTSW81rcwwNDIpVOx0v4k6v8D/APhnqy8e/EH4l+CbXxT418SeK9F8PeIfEl8dYn0C3keXT9JuTM/23UL+Q3VjGtlcSykR3E8flNLbxyRW9rkdbf1ofqBczeTHlRnP6cfX/P614xqX7YWiw/tnWPwTutB8R2viLVPDVx4o07VX+xvpd9bW89vBMihLhrmOQSXMYHnQRxuFco7bcHkf+CbP7QifHz9kk/EjUNctryHxJqeo61LL/aDXlhpNtLO729pHcM3lOttbNDFKYT5azRXCYWRHRfmfxb+0Novxf/a6+G3x6+Gut+HfH+lp4i8VeAjqNhqcF3p+gWkWnJIJLyeNykNt52nS3vmEjMFxHgnzUBnarFPZ6P5q6f3qwPWjOcd47et7fkfXGuft0+GYf2zrH4G6LoHi7xb4x/sceINbl0eO2XTvCdkZVjjkvZ7ieEhpWPywwiWUqpYxheT7ja24iTy8swUAA42nAx3H8uPpivgb/gjvr3gX47/Hf9oz4qeFfGGg+Nri68Q2fg+3vrC8guriew0+Eu18+3DRi8v7rUZVACxtGkZi3RhDX0V+2wfHv/CNaH/wgn/C8Ptf2qX7T/wrf/hD/tWzaNv2j/hI/wBzs/u+T8/XdxRzNU4OatJpX9SoxXNKMdkz3OZ/IRj97ceAf8/5/SvGv2tv2ydH/Y+07wxqvijQPEUnhfXtcttDu/EFm9ibHw5JPcRQQy3omuopRC7SnLwRzeWqO8gRV5439ipvid/wm+rDxz/w0gdPawAtx8SB4B+w+Z5i/wCp/wCEd/0nzdu7Hn/u8bv4ttVvjrqfwv8A23Pjb4k+Ad94y8Napcad4U1F/E3hq11e3k1Sza/iFjFI8KyGRfLhuJ8gqAjXVo2f3i5VS606/p1/AqmlK56T4+/aIn8B/Hvwn8P4fh/4216fxlZXGorrWmy6WNN0uG3kijmNys97Fc/J9ots+VbyA+egBYhgvrMMCwLtXdtxjBOa+Uf+CYWs+OPiP4Km1b4l6bqFn4w8Awf8K2nnu8t/ak+mTPHd6nCe8V64hcH+LyR6CvrGtZRSen9LoZqV2woooqSgooooAhnXDcbuhOeuP8/Q1JHTu9NjoEh1FFFAwooooA5H40fD2T4ufCzXPDMfiDxF4WfWrR7VdW8PXwtNV07OP3tvMUcJIvOCUbnHFUfgT8DtJ+AngptI0+41DUrq8u5tT1bV9TdJNQ1y+mIM93dNGiR+Y5x8kaJHGiRpHHHGiRp3lFAHn/xQ+Bmk/EzxN4W1+abUNL8ReDbs3Gl6nptx5Fyiu8f2m1fO+OS0uEjVJIZEccRyJ5c8MEsfoGOaKKADFcr8LvhZpXwf8JW+i6H/AGktjau779S1O61O6nd33u81zdSSTzOc/fkkc/lXVUUABUHtXA6/8FNL8XfF/RPGmqzapqF14Vgc6Nps0/8AoGlXTpLHPepCn37qSCbyPMk3+XHvEIj8+fzu+ooAKKKKAPHPiMnm/tvfC2NlwsfhbxLc/wDAhcaMn/tSvXTeKTtCuzc8YweOO+PfHqOleH/FDxHDpn/BQT4P6fJG7Tap4O8WCF1/1aeXcaC5r2DXdbs/DGjXWoahcQWVjYwvPcXM7+XHAiDe7u54VABnntU/DHmDd2NCE+ZJuG4bcjBHX/PtXPeBfhbpPwvl1q403+0pJ9ev5NRvZb7VLrUJHkc/dRriSRo41HCQxlYkyQiKDXnHwi/bR0X4n+GPE3iPUPDfjbwP4T8NWCawmveKtPj0+w1fS3SSVNQgcSPsjEcLu8dwIZ4hsMkCeYmaPxx/bgsPgX+ynN8Yr74efEjU/Ddkkl5eWUNlZWmrWWnDzMXslre3MDojoiOID/pY8+NHt0kEkcdNuK94IpPb+v6/rc9769qrTkyAqwKrn7yk9Pw5H+ec15D8W/2tYvhtp/w/vtB8F+MPiVa/Eq9S00mXwxNpXloHtpLqORze3tqPLeCOWTdH5nEbZxlM+0A5FFiYyvseU/Dv9ltvAX7S/i74nTePvG3iG78WadDpI0XUotLXTNItoZpZoY7YwWUVyNjTz/62eTcJSX3sqMvqSXG4n5GXpyeOv+enWnM2K8b+Fn7YWj/FD9qD4k/CRdB8S6L4l+Gttp2o3Ut99jktNStb43At57dre5nkH/Hq5KXEcEgynyYahavlRWyuz2BrrB+Vc9u/64B496mxXg/wz/bs8O/GT9q3xv8ACfwr4d8Wa3N8NhBF4n8TwwWqaDpF7Okjx2O+SdJ5rjamXEEEiR7wHdDxXsOuXtxpGkXVxb2V1qc0ETSJaW7RiW4Yc7E8xkTc3T53Rc4yRyamUko8wfa5TVDCmick/d45yc+leM/sr/tmeF/2q/2cm+J9jbal4Z8P2l1qdpqEWuvapPp0mnXc9rdGR7aeeDyxJA7+ZHNIhTBz1xxPwd/4Ka+D/jF+zvD8XIvCPxG0H4W3OqSW0PifV9PtY7eWxSSeP+2WgjuXuoNN8yHaZp4I3RJEnkSO3SSeM1vb+tdgPqCjFMSUSpuX5lNPqgCijNGaACijNGaACivI/wBrv9qCz/Y6+Ber/EDVfC/ivxZofh4efqq6AbL7RYWwR5JLkpc3MG+OPAHlxF5iXTZG/OKvxc/a1h+G2n/D+90HwX4x+JVr8Sr1LTSZfDE2leWge2kuo5HN7e2o8t4I5ZN0fmcRtnGUyAezUUUUAAGKK8Z+M37X+jfAz9oT4Y/DnWPD/iKW6+LN1d6do2sW5spNPhu4LWe7aGdHuUu/9XA/zx28kYLxh5E31n/tC/t0eHvgB8d/h98L4vD3i3xr8QPiM876fonh2K1eS0srdC89/dSXU8EENunTl/MkfCRo5pJcwHu1FFFMAooooAKKKKACiiigAooooAKKKDzQB4T8V/DEF7+3n8GdWaST7Xp/h3xRBGo+55cj6TvP/jiV5z/wWH8E2Pxt/Zl0X4WXVxrVvffFzxjo/hS1TTdUurF5YJ59+ol/IkTzkj02C+k8uTfGSib0Ir2P49/DnxNq+t+G/FvgiPRbzxZ4Pe6it9N1u8msbDV7W5j2TwSXUcM7wfOkEgm8ib/UbNn7zeKXg39knT9D+O+o/EXVvEfjLxPqk0slzo+lavqSXWleDpJ4IobsacnkpInmrDHzO8nl/vBD5CTzpIl70veD4fhPL/8AgpZ4QuPAn7HHhPRtHe8fwxpHjfwbaa62pX0+oXEmiprthHcefPO7zz5jAMjyO7unmbyck13Px0+M/gLxB+0P4D+Dd9408KweLNcuTr8/hmfVIU1LULK1SSSPZDv8z/j4SKTGz547efHCPj1/xX4T0zx94V1TRNasbXU9H1i1ksr2zuoRJBdwyKUkjdDwyshIwexrJ+EXw7i+EXgOx8P2+pa5rFjpYeO1n1e7N1eJB5hMcMkx/eTeXGVjR5N0jpGnmPI5eR1y8ytL+bm/r/wH8yb8vw/4f6/rsfLf/BN/4f8AiX4eeN9S+E3iDT9UXw/+zXdXWg+F9Tu/3ket2N9suNNkjf8A56WmnOLR/cvX0J8afDfxg13WbNvh345+G/hexSE/bIvEXge98QSzyZ4eN4NXshGmP4Cj8/x9q9RHUUEZJol73LzFdzyLwdrXi/4LeCfEHiH43fEX4Y3Gk6Yn2ptU07w7N4T0/S4UH7x7l7rU71MZC/PvjCgHrnj4f+H/AMdNPP7Tlv8AGrRfFui2/g/42fDK9v8AV/H39oQSaP4VhtNb/d+fdO/kRz2lre/ZUT+OeP54/wB3JX6et1oXg0tOfm/rZoLe5y/1vc+Hf+CGTeD/ABn+yh4p+KHhfUNGvI/il411PXro2F5539mQQulpY2kz/wCsSRLC1tHkSX598rl/v16j+07+3j8LfAv7Kx8Z2Pxf+HtppfjRzoHhrxGPEtl/Z017NP8AZd8M3meXJ9nd3kk2Z2JBIXxsNfSHUfrXL/C/4XaV8IPCFvomh/2kLG2d336lqd1qd1O7vvd5rm6kknmc5+/JI5/KlUiprkfw6Dp+6+Y/KX45/GG1/Ye/ZE/aO8H6hqWjeCdH0rx3rMHg4a3fLbx+Jb3UEtriyhtxId80FrJfC6ncAInlRoSYxNj9JP2evhT4P+CX7GvhHwfpdzp2oeA/DXhK106C7WVHtb+xjtQvnFx8jpJH85cHB3k16+FUGuE+NnwT0v4++EF8N69Pqn/COzXG/VdMtLjyI9cg2P8A6FcuB5ht2Yo7xxunmeWI5C8LyxyEqalR9kv5Yx/8BViIR/ecz/vf+TS5jwn/AIJMfGG1P7EPwN8D+JvEuht8TP8AhXenaxJ4fe/h/tgaWI0SC7e13+d5ezyYzJsx5nHXivrIDKVyq/C3SR8ToPFTLqTatbWH9lQKdTuf7Pt4fM8wlLLzPs6zE8ed5fm7Pk37PkrrK2qO75gifOH/AAVDudYH7GPibS/Dc3iFfGHiqaz8PeHG0LXrjQtQTUbu7iggmjuoJI3Tyt3nPltnlwPvR03Ifjr9pv4mWXgdvj9omtfHTxdpOtaHpHhnwhqOqP421HSNP8L61ql7G8d8jpPBHawWlvc2jo+9JLuO3u/Pe6dJ6/VE9PpXkHxi/Zik+M3xf8AeKn8eeOdBg+H2pf2tbaDp0emHS9SuvLlhL3P2izmn/wBTcTR/u5o8B96Ykw4xh8f9f13Neb3bHwb8SviFdeEPgT8eviJ4R+MvxK1D4Uw+F9I8N6d411fxdd/2f4m8STXzwPqNldO/l2Wmx/arSGe503yI5P3/AJciSW/mV9GfsJftH6f8c/2nPHWg6L4yuvEmg/DTw1onh/TC+oz3dxqzeSbibWLrLmP/AEtJ7TyJpPnnSCeSN3Tfj7EaNXPvQi7TWkWo9P6/pv5GXJ/X/gP+R4R8dfjV4D8RftD+A/gzf+NPCtv4s1y6PiCfwzPqkKalqFlapJJHsh3+Z/x8JE4Gz547efHCPjyL/gnB8PvEvw88b6l8JfEGn6ovh/8AZrurrQfC+p3f7yPW7G+2XGmyI/8Az0tNOcWj+5evtiiiHulT94+df22R4MF9oPnN8R0+KBWYeFG+HiTt4k6pnfj/AET7D53kb/7W/wCJb5nkef8AwV0n7HZ+NH/CuNT/AOFz/wDCM/2l/aL/ANhNpn/IR/svZH5H9qbP9F/tL7/n/Y/9F3/6v5MV7Ix+ag/KoqY+7ED84f2w/wBoLw1+0T8ctH8ZfD3W9L+JWofAH4m+GNJk0Xw1fwaleWUl759veybI5OBJ9thh3yHZG9hP08uSpP2GPHfg39pv/grV8TfElv428E+MPEnwx8I22iM2japHeeZe6hOZ9TkgGMm1tUh06yjcDrHJv/eO+f0YZN1GxVb6UqP7t/8AgX/k0Uv8/vFW99f+A/8Aksrkg6UUUVYwooooAKKKKACiiigAooooAKKKKACiiigBh+6KQ9KKKOv9eYIkoooqQCg9aKKYBSDotFFT0+4BaD0ooqwCiiigAoooqeoAOtFFFMAooopgFFFFABRRRSAKKKKYH//Z)

Составить алгоритм (написать программу), вычисляющий значение функции без помощи рекурсии.

**using** **namespace** std**;**

LL gcd**(**LL a**,**LL b**)** **{**

**while(**b**)** **{**

a **%=** b**;**

swap**(**a**,**b**);**

**}**

**return** a**;**

**}**

LL lcm**(**LL a**,**LL b**)** **{**

**return** a**/**gcd**(**a**,**b**)\***b**;**

**}**

int main**()** **{**

DRLL**(**a**);**

DRLL**(**b**);**

printf**(**"%lld\n"**,**gcd**(**a**,**b**));**

**return** 0**;**

**}**

25 задание

Толя на день рождения собирается угостить друзей тортом. Известно, что на дне рождения может быть либо n, либо m человек, включая самого именинника. На какое минимальное количество частей ему нужно разрезать торт (не обязательно всех равных), чтобы при любом из указанных количестве собравшихся, все съели торт поровну?

**using** **namespace** std**;**

int main**()** **{**

DRLL**(**a**);**

DRLL**(**b**);**

LL cnt **=** 0**;**

**while((**a **!=** 0**)** **&&** **(**b **!=** 0**))** **{**

cnt **+=** b**-**b**%**a**;**

b **=** b**%**a**;**

swap**(**a**,**b**);**

**}**

cout **<<** cnt **<<** endl**;**

**return** 0**;**

**}**

26 задание

Задан отрезок, концы которого имеют целочисленные координаты. Подсчитайте количество точек отрезка, имеющих целочисленные координаты.

**using** **namespace** std**;**

LL gcd**(**LL a**,**LL b**)** **{**

**while(**b**)** **{**

a **%=** b**;**

swap**(**a**,**b**);**

**}**

**return** a**;**

**}**

LL lcm**(**LL a**,**LL b**)** **{**

**return** a**/**gcd**(**a**,**b**)\***b**;**

**}**

int main**()** **{**

DRLL**(**x1**);**

DRLL**(**y1**);**

DRLL**(**x2**);**

DRLL**(**y2**);**

x1 **=** ABS**(**x1**-**x2**);**

y1 **=** ABS**(**y1**-**y2**);**

cout **<<** gcd**(**x1**,**y1**)+**1 **<<** endl**;**

**return** 0**;**

**}**

27 задание

НОД двух положительных целых чисел является наибольшее целое число, на которое делятся оба целые числа без остатка. НОК двух положительных целых чисел является наименьшее положительное целое число, которое делится на оба числа. В этой задаче вам будет задано два положительных целых числа, где НОД - это первое число, а НОК - это второе число.

**using** **namespace** std**;**

LL gcd**(**LL a**,**LL b**)** **{**

**while(**b**)** **{**

a **%=** b**;**

swap**(**a**,**b**);**

**}**

**return** a**;**

**}**

LL lcm**(**LL a**,**LL b**)** **{**

**return** a**/**gcd**(**a**,**b**)\***b**;**

**}**

int main**()** **{**

DRI**(**n**);**

REP**(**i**,**n**)** **{**

DRLL**(**a**);**

DRLL**(**b**);**

**if(**b**%**a **==** 0**)** **{**

cout **<<** a **<<** ' ' **<<** b **<<** endl**;**

**}** **else** **{**

cout **<<** **-**1 **<<** endl**;**

**}**

**}**

**return** 0**;**

**}**

28 задание

Задано два натуральных числа A и B. Найти количество таких пар чисел (P, Q), что для них A является НОД(P, Q), а B - НОК(P, Q).

**using** **namespace** std**;**

LL gcd**(**LL a**,**LL b**)** **{**

**while(**b**)** **{**

a **%=** b**;**

swap**(**a**,**b**);**

**}**

**return** a**;**

**}**

LL lcm**(**LL a**,**LL b**)** **{**

**return** a**/**gcd**(**a**,**b**)\***b**;**

**}**

int main**()** **{**

DRLL**(**a**);**

DRLL**(**b**);**

LL n**,**cnt **=** 0**;**

**for(**LL i**=**a**;**i**<=**b**;**i**+=**a**)** **{**

n **=** **(**b**/**i**)\***a**;**

**if((**gcd**(**i**,**n**)** **==** a**)** **&&** **(**lcm**(**i**,**n**)** **==** b**))** **{**

cnt**++;**

**}**

**}**

cout **<<** cnt **<<** endl**;**

**return** 0**;**

**}**

29 задание

Воспользуйтесь магической силой сортировки подсчётом и отсортируйте n чисел из диапазона [0; 100000].

**using** **namespace** std**;**

LL a**[**SIZE**];**

int main**()** **{**

MS0**(**a**);**

DRI**(**n**);**

REP**(**i**,**n**)** **{**

DRI**(**tmp**);**

a**[**tmp**]++;**

**}**

n**--;**

REP**(**i**,**SIZE**)** **{**

REP**(**j**,**a**[**i**])** **{**

printf**(**n **?** "%d " **:** "%d"**,**i**);**

n**--;**

**}**

**}**

printf**(**"\n"**);**

**return** 0**;**

**}**

30 задание

Для заданных A, B и M вычислить AB mod M.

long long binpow**(**long long a**,** long long n**,** int m**)** **{**

**if(**n **==** 0**)** **return** 1**;**

**if(**n **==** 1**)** **return** a**;**

long long result **=** n**&**1 **?** a **:** 1**;**

long long tmp **=** binpow**(**a**,**n**/**2**,**m**);**

result **\*=** **(**tmp**\***tmp**)%**m**;**

**return** result**%**m**;**

**}**

int main**(){**

long long a**,**b**;**

int m**;**

cin **>>** a **>>** b **>>** m**;**

cout **<<** binpow**(**a**%**m**,**b**,**m**)** **<<** endl**;**

**return** 0**;**

**}**

31 задание

Зная a, b, c, Вам необходимо вычислить значение ab mod c (1 ≤ a, b, c < 2^63).

**using** **namespace** std**;**

ULL mult**(**ULL base**,** ULL exp**,** ULL mod**)** **{**

ULL ret **=** 0**;**

**while(**exp**)** **{**

**if(**exp**%**2**)** **{**

ret **+=** base**;**

**}**

base **+=** base**;**

exp **/=** 2**;**

**if(**mod**)** **{**

ret **%=** mod**;**

base **%=** mod**;**

**}**

**}**

**return** ret**;**

**}**

ULL power**(**ULL base**,** ULL exp**,** ULL mod**)** **{**

ULL ret **=** 1**;**

**while(**exp**)** **{**

**if(**exp**%**2**)** **{**

ret **=** mult**(**ret**,**base**,**mod**);**

**}**

base **=** mult**(**base**,**base**,**mod**);**

exp **/=** 2**;**

**if(**mod**)** **{**

ret **%=** mod**;**

base **%=** mod**;**

**}**

**}**

**return** ret**;**

**}**

int main**()** **{**

ULL a**,**b**,**c**;**

**while(**RLL**(**a**)** **!=** EOF**)** **{**

RLL**(**b**);**

RLL**(**c**);**

printf**(**"%lld\n"**,**power**(**a**%**c**,**b**,**c**));**

**}**

**return** 0**;**

**}**

32 задание

Задан набор чисел a1 ... an. Для заданных запросов l и r найдите
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**using** **namespace** std**;**

LL a**[**SIZE**];**

int main**()** **{**

MS0**(**a**);**

DRI**(**n**);**

REPP**(**i**,**1**,**n**+**1**)** **{**

RLL**(**a**[**i**]);**

a**[**i**]** **+=** a**[**i**-**1**];**

**}**

DRI**(**m**);**

REP**(**i**,**m**)** **{**

DRII**(**l**,**r**);**

printf**(**"%lld\n"**,(**a**[**r**]-**a**[**l**-**1**]));**

**}**

**return** 0**;**

**}**

33 задание

Задана матрица чисел ai,j, где 1 ≤ i ≤ n, 1 ≤ j ≤ m. Для заданных lx, ly, rx, ry найдите

![prb684](data:image/jpeg;base64,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)

**using** **namespace** std**;**

LL a**[**SIZE**][**SIZE**];**

int main**()** **{**

MS0**(**a**);**

DRII**(**n**,**m**);**

REPP**(**i**,**1**,**n**+**1**)** **{**

REPP**(**j**,**1**,**m**+**1**)** **{**

RLL**(**a**[**i**][**j**]);**

a**[**i**][**j**]** **+=** a**[**i**-**1**][**j**]** **+** a**[**i**][**j**-**1**]** **-** a**[**i**-**1**][**j**-**1**];**

**}**

**}**

DRI**(**q**);**

REP**(**t**,**q**)** **{**

DRII**(**lx**,**ly**);**

DRII**(**rx**,**ry**);**

LL sum **=** a**[**rx**][**ry**]-**a**[**lx**-**1**][**ry**]-**a**[**rx**][**ly**-**1**]+**a**[**lx**-**1**][**ly**-**1**];**

printf**(**"%lld\n"**,**sum**);**

**}**

**return** 0**;**

**}**

35 задание

В левом верхнем углу прямоугольной таблицы размером N×M находится черепашка. На каждой клетке таблицы разлито некоторое количество кислоты. Черепашка может перемещаться вправо или вниз, при этом маршрут черепашки заканчивается в правом нижнем углу таблицы.

Каждый миллилитр кислоты приносит черепашке некоторое количество урона. Найдите наименьшее возможное значение урона, которое получит черепашка после прогулки по таблице.

**using** **namespace** std**;**

LL board**[**2**][**1001**];**

int n**,**m**;**

int main**(**int argc**,** char**\*\*** argv**)** **{**

scanf**(**"%d%d"**,&**n**,&**m**);**

memset**(**board**,**0**,sizeof(**board**));**

int line **=** 1**;**

**for(**int i**=**1**;**i**<=**n**;**i**++)** **{**

**for(**int j**=**1**;**j**<=**m**;**j**++)** **{**

scanf**(**"%d"**,&**board**[**line**][**j**]);**

**if(**i **==** 1**)** **{**

board**[**line**][**j**]** **+=** board**[**line**][**j**-**1**];**

**}** **else** **if(**j **==** 1**)** **{**

board**[**line**][**j**]** **+=** board**[**1**-**line**][**j**];**

**}** **else** **{**

board**[**line**][**j**]** **+=** min**(**board**[**1**-**line**][**j**],**board**[**line**][**j**-**1**]);**

**}**

**}**

line **=** 1**-**line**;**

**}**

printf**(**"%d\n"**,**board**[**n**%**2**][**m**]);**

**return** 0**;**

**}**

36 задание

Как-то Корвину – принцу Амбера, по каким-то важным делам срочно понадобилось попасть в самую далекую тень, которую он только знал. Как всем известно, самый быстрый способ путешествия для принцев Амбера – это Лабиринт Амбера. Но у Корвина были настолько важные дела, что он не хотел тратить время на спуск в подземелье (именно там находится Амберский Лабиринт). Поэтому он решил воспользоваться Новым Лабиринтом, который нарисовал Дворкин. Но этот Лабиринт не так прост, как кажется…

Новый Лабиринт имеет вид последовательных ячеек, идущих друг за другом, пронумерованных от 1 до N. Из ячейки под номером i можно попасть в ячейки под номерами i+2 (если i+2 ≤ N) и i+3 (если i+3 ≤ N). На каждой ячейке лежит какое-то количество золотых монет ki. Для того чтобы пройти лабиринт нужно, начиная ходить из-за границ лабиринта (с нулевой ячейки) продвигаться по выше описанным правилам, при этом подбирая все монетки на ячейках, на которых вы делаете промежуточные остановки. Конечная цель путешествия – попасть на ячейку с номером N. Дальнейшее путешествие (в любое место Вселенной) возможно лишь тогда, когда достигнув ячейки с номером N, вы соберете максимально количество монеток. Напишите программу, которая поможет Корвину узнать, какое максимальное количество монеток можно собрать, проходя Новый Лабиринт Амбера.

**using** **namespace** std**;**

int a**[**SIZE**];**

int b**[**SIZE**];**

int main**()** **{**

MS0**(**a**);**

MS0**(**b**);**

DRI**(**n**);**

REPP**(**i**,**1**,**n**+**1**)** **{**

RI**(**a**[**i**]);**

**}**

REP**(**i**,**n**)** **{**

b**[**i**+**2**]** **=** max**(**b**[**i**+**2**],**b**[**i**]+**a**[**i**+**2**]);**

b**[**i**+**3**]** **=** max**(**b**[**i**+**3**],**b**[**i**]+**a**[**i**+**3**]);**

**}**

printf**(**"%d\n"**,**b**[**n**]);**

**return** 0**;**

**}**

37 задание

В Летней Кинематографической Школе пришло время обеда и эльф Коля поспешил в столовую. Однако для того, чтобы попасть в столовую, Коле нужно подняться по длинной лестнице, а на каждой её ступеньке в это время суток стоит по культорку. Каждый культорк разрешает Коле пройти по своей ступеньке только после того, как Коля запишется на мероприятие, которое этот кульорк организует. При этом никакие два культорка не проводят одно и то же мероприятие, и все мероприятия проходят в разное время.

Коля - честный эльф, и если уж он запишется на какую игру или конкурс, то потом обязательно придёт поучаствовать. Однако Коля хочет тратить как можно меньше времени на развлечения, ведь иначе ему некогда будет дорешивать кинематографические задачки. К счастью, Коле не надо наступать на каждую ступеньку, он может перепрыгнуть через несколько. Коля хочет узнать, какое минимальное количество времени ему придётся распланировать за один проход по лестнице до столовой.

**using** **namespace** std**;**

int N**,**K**,**result**=**0**;**

int l**[**20000**];**

int ans**[**20000**];**

int f**(**int n**)** **{**

**if(**n **<** 0**)** **return** 0**;**

**if(**ans**[**n**]** **==** **-**1**)** **{**

int tmp**=**f**(**n**-**1**);**

**for(**int i**=**1**;**i**<=**K**;**i**++)** **{**

**if(**f**(**n**-**i**-**1**)<**tmp**)**

tmp **=** f**(**n**-**i**-**1**);**

**}**

ans**[**n**]** **=** tmp**+**l**[**n**];**

**}**

**return** ans**[**n**];**

**}**

int main**(**int argc**,** char**\*\*** argv**)** **{**

cin **>>** N **>>** K**;**

memset**(**ans**,-**1**,sizeof(**ans**));**

**for(**int i**=**1**;**i**<=**N**;**i**++)** **{**

cin **>>** l**[**i**];**

**}**

f**(**N**);**

cout **<<** ans**[**N**]** **<<** endl**;**

**return** 0**;**

**}**

38 задание

В этой задаче требуется проверить, что неориентированный граф является связным, то есть что из любой вершины можно по рёбрам этого графа попасть в любую другую.

bool vertex\_visited**[**SIZE**];** // Graphs data

vector**<**int**>** vertex\_list**[**SIZE**];** // Graphs data

queue**<**int**>** vertex\_queue**;** // Graphs data

int vertex\_count**,**edge\_count**;** // Graphs data

int start\_vertex**,**finish\_vertex**,**distance\_limit**;** // Task data

void bfs**()** **{**

vertex\_visited**[**1**]** **=** **true;**

vertex\_queue**.**push**(**1**);**

int vertex\_target**;**

**while(!**vertex\_queue**.**empty**())** **{**

int vertex **=** vertex\_queue**.**front**();**

vertex\_queue**.**pop**();**

**for(**int i**=**0**;**i**<**vertex\_list**[**vertex**].**size**();**i**++)** **{**

vertex\_target **=** vertex\_list**[**vertex**][**i**];**

**if(!**vertex\_visited**[**vertex\_target**])** **{**

vertex\_visited**[**vertex\_target**]** **=** **true;**

vertex\_queue**.**push**(**vertex\_target**);**

**}**

**}**

**}**

**}**

int main**(**int argc**,** char**\*\*** argv**)** **{**

memset**(**vertex\_visited**,**0**,sizeof(**vertex\_visited**));**

cin **>>** vertex\_count **>>** edge\_count**;**

int edge\_start**,**edge\_finish**;**

**for(**int i**=**0**;**i**<**edge\_count**;**i**++)** **{**

cin **>>** edge\_start **>>** edge\_finish**;**

vertex\_list**[**edge\_start**].**push\_back**(**edge\_finish**);**

vertex\_list**[**edge\_finish**].**push\_back**(**edge\_start**);**

**}**

bfs**();**

bool result **=** **true;**

**for(**int i**=**1**;**i**<=**vertex\_count**;**i**++)** **{**

**if(!**vertex\_visited**[**i**])** **{**

result **=** **false;**

**break;**

**}**

**}**

cout **<<** **(**result **?** "YES" **:** "NO"**)** **<<** endl**;**

**return** 0**;**

**}**

39 задание

Дан неориентированный невзвешенный граф, в котором выделена вершина. Вам необходимо найти количество вершин, лежащих с ней в одной компоненте связности (включая саму вершину).

bool vertex\_visited**[**SIZE**];** // Graphs data

vector**<**int**>** vertex\_list**[**SIZE**];** // Graphs data

queue**<**int**>** vertex\_queue**;** // Graphs data

int vertex\_count**,**edge\_count**;** // Graphs data

int start\_vertex**,**finish\_vertex**,**distance\_limit**;** // Task data

void bfs**()** **{**

vertex\_visited**[**start\_vertex**]** **=** **true;**

vertex\_queue**.**push**(**start\_vertex**);**

int vertex\_target**;**

**while(!**vertex\_queue**.**empty**())** **{**

int vertex **=** vertex\_queue**.**front**();**

vertex\_queue**.**pop**();**

**for(**int i**=**0**;**i**<**vertex\_list**[**vertex**].**size**();**i**++)** **{**

vertex\_target **=** vertex\_list**[**vertex**][**i**];**

**if(!**vertex\_visited**[**vertex\_target**])** **{**

vertex\_visited**[**vertex\_target**]** **=** **true;**

vertex\_queue**.**push**(**vertex\_target**);**

**}**

**}**

**}**

**}**

int main**(**int argc**,** char**\*\*** argv**)** **{**

memset**(**vertex\_visited**,**0**,sizeof(**vertex\_visited**));**

cin **>>** vertex\_count **>>** start\_vertex**;**

int temp**;**

**for(**int i**=**1**;**i**<=**vertex\_count**;**i**++)** **{**

**for(**int j**=**1**;**j**<=**vertex\_count**;**j**++)** **{**

cin **>>** temp**;**

**if(**temp **==** 1**)** **{**

vertex\_list**[**i**].**push\_back**(**j**);**

**}**

**}**

**}**

bfs**();**

int result **=** 0**;**

**for(**int i**=**1**;**i**<=**vertex\_count**;**i**++)** **{**

**if(**vertex\_visited**[**i**])** **{**

result**++;**

**}**

**}**

cout **<<** result **<<** endl**;**

**return** 0**;**

**}**

40 задание

Дан ориентированный граф. Требуется определить, есть ли в нём цикл.

int vertex\_visited**[**SIZE**];** // Graphs data

vector**<**int**>** vertex\_list**[**SIZE**];** // Graphs data

queue**<**int**>** vertex\_queue**;** // Graphs data

int vertex\_count**,**edge\_count**;** // Graphs data

int start\_vertex**,**finish\_vertex**;** // Task data

bool result **=** **false;**

void dfs**(**int vertex**)** **{**

vertex\_visited**[**vertex**]** **=** 1**;**

**for(**int i**=**0**;**i**<**vertex\_list**[**vertex**].**size**();**i**++)** **{**

**if(**vertex\_visited**[**vertex\_list**[**vertex**][**i**]]** **==** 0**)** **{**

dfs**(**vertex\_list**[**vertex**][**i**]);**

**}** **else** **if(**vertex\_visited**[**vertex\_list**[**vertex**][**i**]]** **==** 1**)** **{**

result **=** **true;**

**}**

**if(**result**)** **{**

**break;**

**}**

**}**

vertex\_visited**[**vertex**]** **=** 2**;**

**}**

int main**(**int argc**,** char**\*\*** argv**)** **{**

memset**(**vertex\_visited**,**0**,sizeof(**vertex\_visited**));**

cin **>>** vertex\_count**;**

int temp**;**

**for(**int i**=**1**;**i**<=**vertex\_count**;**i**++)** **{**

**for(**int j**=**1**;**j**<=**vertex\_count**;**j**++)** **{**

cin **>>** temp**;**

**if(**temp **==** 1**)** **{**

vertex\_list**[**i**].**push\_back**(**j**);**

**}**

**}**

**}**

**for(**int i**=**1**;**i**<=**vertex\_count**;**i**++)** **{**

**if(**vertex\_visited**[**i**]** **==** 0**)** **{**

dfs**(**i**);**

**}**

**if(**result**)** **{**

**break;**

**}**

**}**

cout **<<** **(**result **?** 1 **:** 0**)** **<<** endl**;**

**return** 0**;**

**}**

41 задание

Необходимо выяснить, является ли заданный связный граф двухцветным. То есть можно ли его вершинам назначить цвета (имеется всего два цвета) таким образом, чтобы никакие две смежные вершины не имели одинаковый цвет. Для упрощения задачи можно предположить, что:

- граф не имеет петель.

- граф неориентированный. То есть если вершина a связана с вершиной b, то и b связана с a.

- граф связный. То есть всегда существует как минимум один путь из любой вершины в любою другую.

#include <iostream>

#include <vector>

#include <math.h>

#include <stdlib.h>

**using** **namespace** std**;**

vector**<**int**>** a**[**1005**];**

int used**[**1005**];**

int n**;**

int flag **=** 0**;**

int main**()** **{**

int l**,**x**,**y**;**

**while(**1**)** **{**

flag **=** 0**;**

scanf**(**"%d"**,&**n**);**

**if(**n **==** 0**)** **{**

**break;**

**}**

scanf**(**"%d"**,&**l**);**

memset**(**a**,**0**,sizeof(**a**));**

memset**(**used**,**0**,sizeof(**used**));**

**for(**int i**=**0**;**i**<**l**;**i**++)** **{**

scanf**(**"%d%d"**,&**x**,&**y**);**

a**[**x**].**push\_back**(**y**);**

a**[**y**].**push\_back**(**x**);**

**}**

dfs**(**1**,**1**);**

printf**(**flag **?** "NOT BICOLOURABLE.\n" **:** "BICOLOURABLE.\n"**);**

**}**

**return** 0**;**

**}**

42 задание

Неориентированный граф без петель и кратных ребер задан матрицей смежности. Определить, является ли этот граф деревом.

#include <iostream>

#include <vector>

#include <math.h>

#include <stdlib.h>

**using** **namespace** std**;**

int a**[**105**][**105**];**

int used**[**105**];**

int n**;**

int flag **=** 0**;**

int dfs**(**int v**,**int c**,**int prev**)** **{**

**if(**used**[**v**]** **<=** c **&&** used**[**v**]** **!=** 0**)** **{**

flag **=** 1**;**

**return** 0**;**

**}**

used**[**v**]** **=** c**;**

**for(**int i**=**1**;**i**<=**n**;**i**++)** **{**

**if((**a**[**v**][**i**]** **==** 1**)** **&&** **(**i **!=** prev**))** **{**

dfs**(**i**,**c**+**1**,**v**);**

**}**

**}**

**return** 0**;**

**}**

int main**(**int argc**,**char **\*\***argv**)** **{**

memset**(**a**,**0**,sizeof(**a**));**

memset**(**used**,**0**,sizeof(**used**));**

cin **>>** n**;**

**for** **(**int i**=**1**;**i**<=**n**;**i**++)** **{**

**for(** int j**=**1**;**j**<=**n**;** j**++)** **{**

cin **>>** a**[**i**][**j**];**

**}**

**}**

int cnt **=** 0**;**

**for(**int j**=**1**;**j**<=**n**;**j**++)** **{**

**if(**used**[**j**]** **==** 0**)** **{**

cnt**++;**

dfs**(**j**,**1**,**0**);**

**}**

**}**

cout **<<** **((**flag **||** **(**cnt **>** 1**))** **?** "NO" **:** "YES"**)** **<<** endl**;**

**return** 0**;**

**}**

5.Блок схемы

Блок схема программы по задаче 7 из пункта 3.1
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Рисунок 5.1 – Алгоритм работы программы 7

Блок схема программы по задаче 10 из пункта 3.1
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Рисунок 5.2 – Алгоритм работы программы 10

Блок схема программы по задаче 15 из пункта 3.1
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Рисунок 5.3 – Алгоритм работы программы 15

Блок схема программы по задаче 19 из пункта 3.1
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Рисунок 5.4 – Алгоритм работы программы 19

Блок схема программы по задаче 34 из пункта 3.1
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Рисунок 5.5 – Алгоритм работы программы 34

Вывод

Во время практики учебный процесс проходил в два этапа: теоретический и практический. При этом практический этап проходил в особой форме − соревновательной. Это повышало интерес к поиску оптимальных алгоритмов решения задач и их реализации.

По окончании прохождения учебной практики были изучены методы решения олимпиадных задач различного уровня сложности. Были рассмотрены более детально такие темы, как алгоритм Евклида, бинарное возведение в степень, динамическое программирование, поиск в глубину.

Было выяснено, что алгоритм Евклида для нахождения НОД и НОК можно применять в различных задачах, где на первый взгляд решение задачи не предполагает его использования.

Бинарное возведение в степень значительно ускоряло работу программ, что позволяет не превышать лимит времени, который отведен на ее работу.

В основе метода динамического программирования лежит принцип последовательной оптимизации: решение исходной задачи оптимизации большой размерности заменяется решением последовательности задач оптимизации малой размерности. Некоторые процессы (операции) расчленяются на шаги естественно, но существуют такие операции, которые приходится делить на этапы искусственно. Динамическое программирование дает возможность решать задачи, которые раньше не исследовались из-за отсутствия соответствующего математического аппарата. Также в ряде случаев этот метод сокращает объем при поиске оптимальных решений.

Поиск в глубину является рекурсивным алгоритм обхода вершин графа. Он используется для решения задач, таких как проверка на связность графа, поиска количества вершин, лежащих с ней в одной компоненте связности, определение цикличности ориентированного графа и других.

В отчете по учебной практике представлены все решенные задачи, а также отдельно вынесены некоторые задачи с пояснением алгоритма решения. Для них представлены тестовые примеры.

Учебная практика позволила расширить знания в области программирования на языке С++ и полученные знания будут применяться в дальнейшем процессе обучения.