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# 1. Цель

Познакомиться с алгоритмами для вычисления НОД. Изучить основные правила построения алгоритмов вычисления НОД чисел. Рассмотреть алгоритм Эвклида для нахождения НОД чисел.

2. Постановка задач

Даны натуральные числа a и b, не равные 0 одновременно. Найти НОД(a,b) и НОК(a,b).

3. Текст программы

#include <vector>

#include <iostream>

#include <string>

#include <ctime>

#include <iomanip>

#include <fstream>

**using** **namespace** std**;**

const int base **=** 1000000000**;**

const int base\_digits **=** 9**;**

struct bigint **{**

vector**<**int**>** a**;**

int sign**;**

bigint**()** **:**

sign**(**1**)** **{**

**}**

bigint**(**long long v**)** **{**

**\*this** **=** v**;**

**}**

bigint**(**const string **&**s**)** **{**

read**(**s**);**

**}**

void **operator=(**const bigint **&**v**)** **{**

sign **=** v**.**sign**;**

a **=** v**.**a**;**

**}**

void **operator=(**long long v**)** **{**

sign **=** 1**;**

**if** **(**v **<** 0**)**

sign **=** **-**1**,** v **=** **-**v**;**

**for** **(;** v **>** 0**;** v **=** v **/** base**)**

a**.**push\_back**(**v **%** base**);**

**}**

bigint **operator+(**const bigint **&**v**)** const **{**

**if** **(**sign **==** v**.**sign**)** **{**

bigint res **=** v**;**

**for** **(**int i **=** 0**,** carry **=** 0**;** i **<** **(**int**)** max**(**a**.**size**(),** v**.**a**.**size**())** **||** carry**;** **++**i**)** **{**

**if** **(**i **==** **(**int**)** res**.**a**.**size**())**

res**.**a**.**push\_back**(**0**);**

res**.**a**[**i**]** **+=** carry **+** **(**i **<** **(**int**)** a**.**size**()** **?** a**[**i**]** **:** 0**);**

carry **=** res**.**a**[**i**]** **>=** base**;**

**if** **(**carry**)**

res**.**a**[**i**]** **-=** base**;**

**}**

**return** res**;**

**}**

**return** **\*this** **-** **(-**v**);**

**}**

bigint **operator-(**const bigint **&**v**)** const **{**

**if** **(**sign **==** v**.**sign**)** **{**

**if** **(**abs**()** **>=** v**.**abs**())** **{**

bigint res **=** **\*this;**

**for** **(**int i **=** 0**,** carry **=** 0**;** i **<** **(**int**)** v**.**a**.**size**()** **||** carry**;** **++**i**)** **{**

res**.**a**[**i**]** **-=** carry **+** **(**i **<** **(**int**)** v**.**a**.**size**()** **?** v**.**a**[**i**]** **:** 0**);**

carry **=** res**.**a**[**i**]** **<** 0**;**

**if** **(**carry**)**

res**.**a**[**i**]** **+=** base**;**

**}**

res**.**trim**();**

**return** res**;**

**}**

**return** **-(**v **-** **\*this);**

**}**

**return** **\*this** **+** **(-**v**);**

**}**

void **operator\*=(**int v**)** **{**

**if** **(**v **<** 0**)**

sign **=** **-**sign**,** v **=** **-**v**;**

**for** **(**int i **=** 0**,** carry **=** 0**;** i **<** **(**int**)** a**.**size**()** **||** carry**;** **++**i**)** **{**

**if** **(**i **==** **(**int**)** a**.**size**())**

a**.**push\_back**(**0**);**

long long cur **=** a**[**i**]** **\*** **(**long long**)** v **+** carry**;**

carry **=** **(**int**)** **(**cur **/** base**);**

a**[**i**]** **=** **(**int**)** **(**cur **%** base**);**

**}**

trim**();**

**}**

bigint **operator\*(**int v**)** const **{**

bigint res **=** **\*this;**

res **\*=** v**;**

**return** res**;**

**}**

friend pair**<**bigint**,** bigint**>** divmod**(**const bigint **&**a1**,** const bigint **&**b1**)** **{**

int norm **=** base **/** **(**b1**.**a**.**back**()** **+** 1**);**

bigint a **=** a1**.**abs**()** **\*** norm**;**

bigint b **=** b1**.**abs**()** **\*** norm**;**

bigint q**,** r**;**

q**.**a**.**resize**(**a**.**a**.**size**());**

**for** **(**int i **=** a**.**a**.**size**()** **-** 1**;** i **>=** 0**;** i**--)** **{**

r **\*=** base**;**

r **+=** a**.**a**[**i**];**

int s1 **=** r**.**a**.**size**()** **<=** b**.**a**.**size**()** **?** 0 **:** r**.**a**[**b**.**a**.**size**()];**

int s2 **=** r**.**a**.**size**()** **<=** b**.**a**.**size**()** **-** 1 **?** 0 **:** r**.**a**[**b**.**a**.**size**()** **-** 1**];**

int d **=** **((**long long**)** base **\*** s1 **+** s2**)** **/** b**.**a**.**back**();**

r **-=** b **\*** d**;**

**while** **(**r **<** 0**)**

r **+=** b**,** **--**d**;**

q**.**a**[**i**]** **=** d**;**

**}**

q**.**sign **=** a1**.**sign **\*** b1**.**sign**;**

r**.**sign **=** a1**.**sign**;**

q**.**trim**();**

r**.**trim**();**

**return** make\_pair**(**q**,** r **/** norm**);**

**}**

bigint **operator/(**const bigint **&**v**)** const **{**

**return** divmod**(\*this,** v**).**first**;**

**}**

bigint **operator%(**const bigint **&**v**)** const **{**

**return** divmod**(\*this,** v**).**second**;**

**}**

void **operator/=(**int v**)** **{**

**if** **(**v **<** 0**)**

sign **=** **-**sign**,** v **=** **-**v**;**

**for** **(**int i **=** **(**int**)** a**.**size**()** **-** 1**,** rem **=** 0**;** i **>=** 0**;** **--**i**)** **{**

long long cur **=** a**[**i**]** **+** rem **\*** **(**long long**)** base**;**

a**[**i**]** **=** **(**int**)** **(**cur **/** v**);**

rem **=** **(**int**)** **(**cur **%** v**);**

**}**

trim**();**

**}**

bigint **operator/(**int v**)** const **{**

bigint res **=** **\*this;**

res **/=** v**;**

**return** res**;**

**}**

int **operator%(**int v**)** const **{**

**if** **(**v **<** 0**)**

v **=** **-**v**;**

int m **=** 0**;**

**for** **(**int i **=** a**.**size**()** **-** 1**;** i **>=** 0**;** **--**i**)**

m **=** **(**a**[**i**]** **+** m **\*** **(**long long**)** base**)** **%** v**;**

**return** m **\*** sign**;**

**}**

void **operator+=(**const bigint **&**v**)** **{**

**\*this** **=** **\*this** **+** v**;**

**}**

void **operator-=(**const bigint **&**v**)** **{**

**\*this** **=** **\*this** **-** v**;**

**}**

void **operator\*=(**const bigint **&**v**)** **{**

**\*this** **=** **\*this** **\*** v**;**

**}**

void **operator/=(**const bigint **&**v**)** **{**

**\*this** **=** **\*this** **/** v**;**

**}**

bool **operator<(**const bigint **&**v**)** const **{**

**if** **(**sign **!=** v**.**sign**)**

**return** sign **<** v**.**sign**;**

**if** **(**a**.**size**()** **!=** v**.**a**.**size**())**

**return** a**.**size**()** **\*** sign **<** v**.**a**.**size**()** **\*** v**.**sign**;**

**for** **(**int i **=** a**.**size**()** **-** 1**;** i **>=** 0**;** i**--)**

**if** **(**a**[**i**]** **!=** v**.**a**[**i**])**

**return** a**[**i**]** **\*** sign **<** v**.**a**[**i**]** **\*** sign**;**

**return** **false;**

**}**

bool **operator>(**const bigint **&**v**)** const **{**

**return** v **<** **\*this;**

**}**

bool **operator<=(**const bigint **&**v**)** const **{**

**return** **!(**v **<** **\*this);**

**}**

bool **operator>=(**const bigint **&**v**)** const **{**

**return** **!(\*this** **<** v**);**

**}**

bool **operator==(**const bigint **&**v**)** const **{**

**return** **!(\*this** **<** v**)** **&&** **!(**v **<** **\*this);**

**}**

bool **operator!=(**const bigint **&**v**)** const **{**

**return** **\*this** **<** v **||** v **<** **\*this;**

**}**

void trim**()** **{**

**while** **(!**a**.**empty**()** **&&** **!**a**.**back**())**

a**.**pop\_back**();**

**if** **(**a**.**empty**())**

sign **=** 1**;**

**}**

bool isZero**()** const **{**

**return** a**.**empty**()** **||** **(**a**.**size**()** **==** 1 **&&** **!**a**[**0**]);**

**}**

bigint **operator-()** const **{**

bigint res **=** **\*this;**

res**.**sign **=** **-**sign**;**

**return** res**;**

**}**

bigint abs**()** const **{**

bigint res **=** **\*this;**

res**.**sign **\*=** res**.**sign**;**

**return** res**;**

**}**

long long longValue**()** const **{**

long long res **=** 0**;**

**for** **(**int i **=** a**.**size**()** **-** 1**;** i **>=** 0**;** i**--)**

res **=** res **\*** base **+** a**[**i**];**

**return** res **\*** sign**;**

**}**

friend bigint gcd**(**const bigint **&**a**,** const bigint **&**b**)** **{**

**return** b**.**isZero**()** **?** a **:** gcd**(**b**,** a **%** b**);**

**}**

friend bigint lcm**(**const bigint **&**a**,** const bigint **&**b**)** **{**

**return** a **/** gcd**(**a**,** b**)** **\*** b**;**

**}**

void read**(**const string **&**s**)** **{**

sign **=** 1**;**

a**.**clear**();**

int pos **=** 0**;**

**while** **(**pos **<** **(**int**)** s**.**size**()** **&&** **(**s**[**pos**]** **==** '-' **||** s**[**pos**]** **==** '+'**))** **{**

**if** **(**s**[**pos**]** **==** '-'**)**

sign **=** **-**sign**;**

**++**pos**;**

**}**

**for** **(**int i **=** s**.**size**()** **-** 1**;** i **>=** pos**;** i **-=** base\_digits**)** **{**

int x **=** 0**;**

**for** **(**int j **=** max**(**pos**,** i **-** base\_digits **+** 1**);** j **<=** i**;** j**++)**

x **=** x **\*** 10 **+** s**[**j**]** **-** '0'**;**

a**.**push\_back**(**x**);**

**}**

trim**();**

**}**

friend istream**&** **operator>>(**istream **&**stream**,** bigint **&**v**)** **{**

string s**;**

stream **>>** s**;**

v**.**read**(**s**);**

**return** stream**;**

**}**

friend ostream**&** **operator<<(**ostream **&**stream**,** const bigint **&**v**)** **{**

**if** **(**v**.**sign **==** **-**1**)**

stream **<<** '-'**;**

stream **<<** **(**v**.**a**.**empty**()** **?** 0 **:** v**.**a**.**back**());**

**for** **(**int i **=** **(**int**)** v**.**a**.**size**()** **-** 2**;** i **>=** 0**;** **--**i**)**

stream **<<** setw**(**base\_digits**)** **<<** setfill**(**'0'**)** **<<** v**.**a**[**i**];**

**return** stream**;**

**}**

static vector**<**int**>** convert\_base**(**const vector**<**int**>** **&**a**,** int old\_digits**,** int new\_digits**)** **{**

vector**<**long long**>** p**(**max**(**old\_digits**,** new\_digits**)** **+** 1**);**

p**[**0**]** **=** 1**;**

**for** **(**int i **=** 1**;** i **<** **(**int**)** p**.**size**();** i**++)**

p**[**i**]** **=** p**[**i **-** 1**]** **\*** 10**;**

vector**<**int**>** res**;**

long long cur **=** 0**;**

int cur\_digits **=** 0**;**

**for** **(**int i **=** 0**;** i **<** **(**int**)** a**.**size**();** i**++)** **{**

cur **+=** a**[**i**]** **\*** p**[**cur\_digits**];**

cur\_digits **+=** old\_digits**;**

**while** **(**cur\_digits **>=** new\_digits**)** **{**

res**.**push\_back**(**int**(**cur **%** p**[**new\_digits**]));**

cur **/=** p**[**new\_digits**];**

cur\_digits **-=** new\_digits**;**

**}**

**}**

res**.**push\_back**((**int**)** cur**);**

**while** **(!**res**.**empty**()** **&&** **!**res**.**back**())**

res**.**pop\_back**();**

**return** res**;**

**}**

**typedef** vector**<**long long**>** vll**;**

static vll karatsubaMultiply**(**const vll **&**a**,** const vll **&**b**)** **{**

int n **=** a**.**size**();**

vll res**(**n **+** n**);**

**if** **(**n **<=** 32**)** **{**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)**

**for** **(**int j **=** 0**;** j **<** n**;** j**++)**

res**[**i **+** j**]** **+=** a**[**i**]** **\*** b**[**j**];**

**return** res**;**

**}**

int k **=** n **>>** 1**;**

vll a1**(**a**.**begin**(),** a**.**begin**()** **+** k**);**

vll a2**(**a**.**begin**()** **+** k**,** a**.**end**());**

vll b1**(**b**.**begin**(),** b**.**begin**()** **+** k**);**

vll b2**(**b**.**begin**()** **+** k**,** b**.**end**());**

vll a1b1 **=** karatsubaMultiply**(**a1**,** b1**);**

vll a2b2 **=** karatsubaMultiply**(**a2**,** b2**);**

**for** **(**int i **=** 0**;** i **<** k**;** i**++)**

a2**[**i**]** **+=** a1**[**i**];**

**for** **(**int i **=** 0**;** i **<** k**;** i**++)**

b2**[**i**]** **+=** b1**[**i**];**

vll r **=** karatsubaMultiply**(**a2**,** b2**);**

**for** **(**int i **=** 0**;** i **<** **(**int**)** a1b1**.**size**();** i**++)**

r**[**i**]** **-=** a1b1**[**i**];**

**for** **(**int i **=** 0**;** i **<** **(**int**)** a2b2**.**size**();** i**++)**

r**[**i**]** **-=** a2b2**[**i**];**

**for** **(**int i **=** 0**;** i **<** **(**int**)** r**.**size**();** i**++)**

res**[**i **+** k**]** **+=** r**[**i**];**

**for** **(**int i **=** 0**;** i **<** **(**int**)** a1b1**.**size**();** i**++)**

res**[**i**]** **+=** a1b1**[**i**];**

**for** **(**int i **=** 0**;** i **<** **(**int**)** a2b2**.**size**();** i**++)**

res**[**i **+** n**]** **+=** a2b2**[**i**];**

**return** res**;**

**}**

bigint **operator\*(**const bigint **&**v**)** const **{**

vector**<**int**>** a6 **=** convert\_base**(this->**a**,** base\_digits**,** 6**);**

vector**<**int**>** b6 **=** convert\_base**(**v**.**a**,** base\_digits**,** 6**);**

vll a**(**a6**.**begin**(),** a6**.**end**());**

vll b**(**b6**.**begin**(),** b6**.**end**());**

**while** **(**a**.**size**()** **<** b**.**size**())**

a**.**push\_back**(**0**);**

**while** **(**b**.**size**()** **<** a**.**size**())**

b**.**push\_back**(**0**);**

**while** **(**a**.**size**()** **&** **(**a**.**size**()** **-** 1**))**

a**.**push\_back**(**0**),** b**.**push\_back**(**0**);**

vll c **=** karatsubaMultiply**(**a**,** b**);**

bigint res**;**

res**.**sign **=** sign **\*** v**.**sign**;**

**for** **(**int i **=** 0**,** carry **=** 0**;** i **<** **(**int**)** c**.**size**();** i**++)** **{**

long long cur **=** c**[**i**]** **+** carry**;**

res**.**a**.**push\_back**((**int**)** **(**cur **%** 1000000**));**

carry **=** **(**int**)** **(**cur **/** 1000000**);**

**}**

res**.**a **=** convert\_base**(**res**.**a**,** 6**,** base\_digits**);**

res**.**trim**();**

**return** res**;**

**}**

**};**

int main**(**int argc**,**char **\*\***argv**)** **{**

bigint a**,**b**,**d**;**

cout **<<** "Input a & b:" **<<** endl**;**

cin **>>** a **>>** b**;**

cout **<<** "GCD:" **<<** endl **<<** gcd**(**a**,**b**)** **<<** endl**;**

cout **<<** "LCM:" **<<** endl **<<** lcm**(**a**,**b**)** **<<** endl**;**

**return** 0**;**

**}**

4. Результат

Результаты, полученные в ходе выполнения программы, отображены на рисунке 1.
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Рисунок 1 – Вывод программы

Вывод

В ходе лабораторной работы были изучены основные правила построения алгоритмов вычисления НОД чисел. Рассмотрен алгоритм Эвклида для нахождения НОД чисел. На его основе написана программа вычисления НОД и НОК двух натуральных не равных одновременно нулю числа.