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Memory and Pointers

This chapter covers

* Memory failures
* A practical look at memory management
* The Pointer type
* The OwnedPointer type
* The ArcPointer type
* The UnsafePointer type
* Structs with pointers
* Collections using pointers

The topics of memory management and pointers were skimmed over throughout the preceding chapters (for example § 1.2.1, § 3.2.6 and § 7.2). We talked about stack and heap memory, the address of a variable and pointers to variables, the ownership model and the lifetime of variables, how Mojo uses keywords like read, mut, owned and the transfer (^)operator to determine what can be done with the variable, the alignment of struct instances in memory, and finally about the \_\_init\_\_, \_\_copyinit\_\_, \_\_moveinit\_\_ and \_\_del\_\_ methods in the lifecycle of an object.

In this chapter, we’ll finally deal with the topic of memory and pointers in depth and provide you with some additional concepts. But above all, we’ll learn concrete methods to work with memory and pointers at a system level, showing that Mojo works indeed as a low-level system language. We’ll discuss the different kinds of pointers, going from safe to unsafe territory, and showing numerous examples of using pointers in code.

*Undefined* (or *unsafe*) behavior (abbreviated to UB) can only occur in rare situations where the outcome of the compiler cannot be predicted.

We’ll explore all kinds of pointers in this chapter. Only one of these, the UnsafePointer, is unsafe and can exhibit UB, but it is also the most performant to use.

The goals of getting the highest performance and ultimate code safety oppose each other when we work at system level. In particular, the *memory* module of the stdlib deals with such unsafe types and code. But unlike C/C++, Mojo emphasizes memory safety. We’ll point out the unsafe behavior and tell you how to deal with it.

Many collection types discussed in the previous chapter have an underlying pointer that points to the data the collection is holding in memory. We’ll see examples of their use.

To follow along, use Magic to create a project called memory\_and\_pointers and cd into it. All code examples used in this chapter can be found in the code repo at <https://github.com/Ivo-Balbaert/Mojo_in_Action/tree/main/9_Memory_and_Pointers>.

We’ll start with a discussion of how code can fail to adequately work with memory. Then, after arguing why pointers are important, we’ll continue with a discussion of UnsafePointer, because we’ve met it before in code and we need it in almost every example in this chapter. As the name suggests, it is also the pointer type we should be most careful with.

* 1. Memory failures

Stack memory is automatically managed. Mojo also performs automatic memory management for the heap, freeing up memory that is no longer needed as soon as possible. With a few exceptions, most notably the UnsafePointer, it does so for all stdlib data types. You are responsible for cleaning up data from the structs you defined, especially when they contain pointers. Be sure to define an appropriate destructor \_\_del\_\_.

Without getting you into panic mode, let’s discuss what can go wrong with memory and pointers.

* Locations or regions in memory that don’t have been initialized with values (yet) are called *uninitialized memory*. They mostly contain random data from previous memory usage. After a fresh memory allocation, that memory is uninitialized. To initialize it, value(s) must be stored in it. Accessing uninitialized memory is unsafe and can cause UB. Dereferencing a pointer that points to uninitialized memory is UB.

If memory is not freed consistently (for example because a specific \_\_del\_\_ destructor is not executed) it is wasted. If this happens a lot, memory gets exhausted: the program occupies more memory than it needs and eventually runs out of memory and crashes. This situation is called a *memory leak.* This is mostly due to pointers, when the memory space of their corresponding data is not freed.

* A pointer that doesn’t contain a memory address for attached data or that points to an invalid memory location is a *null pointer*, it is *nullable.* This is effectively an invalid pointer: dereferencing such a pointer most likely crashes the program it contains.
* Even after freeing a pointer’s memory, but the pointer itself is not (yet) destroyed, we have a *dangling pointer*: the address still points to its previous location, but the memory is no longer allocated to this pointer. Dereferencing a pointer in this state (a *use-after-free*) results in UB.
* Problems can also occur when a pointer is freed more than once (a *double free*). This can result in corrupted memory management data structures and lead to all kinds of other unexpected behavior, which could include arbitrary code execution and program crashes.
* The language needs to address problems of *concurrent mutation*. If the *data* our pointer points to can be changed by some other function or in another thread, it gets *corrupted*. Mojo ensures through its lifecycle model that data can *only be mutated by the variable that owns the data*.

S*afe pointers* are defined to never get you into trouble: they exhibit no memory errors. They can’t access uninitialized memory, and they can’t be a null pointer.

In your career, or even ordinary life, you surely have encountered many computer problems caused by one or more of these failures.

In some programming languages (mostly so-called higher-level languages) pointers even don’t exist. That automatically gives them a lot so safety. But, in these languages, you’re not able to write low-level system code and the goal of highest performance is beyond reach. Let’s briefly discuss why you would need pointers.

We’ll see examples of executing code in these unsafe states in § 9.3.

* 1. The need for pointers

To do low-level things and get the best performance, we need direct access to memory locations, just like in C and other low-level languages. Mojo gives you the power to do whatever you want with pointers.

Pointers offer the following advantages:

* *Memory Efficiency*: Pointers allow programs to use memory more efficiently. Instead of copying and storing entire data structures, a program can use pointers to reference these structures. This is particularly useful when dealing with large data structures.
* Dynamic Memory Allocation: Pointers enable dynamic memory allocation. This means that memory for variables can be allocated and deallocated during runtime, which provides flexibility and control over the memory usage of your program.
* *Data Structures and Algorithms*: Pointers are essential for creating complex data structures like trees and linked lists. They also enable efficient implementation of various algorithms.
* *Function Arguments*: Pointers can be used to pass arguments by reference to a function. This means that the function can modify the original data, not just a copy of it. In Mojo however, the default is that arguments are passed as borrowed, they are immutable references (see § 6.1.3).  Use the keyword owned when passing an argument, enabling you to transfer ownership of a pointer to another function.

Mojo has 4 types of pointers: Pointer, OwnedPointer, ArcPointer and UnsafePointer. These types are all *generic:* they can point to items of any type, be it on the stack or on the heap. Pointers are usually kept in the stack, pointing to the data in the heap. If needed, data can be copied from the heap to the stack, using the pointer to fetch it.

As you know by now, pointers don’t store a value directly, they only store the value’s address in memory (a reference). The pointer has to be dereferenced with the [] operator to get the value. The value pointed to by a pointer is called the *pointee*. This is used in the naming of the methods of UnsafePointer, like init\_pointee\_copy. As a reminder, the principle of a pointer is shown in Figure 9.1:

![A diagram of a graph](data:image/jpeg;base64,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)

Figure 9.1 – Pointer ptr contains the address 0x123 of variable var. var contains the value 100.

A pointer ptr pointing to the memory address associated with a variable var**,** ptr contains the memory address 0x123 of the variable var. The address of ptr itself is irrelevant, unless you have a case of a pointer pointing to a pointer. However, such complexity is not encouraged: more indirections in code decrease performance.

Some pointer types, like the UnsafePointer which we are about to discover, can allocate memory to store their pointees. Other pointers can only point to pre-existing values. Also Memory allocation must either be done *explicitly*, for example, for an UnsafePointer. Or it can be done *implicitly*: it is performed automatically when initializing a pointer with a value.

To those developers coming from Python: don't be afraid of pointers. When you use them with care, they will serve you well. Let’s get our feet wet!

* 1. Unsafe Pointers

Let’s kick in the door with the pointer type that is unsafe by definition and, when not treated carefully, can get you into most of the problems discussed in § 9.2.2: the UnsafePointer, which is similar to the raw pointer used in C/C++.

We worked with UnsafePointer before (in § 3.2.6) to get and compare the addresses of variables. It points to one or more consecutive memory locations which can be uninitialized.

Why can this pointer result in UB?

* It has methods for allocating memory, initializing, accessing, changing and destroying stored values (deallocating memory), giving you a lot of control, but they are all unsafe: the developer takes full responsibility, guaranteeing that memory gets allocated and deciding when it can be freed correctly and as soon as possible. In other words: Mojo doesn’t keep track of the lifetime the pointer points to, you have to do it!
* An UnsafePointer can be a nullable pointer, not pointing to any data. And if it points to data, these can be uninitialized.
* Did we mention that this pointer does no bounds checking? You have index access to locations that do not belong to your pointer’s data. So, you can get into all sorts of memory bugs that exist in C and C++.

That’s why you should only use this pointer when none of the other pointer types works for the job at hand. But you will probably use it in the following cases:

* When *performance* is crucial, for example when using array- or matrix-like structures such as List or Tensor. UnsafePointer can let you pre-allocate a big chunk of memory, and initialize it with values only when they are stored in the collections.
* When interacting with low-level interfaces to the operating system or hardware.
* When you interact with external libraries in other languages such as C++ or Python, passing data buffers to and from the external library.

Here is the start of its definition (we leave out with … details which are less important now):

**@register\_passable**(trivial)

struct UnsafePointer[type: **AnyType**,… ]

From it we see that an unsafe pointer is register passable (rather evident: an address is an unsigned integer), and the pointee can be of any type. UnsafePointer is *generic*, it can point to a String, a struct instance, a List, a Tensor, or all kinds of collections.

Because you have to carefully manage the lifetime of the data pointed to by your UnsafePointer, it is very important to understand its lifecycle (see unsafe\_pointers.mojo).

9.3.1 The states of an UnsafePointer

Let’s first see how you can set up an UnsafePointer ptr:

from memory import UnsafePointer  # A

def print\_address(ptr: UnsafePointer): #A2

    print(Int(ptr))

fn main() raises:

    var ptr: UnsafePointer[Int]  # B

    ptr = UnsafePointer[Int]()   # C

print\_address(ptr)  # => 0

    ptr = UnsafePointer[Int].**alloc**(7)  # D

#A Import UnsafePointer  from module memory

#A2 A function to print out the addres ptr points to

#B Declare ptr as an UnsafePointer to Int data

#C Making a null pointer: don’t do this!

#D Allocates memory for 7 Int’s

We will use our function print\_address from before to print out the address (which is an integer) the pointer contains. In the first line, ptr is only *declared*, it is not initialized, so no memory is allocated yet. Adding () calls a constructor: the pointer itself is allocated, but without data: this is a *null pointer*. You better not do this, unless there is a good reason to:
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Figure 9.2 – A null pointer ptr, its contents is 0, which is an invalid memory address for data

print\_address gives 0 (0x0) as memory address for the data. If you try to get a value out of this pointer with ptr[], the program crashes with a segmentation fault, which means the given memory address doesn’t exist:

var value = ptr[]

print(value) # => Mojo crashes: segmentation fault

We can check on the nullability of a pointer with an if – else test (see null\_pointer\_test.mojo):

from memory import UnsafePointer

fn main():

    var ptr: UnsafePointer[Int]

    ptr = UnsafePointer[Int]()  #A

    var n = 42

    var ptr1 = UnsafePointer[Int].address\_of(n) #B

**if ptr:**   #C

        print("ptr is not a null pointer", end= " - ")

        var value = ptr[]

        print("its value is:", value)

**else: #D**

        print("ptr is a null pointer")

    # => ptr is a null pointer

# A Create a null pointer

#B Create a pointer pointing to a value

#C The if-branch is executed when ptr is a valid pointer

#D The else-branch is executed when ptr is a null pointer

Testing a null pointer with if returns False, a valid pointer returns True. When changing if ptr: in the code above to if ptr1:, the output is:

ptr1 is not a null pointer, its value is: 42

Finally, using the alloc method which takes an integer argument, we allocate memory space on the heap for let’s say 7 integers of type Int, which are ptr’s data:

var ptr = UnsafePointer[Int].alloc(7) #A

#A Declaring the pointer and allocating memory for it
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Figure 9.3 – The pointer ptr has now memory allocated to it, the size is 7 \* 8 = 56 bytes, but it contains no data yet!

The pointer ptr now points to *uninitialized memory* space, like a variable that has been declared, but not yet initialized. Note that by using var here, we simultaneously declared *and* allocated memory for the pointer, an advisable way to avoid null pointers. Trying to dereference it with [] gives UB. In our case, it results in 0, but it could have been an unreliable random left-over number from a previous computation:

var value = ptr[]

print(value) # => 0

  print\_address(ptr2)  # => 90148140228608

We better initialize the memory then and make ptr point to valid data that already exists, like value. This can be done in three different ways, first we’ll use the *static method* address\_of(value) we used before, which makes the pointer’s address the same as the address of an existing value:

var value = 108

    ptr = UnsafePointer[Int].**address\_of(value)** #A

    print\_address(ptr)  # => 140727043935248

 print(ptr[])  # =>  108 #B

#A Pointer ptr points to an existing value

#B Get the pointer’s value (the pointee) with the [ ] operator

Note that for this method it is not necessary to allocate memory for the pointer beforehand, the value’s memory space is already allocated and becomes the pointer’s memory. That’s why it is especially useful for getting a pointer to a value on the stack, but it also can be used for heap values.

Schematically:
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Figure 9.4 – Pointer ptr gets the address of an existing value

Another way is to *copy* an existing value to the pointer’s allocated memory:

ptr**.init\_pointee\_copy(value)** #A

    print\_address(ptr2)  # => 90148140228608

print(ptr[])  # =>  108

#A Copy an existing value to ptr’s data location 90148140228608

Notice in the schema that value now exists on two memory locations:
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Figure 9.5 – init\_pointee\_copy copies the value to the pointer’s memory

The third way is to *move* an existing value to the pointer’s allocated memory:

ptr**.init\_pointee\_** **move(value^)** #A

    print\_address(ptr)  # => 90148140228608

print(ptr[])  # =>  108

#A Move an existing value to ptr’s data location 90148140228608

Notice in the schema that value now exists only in the pointer’s memory:
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Figure 9.6 – init\_pointee\_move moves the value into the pointer’s memory

Notice we get the warning: *transfer from a value of trivial register type 'Int' has no effect and can be removed*. Because Int is a trivial type, the move is optimized out by the compiler. But we illustrated how the move effectively works for memory types.

With all three methods the value the pointer points to given by ptr[] is 108.

We got the value of the pointer with ptr[], but we can also change it with the same notation: ptr[] = new\_value, we effectively mutate the pointee:

**ptr2[] =** 256 #A

    print(ptr2[])  # =>  256

#A Changing the value a pointer points to

Note that changing the value of a pointer like this is NOT the way to initialize a pointer. Doing so results in UB, as we can see in the following example:

    ptr\_str = UnsafePointer[String].alloc(1)

**ptr\_str[] = "Bad way to initialize!"   #A**

    print(ptr\_str[])  # => #B

    ptr\_str.init\_pointee\_move("Good way to initialize")

    ptr\_str[] += " and to change"   #C

    print(ptr\_str[])  # => Good way to initialize and to change

    print\_address(ptr\_str)  # => 21021715349504

#A Undefined behavior

#B Program crashes!

#C This works

After the initialization with a String, we see that ptr\_str[] += works. The pointer’s memory space dynamically expands without having to call alloc() again.

Now comes the crucial part: how to dispose of a pointer properly and completely. This needs two phases:

1. *Destroy or remove the value(s) of the pointee:*

This is the biggest part of memory that needs to be regained. Here you can also use several methods to call on the pointer. These methods call the *destructor* on the stored values in the pointee. For these to work, the pointer cannot be a null pointer, and the memory to be freed must contain a valid instance of the data type of the pointer.

The most efficient method to call on the pointer is destroy\_pointee:

 ptr.destroy\_pointee()

It calls the destructor for the pointee and leaves the freed memory space uninitialized.

Other methods are take\_pointee() and move\_pointee\_into(dst), which are somewhat less efficient because they execute a \_\_moveinit\_\_ operation.

If you call the first method like this: ptr.take\_pointee(), you get the message: *'Int' value is unused*. That is because take\_pointee() moves the pointee value from the location pointed to by the pointer (calling \_\_moveinit\_\_) and consuming the value (no copy is left). Afterwards, the pointer’s memory location is uninitialized. If you want to keep the value somewhere else, call it as: var i1 = ptr.take\_pointee()

The second method is called like this:

  var dst = UnsafePointer[Int].alloc(1)

    ptr.**move\_pointee\_into(dst)**

Here dst is an UnsafePointer that is NOT a null pointer and is of the same type as ptr.

1. *Free the memory:*

After destroying the memory allocated by the pointer in the first step, you need to free it. This is done by calling free() on the pointer:

ptr\_str.**free()**

    print\_address(ptr\_str)  # => 21021715349504

  print(ptr\_str[])  # =>   # => �@���to initialize���

Freeing a pointer more than once is UB and can crash the program. Note how the pointer still contains the address of the memory it pointed to. Trying to get the previous value by dereferencing results in UB (in this example you can still see part of the previous String intact).

Freeing a null pointer results in UB. If you’re not sure whether a pointer is a null pointer or not, test it before freeing it, like this: if ptr: ptr.free()

Smart pointers

Why do we need two steps to completely cleanup an UnsafePointer and its memory? The reason is that an UnsafePointer *doesn’t own its memory* (the pointee). The pointee needs to be separately destroyed, as is the case for all non-owning pointers.

On the other hand, *smart pointers* own their pointees, which means that the value they point to is deallocated when the pointer itself is destroyed. UnsafePointer is not a smart pointer, the OwnedPointer and ArcPointer types which we’ll discuss in a later section own their pointee and are smart pointers.

NOTE

Calling the free() method on the pointer ptr in our example crashes the program. The reason is that the integer that the pointee of ptr contains is stored on the stack by optimization. Freeing something on the **stack** yields UB, in our case aprogram crash, No alloc() was called to create the ptr’s memory. You can only free() memory that was created with alloc().

To summarize, a pointer goes through the following states:

STATE 1: "Birth"

Declaring the data type T: var ptr = UnsafePointer[T]

Attaching data to the pointer with: ptr = UnsafePointer[Int].address\_of(value)

OR

Declaring the data type T and allocating memory:

var ptr = UnsafePointer[Int].alloc(1)

Copying or moving date into the pointer’s memory with:

ptr.init\_pointee\_copy(value) or ptr.init\_pointee\_move(value^)

***STATE 2: "Life"***

Get the pointer’s value with ptr[], change it with ptr[]=, and do other computations with it.

***STATE 3: "Destruction and Death, in 2 steps"***

1. Destroy the value with ptr.destroy\_pointee(), or var i1 = ptr.take\_pointee() or ptr.move\_pointee\_into(dst)
2. Free the memory with: ptr.free()

WARNING

If you forget to implement STATE 3, Mojo doesn’t warn you!

**Aliasing pointers**

It could happen that code contains multiple copies of a pointer accessing the same memory, which are called *aliasing pointers*. In such a case, you need to ensure that you call free() on only one of the copies. Freeing the same memory twice is an error.

NOTE

If the notation ptr[] to get the pointee’s value reminds you of an index, you’re correct! ptr[] works the same way as ptr[0]. We can use an index to change any location of a ptr, for example: ptr[3] = 42. But be warned, there is no bounds checking.

Experiment 9\_1 – An UnsafePointer to a String

Use the same code as in the example to make the UnsafePointer point to a String. Implement the complete lifecycle!

9.3.2 Storing multiple values

You might have wondered about this line in the previous code example:

ptr = UnsafePointer[Int].alloc(**7**)

We allocated memory locations for 7 Int values, but we only used one. Let’s see how we can use them all. We’ll also use it to store Strings instead of Int, to make sure we allocate on the heap. (see unsafe\_pointers2.mojo):

fn main() raises:

    var ptr = UnsafePointer[String].alloc(7) #A

    print\_address(ptr)  # => 127187938189312 #B

    var value = "Mojo"

    ptr.init\_pointee\_copy(value)

    print\_address(ptr)  # => 127187938189312

    print(ptr[])  # => "Mojo"

    print(ptr[0])  # => "Mojo"

  ptr[1] = "Mojo1" #C

    print(ptr[1])  # => "Mojo1"

    ptr[6] = "Mojo6" #C

    print(ptr[6])  # => "Mojo6"

    ptr[100] = "Mojo6"  # no bounds checking

ptr.destroy\_pointee() #D

    ptr.free()

#A Allocate memory for 7 String values

#B The first String is pointed to by ptr: this is the base-address

#C Initialize a memory location by index

#D These destroy value and memory free statements are obligatory.

We can add to or subtract an integer from a pointer, as shown here:

    print(sizeof[String]()) # => 24

print\_address(ptr)      # => 127187938189312

print\_address(ptr + 1)  # => 127187938189336

    print\_address(ptr + 2)  # => 127187938189360

    print\_address(ptr + 5)  # => 127187938189432

    ptr += 3

    print(ptr[])  # => Mojo3

    ptr -= 1

    print(ptr[])  # => Mojo2

Subsequent addresses are each 42 (bytes) higher, exactly the size of a String. All the locations are adjacent to one another, in a contiguous block. The number of locations measured from the base-address ptr is called the *offset*, which is also a method on the pointer: ptr + 2 is the same as ptr.offset(2).

This makes it easier to initialize the memory and printing out the values in a for-loop:

for offset in range(7): #A

        (ptr + offset).init\_pointee\_copy(String("Mojo" + String(offset)))

    for offset in range(7): #B

        print(ptr[offset], end=", ")

    # => Mojo0, Mojo1, Mojo2, Mojo3, Mojo4, Mojo5, Mojo6,

    #A Set the values

#B Print out the values

?? Pointer comparisons:

    print("p1 is at a lower address than p2:", p1 < p2)

    print("p1 and p2 are equal:", p1 == p2)

    print("p1 and p2 are not equal:", p1 != p2)

9.3.3 Working with SIMD values

UnsafePointer has special methods load and store to read and write SIMD values (which comprises all numerical types) from and to a pointer, (see unsafe\_pointers\_simd.mojo):

from memory import UnsafePointer

fn main() raises:

    var ptr = UnsafePointer[Float64].alloc(5)   #A

    for offset in range(5):

**ptr.store(offset, 0.0) #B**

    ptr[2] = 3.14

    for offset in range(5):

        print(**ptr.load(offset)**, end=", ") #C

    # => 0.0, 0.0, 3.14, 0.0, 0.0,

    print()

    # Freeing memory

    ptr.destroy\_pointee()

    ptr.free()

#A Allocate memory for a pointer ptr to 5 Float64 values

#B Use store in a for-loop to initialize them with value 0.0

#C Use load to read them back in

store and load work with only one value at a time. store needs the offset from the base address of the pointer and the SIMD value to be written at location (ptr + offset). load reads in the SIMD value at the given offset location.

The gather method makes (' gathers ') a SIMD vector from offsets of the current pointer (see gather.mojo):

from memory import UnsafePointer

fn main():

    float\_ptr = UnsafePointer[Float64].alloc(6) #A

    for offset in range(6): #B

        (float\_ptr + offset).init\_pointee\_copy(Float64(offset))

    offsets = SIMD[DType.int32, 4](0, 2, 4, 5) #C

    gathered\_values = **float\_ptr.gather[width=4](offsets)** #D

    print(gathered\_values)  # => [0.0, 2.0, 4.0, 5.0]

    # Now gathered\_values contains [float\_ptr[0], float\_ptr[2], float\_ptr[4], , float\_ptr[5]]

#A Create a pointer to store 6 Float64 values

#B Initialize the values with the offsets as floats

#C Create a SIMD vector of offsets

#D Use gather to load values at those offsets into a SIMD vector

We want to gather values at offsets 0, 2, 4 and 5 of float\_ptr, so we create a SIMD vector offsets with these offsets. Calling the gather method on float\_ptr with the offsets vector as argument creates a new SIMD vector gathered\_values. The width parameter specifies the size of the SIMD vector.

The scatter method distributes ('scatters ') a SIMD vector into offsets of the current pointer (see scatter.mojo):

from memory import UnsafePointer

fn main():

    var ptr = UnsafePointer[SIMD[DType.int32, 1]].alloc(10) #A

    for i in range(10): #B

        (ptr + i).init\_pointee\_copy(SIMD[DType.int32, 1](0))

    var values = SIMD[DType.int32, 4](10, 20, 30, 40) #C

    var offsets = SIMD[DType.int32, 4](1, 3, 6, 9) #D

**ptr.scatter(offsets, values)** #E

    for i in range(10): #F

        print(ptr[i], end=", ")

    # => 0, 10, 0, 20, 0, 0, 30, 0, 0, 40,

    ptr.free() #G

    #A Allocate memory for 10 integers

    #B Initialize all values to 0

    #C Create a SIMD vector with values to scatter

#D Create a SIMD vector with offsets where to scatter the values

    #E Scatter the values to the specified offsets

    #F Print all values to see the result

#G Free the allocated memory

We want to scatter the SIMD vector values at offsets 1, 3, 6 and 9 of pointer ptr, so we create a SIMD vector offsets with these offsets. Calling the scatter method on ptr with the offsets and values vectors as argument place these values at positions 1, 3, 6, and 9 in the pointer offsets range.

Similarly, there are two strided-methods, who use a constant offset to do the same operation:

* The strided\_load method reads from the offset range of a pointer using an offset ('stride ') and loads these values into a resulting SIMD vector.
* The strided\_store method writes values from a SIMD vector to the offset range of a pointer using an offset ('stride ').

XYZ

9.3.4 Bitcasting

9.3.5 Using random numbers to fill in a pointer range

Rand and randn from random: see 12.5 Random numbers

See dtypepointer1.mojo

tWEETORIAL

Tensor: rand(image.unsafe\_ptr(), image.num\_elements())

(see tensor1\_old in coll)

* 1. Low-level memory operations and Span

We know that memory space is much more restricted on the stack than it is on the heap. But on the other hand, our code can work much faster with data on the stack, than with data on the heap. Can we use the stack directly from code?

9.4.1 Stack allocation

Mojo has a function called stack\_allocation, that allows you *to allocate data space on the stack* and use this benefit of getting much quicker access to it. It needs as parameters the number of items (count) you want to allocate memory for, and their type (dtype or type). It comes in two versions, one for DType values, and one for any type:

stack\_allocation[count: Int, **dtype: DType**, /, …] -> UnsafePointer[SIMD[dtype, 1, …]

stack\_allocation[count: Int, **type: AnyType**, /, …] -> UnsafePointer[type, …]

(The parameters we left out with … have to do with alignment and address space).

Both versions return an UnsafePointer to the data. An *address space* is the memory space a pointer points to.

Here is a working example (see stack\_allocation.mojo):

from memory import stack\_allocation #A

fn main():

    var scratchpad = stack\_allocation[50, DType.int64]() #B

    scratchpad.store(0, 42)   #C

    var value = scratchpad.load(0)  #D

    print(value)  # => 42

#A Import stack\_allocation from module memory

#B Allocate 50 integers of type Int64 on the stack

#C Set values with store: store value 42 at index 0

#D Get values with load: load value from index 0

The allocation reserves memory space, but doesn’t fill them with values. For this, you need to use the store method from scratchpad, which is an UnsafePointer that points to the data. Read the value in on the given index with the load method. The memory locations in the address space scratchpad points to can be reached with the index notation (ix), where ix is the index starting at 0 and runs to count – 1, in our example 49.

If you want a more structured approach with simpler code, you can use IntArray, which provides a low-level implementation of a dynamically-sized integer array with direct memory management. (see intarray.mojo):

from layout.int\_tuple import IntArray #A

fn main():

    var scratchpad = IntArray(50) #B

    scratchpad[0] = 42 #C

  for i in range(5):

        scratchpad[i] = 42 + 1 #D

    var value = scratchpad[4] #D

    print(value)  # => 46

#A Import IntArray from module layout.int\_tuple

#B Allocate 50 integers of type Int on the stack

#C Write value 42 at index 0

#D Write values with a for loop

#E Read value from index 4

Knowing your dunder methods, you immediately see that IntArray implements the \_\_getitem\_\_ and \_\_setitem\_\_ methods. This type is also the underlying storage mechanism for IntTuple (see § 8.7.3) and related data structures, optimized for high-performance tensor operations.

The StaticTuple type discussed in § 8.1 also uses stack allocation.

9.4.2 Memory operations

When two variables or objects have the same memory address, they are said to be identical, in other words: they have the *same identity*. This can be checked with the following methods.

The is and isnot method

MBE 11

memset:

memcpy:

memset\_zero: § 12 pointers1.mojo / pointers2.mojo /

parallel\_memcpy()

Examples from ch 2 – python\_utils.mojo – Mojo 🡨> numpy

Mojo has a special type called a Span, which is very useful for all kinds of memory operations.

9.4.3 The Span type

A Span is defined as a struct in module *memory.span*. It is like a *view* on successive memory locations (contiguous memory), which the Span object does *not own*. It is used in many (low-level) operations on collections, so you will encounter it sooner than later. The type of the Span’s items has to implement the CollectionElement trait. For example, we can make a Span[Byte], which is a stream of UTF-8 encoded data.

It can be constructed in three ways:

* By giving *a pointer* to a memory location, *and a length*, *spanning* a number of memory locations, see Figure 9.2
* From a List
* From an InlineArray

![A number and a pointer
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Figure 9.2 – A Span with length 6, containing the integers 1 to 6, and starting in the location pointed to by the UnsafePointer.

The following code shows how to make a Span (see span.mojo):

from memory import Span #A

fn main():

    base\_data = List[Byte](1, 2, 3, 4, 5, 6) #B

    span1 = Span(base\_data) #C

print(span1[2])  # => 3 #C2

    span2 = Span(base\_data)[3:5] #D

  print(**len**(span2))  # => 2

    for i in span2:

        print(i[], end=" - ")  # => 4 - 5 -

    print()

    lst = base\_data.copy() #E

    lst.extend(span2) #F

    for i in lst:

        print(i[], end=" - ")  # => 1 - 2 - 3 - 4 - 5 - 4 - 5 -

    print()

    var str = String()

    str.**write\_bytes**(span2) #G

    span4 = str**.as\_bytes() #H**

    for cp in str.codepoints():

        print(Int(cp), end=" - ")  # => 4 - 5 -

    print()

#A Import Span from module memory

#B Create a base list of bytes

#C Make a Span covering the entire base list

#C2 Read an item from the span by index

#D Create a span slice from the base list

#E Copy the base list

#F Extend the copied list with a Span

#G Write the bytes of Span span2 to String str

#H as\_bytes() makes a Span span4 with the bytes of String str

The Span slice span2 creates a view on locations 3 and 4, containing items 4 and 5. The length len() function gives us the number of memory locations the Span views. We can read an item from a span by index: span[ix], because Span implements the \_\_getitem\_\_ method. Based on this, it has a swap\_elements method to swap items by index. However, you can’t change the underlying data of a Span, it’s only a view (\_\_setitem\_\_ is not implemented).

A List can also be extended with a Span: lst gets extended with span2. The code also demonstrates the as\_bytes() and write\_bytes() methods of String: the first method makes a Span of Byte with the contents of the string, the second one writes the bytes of a Span into a string.

Some other examples of using Span include:

In § 7.3.3 you saw an example of the Writable trait, which uses the Writer trait in its write\_to method. The Writer trait on the other hand has a write\_bytes method, which writes a Span[Byte] to the current Writer:

write\_bytes(mut self: \_Self, **bytes: Span[SIMD[uint8, 1], origin]**)

In the example code in chapter 7, we used this code:

fn write\_to[W: Writer](self, mut writer: W) -> None:

writer.write("Person(", self.name, ", ", self.age, ")")

But we can also write it like this, using a Span, produced by the String.as\_bytes method:

    fn write\_to[W: Writer](self, mut writer: W) -> None:

        writer.write\_bytes(String(self).as\_bytes())

In § 8.3.4 when discussing the sort method, we saw that all versions of sort take a Span as argument:

sort[…, **type: CollectionElement**, … //, **cmp\_fn: fn(type, type) capturing -> Bool**, \*, stable: Bool = False](**span: Span[type, …])**

This means the sort method takes a view on the collection or collection-slice it is going to sort.

* 1. Using UnsafePointer in collections
* A String contains a pointer that requires special constructor and destructor behavior to allocate and free memory: unsafe\_ptr
* List pointer, see lst.data in § 8.3.1
* Dict: get\_ptr
* /NDBUffer/Tensor unsafe\_ptr
  + - Example of gray\_scale\_image RGB
    - Explanations of the Model code of chapter 2 !!

Linked list, Node ??

* The PythonObject type defines an [unsafe\_get\_as\_pointer()](https://docs.modular.com/mojo/stdlib/python/object/PythonObject" \l "unsafe_get_as_pointer) method to construct an UnsafePointer from a Python address.
* Using the UnsafePointer type

var arr = InlineArray[Int, 3](1, 2, 3)  
var ptr = arr.unsafe\_ptr()  
print(ptr[0]) *# Prints 1*

**Returns:**

An UnsafePointer to the underlying array storage. The pointer's mutability matches that of the array reference.

* Create with Unsafe\_ptr
* Sorting with pointers, see ch12.txt in removed
  1. The lifecycle of a struct containing an UnsafePointer

Lifecycle! Struct with Examples of init, del, copy, move; see dtypepointer2.mojo, struct matrix

@value

struct ResourceOwner(AnyType):

var ptr: UnsafePointer[Int]

fn \_\_init\_\_(out self, size: Int):

self.ptr = UnsafePointer[Int].alloc(size)

fn \_\_del\_\_(owned self):

# Clean up owned resources

self.ptr.free()

* 1. Using the Pointer type

safe , non-nullable

* 1. Using the OwnedPointer type

safe, no free

* 1. Using the ArcPointer type

9.11 Lifetime, origins and references

**Returning a reference**

A function can also return a mutable or immutable reference using a ref return value. For details, see [Lifetimes, origins, and references](https://docs.modular.com/mojo/manual/values/lifetimes).

* As\_ref

Table with pointer properties (like in Manual) ??

Summary

* UnsafePointer is a manually managed pointer type. Allocate memory for it with the static alloc(n) method, where n is the number of memory locations.
* Initialize its memory with ptr.init\_pointee\_copy(value) or ptr.init\_pointee\_move(value^).
* Alternatively, without using alloc(), create a pointer to an existing value with UnsafePointer[T].address\_of(value), where T is the type of value.
* To free the memory: do ptr.destroy\_pointee() and then ptr.free().
* When working with SIMD values and data is a pointer to them, read the values with data.load(offset) and write values with data.store(offset, value).