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# 1. EVCI Siting Tool

A python based mathematical framework to assess utilization capability of EVCI sites

## 1.1 Install

pip install evci\_tool

## 1.2 How to use

The model inputs are provided in the form of excel files (xlsx). The analyze\_sites() is the entry level function and completes the analysis for specified corridor

from evci\_tool.config import \*  
from evci\_tool.model import \*  
from evci\_tool.analysis import \*  
  
analyze\_sites ('chandigarh\_leh')

Initial Analysis  
\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
  
Number of sites: 48/48

100%|███████████████████████████████████████████████| 48/48 [00:04<00:00, 10.37it/s]

Total capex charges = INR Cr 8.99  
Total opex charges = INR Cr 42.25  
Total Margin = INR Cr nan

:::

# 2. EVCI config

**API**: The inputs are specified through 4 excel sheets for frieght corridor analysis. The python code reads these inputs parameters from the following excel sheets for analysis.

1. model.xlsx - This contains all the global parameters that are model specific. They remain valid for every corridor that needs analysis.
2. sites.xlsx - This contains a list of sites, with their latitude and longitude for analysis. This is an initial list of sites. This file needs to be created for each freight corridor
3. traffic.xlsx - This contains a typical traffic profile around the sites for each freight corridor.
4. grid.xlsx - This contains information about neighboring distribution transformers from where the chargers deployed at each site will draw power from.

from nbdev.showdoc import \*

# 3. Read input data

import os  
import numpy as np  
import pandas as pd  
  
  
def setup\_and\_read\_data(corridor:str, input\_path='input/', output\_path='output/'):  
 "This function sets up paths and reads input excel files for a specified corridor"  
  
 INPUT\_PATH = input\_path + corridor + '/'  
 OUTPUT\_PATH = output\_path + corridor + '/'  
  
 if not os.path.exists(OUTPUT\_PATH):  
 os.mkdir (output\_path + corridor)  
   
 model = pd.read\_excel(input\_path + "model.xlsx",sheet\_name=['charger\_specific','battery\_specific','others'])  
 sites = pd.read\_excel(INPUT\_PATH + "sites.xlsx",sheet\_name=['sites'])  
 traffic = pd.read\_excel(INPUT\_PATH + "traffic.xlsx",sheet\_name=['profile'])  
 grid = pd.read\_excel(INPUT\_PATH + "grid.xlsx",sheet\_name=['grid'])  
   
 return model, sites, traffic, grid, INPUT\_PATH, OUTPUT\_PATH

Arguments:

1. corridor: a string that identifies the corridor being analyzed (e.g. chandigarh\_leh)
2. input\_path: a string denoting base directory under which input files (xlsx and shape files) are available for analysis. Default is 'input/'
3. output\_path: a string denoting base directory under which output files will be stored. Default is 'output/'

Returns:

1. model: dataframe of model parameters (from model.xlsx)
2. sites: dataframe of sites (from sites.xlsx)
3. traffic: dataframe of traffic profile (from traffic.xlsx)
4. grid: dataframe of grid parameters (from grid.xlsx)
5. INPUT\_PATH: a string indicating the input\_path (e.g. input/chandigarh\_leh/)
6. OUTPUT\_PATH: a string indicating the output path (e.g. output/chandigarh\_leh/)

#example usage  
m,s,t,g,INPUT\_PATH,OUTPUT\_PATH = setup\_and\_read\_data('chandigarh\_leh')

# 4. Data availability check

Let’s check if the four excel sheets provided have the correctly named worksheets within them.

model\_sheets = ['charger\_specific', 'battery\_specific', 'others']  
sites\_sheets = ['sites']  
traffic\_sheets = ['profile']  
grid\_sheets = ['grid']  
  
def data\_availability\_check(m,s,t,g):   
 "This function checks if the excel files contain the mandatory worksheets."  
   
 retval = []  
   
 if list(m.keys()) != model\_sheets: retval.append('model')  
 if list(s.keys()) != sites\_sheets: retval.append('sites')  
 if list(t.keys()) != traffic\_sheets: retval.append('traffic')  
 if list(g.keys()) != grid\_sheets: retval.append('grid')  
   
 #assert data\_availability\_check(list(m.keys()),model\_sheets) == True, \  
 # f"model.xlsx must contain the sheets: {model\_sheets}"   
 #assert data\_availability\_check(list(s.keys()),['sites']) == True, \  
 # f"sites.xlsx must contain the sheet {sites\_sheets}"   
 #assert data\_availability\_check(list(t.keys()),['profile']) == True,   
 # f"traffic.xlsx must contain the sheet {traffic\_sheets}"   
 #assert data\_availability\_check(list(g.keys()),['grid']) == True, \  
 # f"grid.xlsx must contain the sheet {grid\_sheets}"  
   
 return retval

Arguments:

1. m: dataframe of model parameters (from model.xlsx)
2. s: dataframe of sites (from sites.xlsx)
3. t: dataframe of traffic profile (from traffic.xlsx)
4. g: dataframe of grid parameters (from grid.xlsx)

Returns:

A list of xlsx file names wiht missing mandatory sheets

data\_availability\_check(m,s,t,g)

[]

# 5. Data integrity check

Let’s now check if any of the mandatory columns in each of the worksheets are all empty!

def data\_integrity\_check(m,s,t,g, verbose=False):  
 "This function checks for integrity of excel data by checking missing values."  
 missing = []  
   
 for x in [m,s,t,g]:  
 tmpx = {}  
 for k in x.keys():  
 total = x[k].shape[0]  
 tmpx[k] = []  
 for c in x[k].columns:  
 if sum(pd.isna(x[k][c])) > 0:  
 if verbose: print(f"Column '{c}' of '{k}' has {sum(pd.isna(x[k][c]))}/{total} missing values")  
 tmpx[k].append(c)  
 missing.append(tmpx)  
   
 return missing

Arguments:

1. m: dataframe of model parameters (from model.xlsx)
2. s: dataframe of sites (from sites.xlsx)
3. t: dataframe of traffic profile (from traffic.xlsx)
4. g: dataframe of grid parameters (from grid.xlsx)

Returns:

A dictionary of missing columns with their corresponding xlsx filename and worksheet name.

data\_integrity\_check(m,s,t,g)

[{'charger\_specific': ['Range',  
 'User Input?',  
 'UoM',  
 '2W',  
 '3WS',  
 '4WS',  
 '4WF',  
 'Unnamed: 9',  
 '2W.1',  
 '3WS.1',  
 '4WS.1',  
 '4WF.1'],  
 'battery\_specific': ['Range', 'User Input?'],  
 'others': ['Range']},  
 {'sites': ['Address',  
 'Traffic congestion',  
 'Year for Site recommendation',  
 'Hoarding/Kiosk (1 is yes & 0 is no)',  
 'Hoarding margin',  
 'Kiosk margin',  
 'Available area',  
 'Upfront cost per sqm (land)',  
 'Yearly cost per sqm (land)',  
 'Upfront cost per sqm (kiosk)',  
 'Yearly cost per sqm (kiosk)',  
 'Upfront cost per sqm (hoarding)',  
 'Yearly cost per sqm (hoarding)',  
 'Battery swap available']},  
 {'profile': []},  
 {'grid': ['Longitude',  
 'Latitude',  
 'Tariff',  
 'Power Outage',  
 'Available load']}]

# verbose output  
data\_integrity\_check(m,s,t,g,verbose=True)

Column 'Range' of 'charger\_specific' has 6/17 missing values  
Column 'User Input?' of 'charger\_specific' has 7/17 missing values  
Column 'UoM' of 'charger\_specific' has 9/17 missing values  
Column '2W' of 'charger\_specific' has 9/17 missing values  
Column '3WS' of 'charger\_specific' has 9/17 missing values  
Column '4WS' of 'charger\_specific' has 9/17 missing values  
Column '4WF' of 'charger\_specific' has 9/17 missing values  
Column 'Unnamed: 9' of 'charger\_specific' has 17/17 missing values  
Column '2W.1' of 'charger\_specific' has 11/17 missing values  
Column '3WS.1' of 'charger\_specific' has 11/17 missing values  
Column '4WS.1' of 'charger\_specific' has 11/17 missing values  
Column '4WF.1' of 'charger\_specific' has 11/17 missing values  
Column 'Range' of 'battery\_specific' has 9/9 missing values  
Column 'User Input?' of 'battery\_specific' has 7/9 missing values  
Column 'Range' of 'others' has 8/8 missing values  
Column 'Address' of 'sites' has 48/48 missing values  
Column 'Traffic congestion' of 'sites' has 48/48 missing values  
Column 'Year for Site recommendation' of 'sites' has 48/48 missing values  
Column 'Hoarding/Kiosk (1 is yes & 0 is no)' of 'sites' has 48/48 missing values  
Column 'Hoarding margin' of 'sites' has 48/48 missing values  
Column 'Kiosk margin' of 'sites' has 48/48 missing values  
Column 'Available area' of 'sites' has 48/48 missing values  
Column 'Upfront cost per sqm (land)' of 'sites' has 48/48 missing values  
Column 'Yearly cost per sqm (land)' of 'sites' has 48/48 missing values  
Column 'Upfront cost per sqm (kiosk)' of 'sites' has 48/48 missing values  
Column 'Yearly cost per sqm (kiosk)' of 'sites' has 48/48 missing values  
Column 'Upfront cost per sqm (hoarding)' of 'sites' has 48/48 missing values  
Column 'Yearly cost per sqm (hoarding)' of 'sites' has 48/48 missing values  
Column 'Battery swap available' of 'sites' has 48/48 missing values  
Column 'Longitude' of 'grid' has 1/4 missing values  
Column 'Latitude' of 'grid' has 1/4 missing values  
Column 'Tariff' of 'grid' has 4/4 missing values  
Column 'Power Outage' of 'grid' has 4/4 missing values  
Column 'Available load' of 'grid' has 4/4 missing values

[{'charger\_specific': ['Range',  
 'User Input?',  
 'UoM',  
 '2W',  
 '3WS',  
 '4WS',  
 '4WF',  
 'Unnamed: 9',  
 '2W.1',  
 '3WS.1',  
 '4WS.1',  
 '4WF.1'],  
 'battery\_specific': ['Range', 'User Input?'],  
 'others': ['Range']},  
 {'sites': ['Address',  
 'Traffic congestion',  
 'Year for Site recommendation',  
 'Hoarding/Kiosk (1 is yes & 0 is no)',  
 'Hoarding margin',  
 'Kiosk margin',  
 'Available area',  
 'Upfront cost per sqm (land)',  
 'Yearly cost per sqm (land)',  
 'Upfront cost per sqm (kiosk)',  
 'Yearly cost per sqm (kiosk)',  
 'Upfront cost per sqm (hoarding)',  
 'Yearly cost per sqm (hoarding)',  
 'Battery swap available']},  
 {'profile': []},  
 {'grid': ['Longitude',  
 'Latitude',  
 'Tariff',  
 'Power Outage',  
 'Available load']}]

# 6. Read global variables from xlsx

def read\_globals(m,s,t,g):  
 "This function returns all global parameters read from the xlsx."  
   
 r = {}  
 df\_c = m['charger\_specific']  
 df\_b = m['battery\_specific']  
 df\_o = m['others']  
  
 r['M'] = df\_c[df\_c['Parameter']=='vehicle\_types']['Value'].iloc[0].split(',')  
 r['charger\_types'] = r['M'] # to be set from the UI  
 r['years\_of\_analysis'] = max(list(map(int,df\_o[df\_o['Parameter']=='Analysis duration']['Value'].iloc[0].split(','))))  
 r['C'] = df\_c[df\_c['Parameter']=='charger\_types']['Value'].iloc[0].split(',')  
 r['capex\_2W'] = int(df\_c[df\_c['Parameter']=='capex\_2W']['Value'].iloc[0])  
 r['capex\_3WS'] = int(df\_c[df\_c['Parameter']=='capex\_3WS']['Value'].iloc[0])  
 r['capex\_4WS'] = int(df\_c[df\_c['Parameter']=='capex\_4WS']['Value'].iloc[0])  
 r['capex\_4WF'] = int(df\_c[df\_c['Parameter']=='capex\_4WF']['Value'].iloc[0])  
 r['Kj'] = eval(df\_c[df\_c['Parameter']=='Kj']['Value'].iloc[0])  
 r['Dj'] = eval(df\_c[df\_c['Parameter']=='Dj']['Value'].iloc[0])  
 r['Hj'] = eval(df\_c[df\_c['Parameter']=='Hj']['Value'].iloc[0])  
 r['Qj'] = eval(df\_c[df\_c['Parameter']=='Qj']['Value'].iloc[0])  
 r['tj'] = eval(df\_c[df\_c['Parameter']=='tj']['Value'].iloc[0])  
 r['Mj'] = eval(df\_c[df\_c['Parameter']=='Mj']['Value'].iloc[0])  
 r['Gk'] = eval(df\_c[df\_c['Parameter']=='Gk']['Value'].iloc[0])  
 r['K'] = r['years\_of\_analysis']  
  
 r['N'] = 500  
 r['Ng'] = 0  
  
 r['timeslots'] = {k: 24/v for k, v in r['tj'].items()}  
 timeslots = r['timeslots']  
   
 r['Nc'] = s['sites'].shape[0]  
 Nc = r['Nc']  
  
 r['Gi'] = [0]\*Nc  
 r['di'] = [0]\*Nc  
 r['Wi'] = [0]\*Nc  
 r['Ri'] = [0]\*Nc  
 r['Ai'] = [50]\*Nc  
 r['Li'] = [1500]\*Nc  
 r['Bi'] = [0.25 \* 3.5 \* 24 \* 365]\*Nc # 25% of Rs 3.5/KWh per year  
  
 r['Eg'] = {k: [5.5] \* int(v) for k, v in timeslots.items()}  
 r['Er'] = {k: [0] \* int(v) for k, v in timeslots.items()}  
 r['Mg'] = {k: [5.5 \* 0.15] \* int(v) for k, v in timeslots.items()}  
 r['Mr'] = {k: [0] \* int(v) for k, v in timeslots.items()}  
 r['l'] = {k: [1] \* int(v) for k, v in timeslots.items()}  
  
 r['hoarding\_cost'] = 900000 #@param {type:"slider", min:500000, max:1000000, step:50000}  
 r['kiosk\_cost'] = 180000 #@param {type:"slider", min:100000, max:200000, step:20000}  
  
 r['CH'] = [r['hoarding\_cost']]\*Nc  
 r['CK'] = [r['kiosk\_cost']]\*Nc  
  
 r['MH'] = [s['sites'].loc[i]['Hoarding margin'] for i in range(Nc)]  
 r['MK'] = [0.15]\*Nc  
  
 #Traffic Model  
  
 r['year1\_conversion'] = float(df\_o[df\_o['Parameter']=='year1\_conversion']['Value'].iloc[0])  
 r['year2\_conversion'] = float(df\_o[df\_o['Parameter']=='year2\_conversion']['Value'].iloc[0])  
 r['year3\_conversion'] = float(df\_o[df\_o['Parameter']=='year3\_conversion']['Value'].iloc[0])  
  
 r['pj'] = {1: r['year1\_conversion'],   
 2: r['year2\_conversion'],   
 3: r['year3\_conversion']}  
  
 r['Pj'] = max(r['pj'].values())   
  
 # peak vehicles through crowded junctions in a day ~ 1.5L  
  
 peak\_traffic = [  
 4826, 4826, 5228, 5228, 5228, 5630, 6434, 6836, 6836,   
 6434, 6032, 6032, 6032, 6032, 6434, 6836, 7239, 8043,   
 8043, 8043, 6836, 6032, 5630, 5228   
 ]  
  
 # Average traffic approx 80% of peak  
 avg\_traffic = [i\*.8 for i in peak\_traffic]  
 # 2W and 4W assumed to be 60% and 20% respectively  
 avg\_traffic\_2W = [i\*.6 for i in avg\_traffic]  
 avg\_traffic\_3W = [i\*.4 for i in avg\_traffic]  
 avg\_traffic\_4W = [i\*.2 for i in avg\_traffic]  
 djworking\_hourly\_2W = [i/5 for i in avg\_traffic\_2W]  
 djworking\_hourly\_3WS = djworking\_hourly\_2W  
 djworking\_hourly = [i/5 for i in avg\_traffic\_4W]  
 djworking\_half\_hourly = [val for val in djworking\_hourly   
 for \_ in (0, 1)]  
 djworking\_one\_and\_half\_hourly = list(np.mean(np.array(djworking\_half\_hourly).reshape(-1, 3), axis=1))  
 r['djworking\_hourly\_2W'] = djworking\_hourly\_2W  
 r['djworking\_hourly\_3WS'] = djworking\_hourly\_2W  
 r['djworking\_hourly'] = djworking\_hourly  
 r['djworking\_half\_hourly'] = djworking\_half\_hourly  
 r['djworking\_one\_and\_half\_hourly'] = djworking\_one\_and\_half\_hourly  
   
 djworking = {}  
 djworking['2W'] = [np.round(i,0) for i in djworking\_hourly\_2W]  
 djworking['3WS'] = [np.round(i,0) for i in djworking\_hourly\_3WS]  
 djworking['4WF'] = [np.round(i,0) for i in djworking\_half\_hourly]  
 djworking['4WS'] = [np.round(i,0) for i in djworking\_one\_and\_half\_hourly]  
 r['djworking'] = djworking  
   
 holiday\_percentage = .3 #@param {type:"slider", min:0, max:1, step:0.1}  
 r['holiday\_percentage'] = holiday\_percentage  
   
 djholiday = {}  
 djholiday['2W'] = [np.round(i\*holiday\_percentage,0) for i in djworking\_hourly\_2W]  
 djholiday['3WS'] = [np.round(i\*holiday\_percentage,0) for i in djworking\_hourly\_3WS]  
 djholiday['4WF'] = [np.round(i\*holiday\_percentage,0) for i in djworking\_half\_hourly]  
 djholiday['4WS'] = [np.round(i\*holiday\_percentage,0) for i in djworking\_one\_and\_half\_hourly]  
 r['djholiday'] = djholiday  
  
 fast\_charging = float(df\_o[df\_o['Parameter']=='slow charger margin']['Value'].iloc[0])  
 slow\_charging = float(df\_o[df\_o['Parameter']=='fast charger margin']['Value'].iloc[0])  
 r['fast\_charging'] = fast\_charging  
 r['slow\_charging'] = slow\_charging  
  
 r['qjworking'] = {'4WS': [slow\_charging] \* int(timeslots['4WS']),   
 '4WF': [fast\_charging] \* int(timeslots['4WF']),   
 '3WS': [fast\_charging + slow\_charging] \* int(timeslots['3WS']),   
 '2W' : [fast\_charging + slow\_charging] \* int(timeslots['2W']), }  
 r['qjholiday'] = {'4WS': [slow\_charging] \* int(timeslots['4WS']),   
 '4WF': [fast\_charging] \* int(timeslots['4WF']),   
 '3WS': [fast\_charging + slow\_charging] \* int(timeslots['3WS']),   
 '2W' : [fast\_charging + slow\_charging] \* int(timeslots['2W']), }  
  
 r['Cij'] = {'2W': [4]\*Nc, '3WS':[1]\*Nc, '4WS': [1]\*Nc, '4WF':[1]\*Nc}  
   
 return r

r = read\_globals(m,s,t,g)  
r['Kj']

{'2W': 2500, '3WS': 112000, '4WS': 250000, '4WF': 1500000}

# 7. EVCI siting model

**API**: The mathematical formulation is defined here.

from nbdev.showdoc import \*

import numpy as np  
import pandas as pd  
import geopandas as gpd  
  
import shapely  
  
import os  
from tqdm import tqdm  
  
import matplotlib.pyplot as plt  
  
from scipy.cluster.vq import kmeans2, whiten  
from scipy.cluster.hierarchy import dendrogram, linkage  
from scipy.cluster.hierarchy import fcluster  
  
from evci\_tool.config import \*  
  
import warnings  
warnings.filterwarnings("ignore")

def score(r,s\_df\_distances,j,i,hj,k,backoff=True, backoff\_factor=1):  
 "This function computes the utilization score of each site."  
   
 distance\_from\_i = s\_df\_distances[s\_df\_distances > 0][i].sort\_values()/1e3  
 closer\_to\_i = distance\_from\_i[distance\_from\_i <= 5.0]  
 try:  
 congestion = float(s\_df.loc[i]['Traffic congestion'])  
 except:  
 congestion = 1.0  
  
 nw = r['qjworking'][j][hj] \* r['djworking'][j][hj] \* r['pj'][k] \* congestion  
 nh = r['qjholiday'][j][hj] \* r['djholiday'][j][hj] \* r['pj'][k] \* congestion  
  
 if backoff:  
 for el in closer\_to\_i:  
 nw \*= (1 - np.exp(-el\*backoff\_factor))  
 nh \*= (1 - np.exp(-el\*backoff\_factor))  
  
 tw = th = 0  
 if (r['Cij'][j][i] > 0): tw = nw \* (r['tj'][j]/r['Cij'][j][i])  
 if (r['Cij'][j][i] > 0): th = nh \* (r['tj'][j]/r['Cij'][j][i])  
  
 uw = uh = r['tj'][j]  
 if (tw <= r['tj'][j]): uw = tw   
 if (th <= r['tj'][j]): uh = th  
  
 vw = vh = 0  
 if (tw > r['tj'][j]): vw = (tw - r['tj'][j]) \* (r['Cij'][j][i]/r['tj'][j])  
 if (th > r['tj'][j]): vh = (th - r['tj'][j]) \* (r['Cij'][j][i]/r['tj'][j])  
  
 norm\_uw, norm\_uh = uw/r['tj'][j], uh/r['tj'][j]  
 norm\_vw = vw/nw  
 norm\_vh = vh/nh  
  
 return norm\_uw, norm\_uh, norm\_vw, norm\_vh

Arguments:

1. r: a dictionary of global parameters read from the xlsx files.
2. s\_df\_distances: a dataframe of Euclidean distances of each site from all others. (NxN matrix)
3. j: string indicating specific charger type
4. i: integer indicating a specific site
5. hj:
6. k: integer year (1, 2 or 3 of the policy)
7. backoff: a boolean indicating whether backoff should be incorporated
8. backoff\_factor: a float weighting factor for the backoff (mostly empirically selected)

Returns:

1. norm\_uw: float indicating normalized utilization on a typical working day
2. norm\_uh: float indicating normalized utilization on a typical holiday
3. norm\_vw: float indicating number of vehicles not utilizing charging on a working day
4. norm\_vh: float indicating number of vehicles not utilizing charging on a holiday

def capex(r,i):  
 "This function computes the capex requirements of each site"  
 retval = 0  
 for j in r['C']:  
 retval += r['Cij'][j][i]\*r['Kj'][j] + r['Wi'][i] \* r['di'][i] \* r['Cij'][j][i]  
 return retval

Arguments:

1. r: a dictionary of global parameters read from the xlsx files.
2. i: integer indicating a specific site

Returns:

integer. Capex value for a given site

def opex(r,s\_df\_distances,i):  
 "This function computes the opex for each site."  
 op\_e = 0  
 op\_l = 0  
  
 for k in r['Gk']:  
 for j in r['C']:  
 for h in range(int(r['timeslots'][j])):  
 sw, sh, \_, \_ = score (r,s\_df\_distances,j,i,h,k)  
 op\_e += 300 \* r['Cij'][j][i] \* sw \* r['tj'][j] \* r['Dj'][j] \* (r['l'][j][h] \* r['Eg'][j][h] + (1-r['l'][j][h]) \* r['Er'][j][h])  
 op\_e += 65 \* r['Cij'][j][i] \* sh \* r['tj'][j] \* r['Dj'][j] \* (r['l'][j][h] \* r['Eg'][j][h] + (1-r['l'][j][h]) \* r['Er'][j][h])  
 op\_l = r['Li'][i] \* r['Ai'][i] + r['CH'][i] + r['CK'][i]  
 return op\_e + op\_l

Arguments:

1. r: a dictionary of global parameters read from the xlsx files.
2. s\_df\_distances: a dataframe of Euclidean distances of each site from all others. (NxN matrix)
3. i: integer indicating a specific site

Returns:

integer opex value for a given site

def margin(r,s\_df\_distances,i):  
 "This function computes the margins per site."  
 margin\_e = 0  
 margin\_l = 0  
  
 for k in r['Gk']:  
 for j in r['C']:  
 for h in range(int(r['timeslots'][j])):  
 sw, sh, \_, \_ = score (r,s\_df\_distances,j,i,h,k)  
 margin\_e += 300 \* r['Cij'][j][i] \* sw \* r['tj'][j] \* r['Dj'][j] \* (r['l'][j][h] \* r['Mg'][j][h] + (1-r['l'][j][h]) \* r['Mr'][j][h])  
 margin\_e += 65 \* r['Cij'][j][i] \* sh \* r['tj'][j] \* r['Dj'][j] \* (r['l'][j][h] \* r['Mg'][j][h] + (1-r['l'][j][h]) \* r['Mr'][j][h])  
 margin\_l = r['Bi'][i] \* r['Ai'][i] + r['MH'][i] + r['MK'][i]  
 return margin\_e + margin\_l

Arguments:

1. r: a dictionary of global parameters read from the xlsx files.
2. s\_df\_distances: a dataframe of Euclidean distances of each site from all others. (NxN matrix)
3. i: integer indicating a specific site

Returns:

integer margin value of a site

def run\_analysis(m,s,t,g,s\_df,backoff\_factor=1):  
 "This function runs analysis for a given set of sites."  
  
 r = read\_globals(m,s,t,g)  
   
 u\_df = pd.DataFrame(columns=['utilization',   
 'unserviced',   
 'capex',   
 'opex',   
 'margin',   
 'max vehicles',   
 'estimated vehicles'  
 ])   
 s\_df\_crs = gpd.GeoDataFrame(s\_df, crs='EPSG:4326')  
 s\_df\_crs = s\_df\_crs.to\_crs('EPSG:5234')  
 s\_df\_distances = s\_df\_crs.geometry.apply(lambda g: s\_df\_crs.distance(g))   
   
 Nc = s\_df.shape[0]  
   
 for i in tqdm(range(Nc)):  
 max\_vehicles = 0  
 for j in r['C']:  
 max\_vehicles += r['timeslots'][j]\*r['Cij'][j][i]  
 op\_e = 0  
 op\_l = 0  
 margin\_e = 0  
 margin\_l = 0  
 year\_u\_avg = np.array([])  
 year\_v\_avg = np.array([])  
 for k in r['Gk']:  
 chargertype\_u\_avg = np.array([])  
 chargertype\_v\_avg = np.array([])  
 for j in r['C']:  
 uw\_day\_avg = np.array([])  
 uh\_day\_avg = np.array([])  
 vw\_day\_avg = np.array([])  
 vh\_day\_avg = np.array([])   
 for h in range(int(r['timeslots'][j])):  
 uw, uh, vw, vh = score (r,s\_df\_distances,j,i,h,k,backoff\_factor=backoff\_factor)  
 uw\_day\_avg = np.append(uw\_day\_avg, uw)  
 uh\_day\_avg = np.append(uh\_day\_avg, uh)  
 vw\_day\_avg = np.append(vw\_day\_avg, vw)  
 vh\_day\_avg = np.append(vh\_day\_avg, vh)   
 op\_e += 300 \* r['Cij'][j][i] \* uw \* r['tj'][j] \* r['Dj'][j] \* (r['l'][j][h] \* r['Eg'][j][h] + (1-r['l'][j][h]) \* r['Er'][j][h])  
 op\_e += 65 \* r['Cij'][j][i] \* uh \* r['tj'][j] \* r['Dj'][j] \* (r['l'][j][h] \* r['Eg'][j][h] + (1-r['l'][j][h]) \* r['Er'][j][h])   
 margin\_e += 300 \* r['Cij'][j][i] \* uw \* r['tj'][j] \* r['Dj'][j] \* (r['l'][j][h] \* r['Mg'][j][h] + (1-r['l'][j][h]) \* r['Mr'][j][h])  
 margin\_e += 65 \* r['Cij'][j][i] \* uh \* r['tj'][j] \* r['Dj'][j] \* (r['l'][j][h] \* r['Mg'][j][h] + (1-r['l'][j][h]) \* r['Mr'][j][h])   
 weighted\_u = (300.0\*uw\_day\_avg.mean() + 65.0\*uh\_day\_avg.mean()) / 365.0  
 weighted\_v = (300.0\*vw\_day\_avg.mean() + 65.0\*vh\_day\_avg.mean()) / 365.0  
 chargertype\_u\_avg = np.append(chargertype\_u\_avg, weighted\_u)  
 chargertype\_v\_avg = np.append(chargertype\_v\_avg, weighted\_v)  
 year\_u\_avg = np.append(year\_u\_avg, chargertype\_u\_avg.mean())  
 year\_v\_avg = np.append(year\_v\_avg, chargertype\_v\_avg.mean())  
 op\_l += r['Li'][i] \* r['Ai'][i] + r['CH'][i] + r['CK'][i]  
 margin\_l += r['Bi'][i] \* r['Ai'][i] + r['MH'][i] + r['MK'][i]  
 site\_capex = capex(r,i)  
 estimated\_vehicles = np.round(year\_u\_avg.mean()\*max\_vehicles,0)  
 u\_df.loc[i] = [ year\_u\_avg.mean(),   
 year\_v\_avg.mean(),  
 site\_capex,  
 op\_e + op\_l,  
 margin\_e + margin\_l,  
 max\_vehicles,  
 estimated\_vehicles  
 ]  
 return u\_df

Arguments:

m,s,t,g,s\_df,backoff\_factor=1

1. m: dataframe of model parameters (from model.xlsx)
2. s: dataframe of sites (from sites.xlsx)
3. t: dataframe of traffic profile (from traffic.xlsx)
4. g: dataframe of grid parameters (from grid.xlsx)
5. s\_df: pre-processed geopandas dataframe with each point stored as shapely point object
6. backoff\_factor: a float value of backoff to cater for neighborhood (empirical)

Returns:

A dataframe of utilization values for all sites.

# 8. EVCI maps

**API**: The API includes functions to read shapfiles and render them. The rendered outputs can be saved as images.

from nbdev.showdoc import \*

import geopandas as gpd  
import matplotlib.pyplot as plt  
import numpy as np  
import shapely  
import os  
  
import pandas as pd  
import tqdm  
  
from evci\_tool.config import \*  
  
import warnings  
warnings.filterwarnings("ignore")

def show\_map(corridor:str):  
 "This function reads corresponding shape file and plots the points"  
   
 m,s,t,g,INPUT\_PATH,OUTPUT\_PATH = setup\_and\_read\_data (corridor)  
  
 s\_df = gpd.read\_file(INPUT\_PATH + 'shape\_files/' + corridor + '.shp')  
  
 data = s['sites']  
 data['Latitude'] = pd.to\_numeric(data['Latitude'])  
 data['Longitude'] = pd.to\_numeric(data['Longitude'])  
 data['geometry'] = [shapely.geometry.Point(xy) for xy in zip(data['Longitude'],  
 data['Latitude'])]  
  
 #@title Create grid  
 # total area for the grid  
 xmin, ymin, xmax, ymax= s\_df.total\_bounds  
 print('Bounding box: ', xmin,xmax,ymin,ymax)  
 # how many cells across and down  
 n\_cells=30  
 cell\_size = (xmax-xmin)/n\_cells  
  
 crs = s\_df.crs  
  
 grid\_cells = []  
 for x0 in np.arange(xmin, xmax+cell\_size, cell\_size ):  
 for y0 in np.arange(ymin, ymax+cell\_size, cell\_size):  
 # bounds  
 x1 = x0-cell\_size  
 y1 = y0+cell\_size  
 grid\_cells.append( shapely.geometry.box(x0, y0, x1, y1) )  
 cell = gpd.GeoDataFrame(grid\_cells, columns=['geometry'], crs=crs)  
  
 grid\_s\_df = gpd.overlay(s\_df, cell, how='intersection')  
   
 data\_df = {}  
 data\_df = gpd.GeoDataFrame(data,geometry=data['geometry'])  
  
 #total area  
 s\_df['geometry'].to\_crs(6933).map(lambda p: p.area/ 1e6).loc[0]  
  
 # plot the grid and the shapefiles  
 base = grid\_s\_df.plot(color='none', edgecolor='grey', alpha=0.4, figsize=(12,8))  
 s\_df.plot(ax=base, color='none', edgecolor='black')  
   
 data\_df.plot(ax=base, markersize=100, legend=True)

Arguments:

corridor: a string describing the corridor to be analyzed

Returns:

None

show\_map("chandigarh\_leh")

Bounding box: 77.473473 77.6839609 34.0211074 34.174654
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# 9. EVCI analysis

**API**: The utilization scores for each site are computed here.

from nbdev.showdoc import \*

## 9.1 Import libraries

import numpy as np  
import pandas as pd  
import geopandas as gpd  
  
import shapely  
  
import os  
from tqdm import tqdm  
  
import matplotlib.pyplot as plt  
  
from scipy.cluster.vq import kmeans2, whiten  
from scipy.cluster.hierarchy import dendrogram, linkage  
from scipy.cluster.hierarchy import fcluster  
  
from evci\_tool.config import \*  
from evci\_tool.model import \*  
  
import warnings  
warnings.filterwarnings("ignore")

def run\_episode(m,s,t,g,s\_df,txt,OUTPUT\_PATH,corridor):  
 "This function runs a full episode of analysis on a set of sites."  
   
 print('\n' + txt.capitalize() + ' Analysis')  
 print('\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\n')  
 total = s\_df.shape[0]  
   
 #s\_df = s\_df[s\_df['year 1'] == 1]  
 #s\_df = s\_df.reset\_index(drop=True)  
   
 Nc = s\_df.shape[0]  
 print(f'Number of sites: {Nc}/{total}')  
  
 #@title Compute scores  
  
 backoff\_factor = 2 #@param {type:"slider", min:1, max:5, step:1}  
  
 u\_df = run\_analysis(m,s,t,g,s\_df,backoff\_factor=backoff\_factor)  
  
 print(f'Total capex charges = INR Cr {sum(u\_df.capex)/1e7:.2f}')  
 print(f'Total opex charges = INR Cr {sum(u\_df.opex)/1e7:.2f}')  
 print(f'Total Margin = INR Cr {sum(u\_df.margin)/1e7:.2f}')   
  
 #@title Prepare data  
 s\_u\_df = s\_df.copy()  
  
 s\_u\_df['utilization'] = u\_df.utilization  
 s\_u\_df['unserviced'] = u\_df.unserviced  
 s\_u\_df['capex'] = u\_df.capex  
 s\_u\_df['opex'] = u\_df.opex  
 s\_u\_df['margin'] = u\_df.margin  
 s\_u\_df['max vehicles'] = u\_df['max vehicles']  
 s\_u\_df['estimated vehicles'] = u\_df['estimated vehicles']  
  
 #@title Save initial analysis to Excel  
 output\_df = s\_u\_df.copy()  
 output\_df.drop('geometry', axis=1, inplace=True)  
   
 # Save output dataframe as both xlsx and json  
 output\_df.to\_excel(OUTPUT\_PATH + '/' + txt + '\_evci\_analysis.xlsx')  
 output\_df.to\_json(OUTPUT\_PATH + '/' + txt + '\_evci\_analysis.json', orient='columns')  
   
 return s\_u\_df

Arguments:

1. m: dataframe of model parameters (from model.xlsx)
2. s: dataframe of sites (from sites.xlsx)
3. t: dataframe of traffic profile (from traffic.xlsx)
4. g: dataframe of grid parameters (from grid.xlsx)
5. s\_df: pre-processed geopandas dataframe with each point stored as shapely point object
6. txt: a string that identifies the episode (e.g. initial, final, with\_cluster etc)
7. OUTPUT\_PATH: the directory path where the generated output files will be stored
8. corridor: a string that identifies the corridor being analyzed (e.g. chandigarh\_leh)

Returns:

A pandas dataframe: s\_u\_df is a dataframe with computed utilization values for each site.

def analyze\_sites(corridor:str, cluster:bool=False, use\_defaults=False):  
 "The function analyzes sites specified as part of a corridor."  
  
 #@title Read data from excel sheets  
 model,site,traffic,grid, INPUT\_PATH, OUTPUT\_PATH = setup\_and\_read\_data(corridor)  
   
 #check if mandatory worksheets in xlsx files are available  
 avail = data\_availability\_check(model,site,traffic,grid)  
 assert len(avail) == 0, f"{avail} sheets missing from the xlsx. Please try again."   
   
 #check if any missingness  
 missing = data\_integrity\_check(model,site,traffic,grid)  
 #assert len(missing) > 0, f"{missing} sheets contain missing data."   
  
 #if missing values found, defaults shall be assumed for debug purposes. This is not for production version  
 if use\_defaults and len(missing) > 0:  
 site['sites']['Traffic congestion'] = 1  
 site['sites']['Year for Site recommendation'] = 1  
 site['sites']['Hoarding/Kiosk (1 is yes & 0 is no)'] = 1  
 site['sites']['Hoarding margin'] = 270000   
   
 #@title Read required data sheets only  
 df = gpd.read\_file(INPUT\_PATH + '/shape\_files/' + corridor + '.shp')  
  
 data = site['sites']  
 data['Name'] = data['Name']  
 data['Latitude'] = pd.to\_numeric(data['Latitude'])  
 data['Longitude'] = pd.to\_numeric(data['Longitude'])  
 data['geometry'] = [shapely.geometry.Point(xy) for xy in   
 zip(data['Longitude'], data['Latitude'])]  
  
 data\_df = {}  
  
 data\_df = gpd.GeoDataFrame(data, geometry=data['geometry'])  
  
 s\_df = pd.DataFrame(columns=['Name',  
 'Latitude', 'Longitude',  
 'Traffic congestion',  
 'year 1',  
 'kiosk hoarding',  
 'hoarding margin',  
 'geometry'])  
  
 s\_df = s\_df.reset\_index(drop=True)  
  
 for i in range(data\_df.shape[0]):  
 s\_df.loc[i] = [  
 data\_df.loc[i].Name,   
 data\_df.loc[i].Latitude,   
 data\_df.loc[i].Longitude,   
 data\_df.loc[i]['Traffic congestion'],  
 data\_df.loc[i]['Year for Site recommendation'],  
 data\_df.loc[i]['Hoarding/Kiosk (1 is yes & 0 is no)'],  
 data\_df.loc[i]['Hoarding margin'],  
 data\_df.loc[i].geometry  
 ]   
  
 s\_u\_df = run\_episode(model,site,traffic,grid,s\_df,'initial',OUTPUT\_PATH, corridor)  
  
 #@title Threshold and cluster  
 if cluster:  
 #clustering\_candidates = s\_u\_df[(s\_u\_df.utilization <= 0.2) & (s\_u\_df['year 1'] == 1)]  
 clustering\_candidates = s\_u\_df[s\_u\_df.utilization <= 0.2]  
 print('candidates for clustering: ', clustering\_candidates.shape[0])  
 points = np.array((clustering\_candidates.apply(lambda x: list([x['Latitude'], x['Longitude']]),axis=1)).tolist())  
 Z = linkage (points, method='complete', metric='euclidean');  
 #plt.figure(figsize=(14,8))  
 #dendrogram(Z);  
 max\_d = 0.01  
 clusters = fcluster(Z, t=max\_d, criterion='distance')  
 clustered\_candidates = gpd.GeoDataFrame(clustering\_candidates)  
 #base = grid\_df.plot(color='none', alpha=0.2, edgecolor='black', figsize=(8,8))  
 #clustered\_candidates.plot(ax=base, column=clusters, legend=True)  
  
 #@title Build final list of sites  
 confirmed\_sites = s\_u\_df[s\_u\_df.utilization > 0.2]  
 print('confirmed sites with utilization > 20%: ', confirmed\_sites.shape[0])  
 if cluster:  
 val, ind = np.unique (clusters, return\_index=True)  
 clustered\_sites = clustered\_candidates.reset\_index(drop=True)  
 clustered\_sites = clustered\_sites.iloc[clustered\_sites.index.isin(ind)]  
 final\_list\_of\_sites = pd.concat([confirmed\_sites, clustered\_sites], axis=0)  
 else:  
 final\_list\_of\_sites = confirmed\_sites.copy()  
  
 if cluster:  
 print('final list: ', final\_list\_of\_sites.shape[0])  
 s\_df = final\_list\_of\_sites.copy()  
 s\_df = s\_df.reset\_index(drop=True)  
   
 s\_u\_df = run\_episode(model,site,traffic,grid,s\_df,'clustered',OUTPUT\_PATH, corridor)  
   
 return s\_u\_df

Arguments:

1. corridor: a string that identifies the corridor being analyzed (e.g. chandigarh\_leh)
2. cluster: a boolean flag that indicates whether clustering algorithm should be run. Default is False

Returns:

s\_u\_df: a dataframe containing the list of sites and their utilization numbers.

s\_u\_df = analyze\_sites('chandigarh\_leh', use\_defaults=True)

Initial Analysis  
\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
  
Number of sites: 48/48

100%|███████████████████████████████████████████████| 48/48 [00:04<00:00, 10.32it/s]

Total capex charges = INR Cr 8.99  
Total opex charges = INR Cr 42.25  
Total Margin = INR Cr 13.25  
confirmed sites with utilization > 20%: 41

s\_u\_df.hist(column='utilization');

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXoAAAEICAYAAABRSj9aAAAAOXRFWHRTb2Z0d2FyZQBNYXRwbG90bGliIHZlcnNpb24zLjUuMiwgaHR0cHM6Ly9tYXRwbG90bGliLm9yZy8qNh9FAAAACXBIWXMAAAsTAAALEwEAmpwYAAAVC0lEQVR4nO3df5RndX3f8ecroJYwiEbiKAtmkxPCKbKFhDloTm0zU4xFNNKknhRCLJtgNrE1TY/bpjTmqFWbQ5ODMT14glvZg+YHq2mLpQIajnVK7JHEXQMuKCri2uxidiPg6iA1rr77x9zNTMbvsN+fMzsfno9zvmfuj8/9fD7z3pnX3Llzv3dTVUiS2vVd6z0BSdJkGfSS1DiDXpIaZ9BLUuMMeklqnEEvSY0z6PWkkeTXkryrW96cpJKc2K3fnuTKCYx5X5LZcfcrDSLeR68WdeH6+1V1xir7NwNfAJ5SVUfGNOaNwP6q+vVx9CeNi2f0ktQ4g14bVnfp5QeXrd+Y5K1JTgZuB05PstC9Tk/ypiS/v0pf80le3S3fs+y4hW6c2W7fHyX5yySHk9yZ5Pnd9m3AFcCvdsf8z277viQv7pafluTtSR7qXm9P8rRu32yS/Um2JzmU5EtJfm5StdOTi0Gv5lTVY8BLgYeqaqp7PTTA8ecdPQ54HfAZ4BPd7tuBs4Bnd9v+oDtmR7f8m92xP9Gj69cDLwTOB84DLgSWX+Z5DnAqsAm4CnhHkmf2O29pNQa9tIokLwLeCryiqr4KUFU7q+prVfUN4E3AeUlO7bPLK4A3V9Whqvor4D8Ar1q2/5vd/m9W1W3AAnD2mD4dPYkZ9FIPSc4E3gdcWVWf7badkOSaJJ9P8lVgX9f8tD67PR344rL1L3bbjnp4xR+Gvw5MDTN/aTmDXhvZ14HvXrb+nGXLQ99OluQk4P3A26vq9mW7fga4FHgxi5dYNh89pM8xHwK+b9n687pt0kQZ9NrI7gZ+pjvTvhj4sWX7DgLPGuCyynI7gfur6jdXbD8F+AbwMIs/YH5jxf6DwA88Qb83Ab+e5HuTnAa8Aej5x2FpnAx6bWS/AvwE8BUWr3+//+iOqrqfxWB9MMlXkpzeq4NVXAb85Io7b/4B8B4WL7ccAD4F3LXiuBuAc7rx3s93eiuwG/gksJfFP+a+dYB5SUPxDVOS1DjP6CWpcQa9JDXOoJekxhn0ktS4E9d7Ar2cdtpptXnz5oGPe+yxxzj55JPHP6ENyFossRZLrMWS1mqxZ8+eL1fV9/bad1wG/ebNm9m9e/fAx83PzzM7Ozv+CW1A1mKJtVhiLZa0VoskX1xtn5duJKlxBr0kNc6gl6TGGfSS1DiDXpIaZ9BLUuMMeklqnEEvSY0z6CWpccflO2MlafPVt060/+1bjrB1lTH2XfOyiY691jyjl6TGGfSS1DiDXpIaZ9BLUuMMeklqnEEvSY0z6CWpcQa9JDXOoJekxhn0ktQ4g16SGmfQS1LjjvlQsyQ7gZcDh6rq3G7be4GzuybPAL5SVef3OHYf8DXgW8CRqpoZy6wlSX3r5+mVNwLXAe85uqGq/tnR5STXAoef4Pi5qvrysBOUJI3mmEFfVXcm2dxrX5IAPw38ozHPS5I0JqmqYzdaDPoPHL10s2z7PwTettolmSRfAB4FCnhnVe14gjG2AdsApqenL9i1a1e/n8PfWFhYYGpqauDjWmQtlliLJRupFnsPPNGFgtFNnwQHH++9b8umUyc69iTMzc3tWS2LR/2PRy4HbnqC/S+qqgNJng3ckeT+qrqzV8Puh8AOgJmZmZqdnR14MvPz8wxzXIusxRJrsWQj1WK1/xRkXLZvOcK1e3tH4L4rZic69lob+q6bJCcCPwW8d7U2VXWg+3gIuBm4cNjxJEnDGeX2yhcD91fV/l47k5yc5JSjy8BLgHtHGE+SNIRjBn2Sm4CPAWcn2Z/kqm7XZay4bJPk9CS3davTwEeT3AP8GXBrVX1wfFOXJPWjn7tuLl9l+9Ye2x4CLumWHwTOG3F+kqQR+c5YSWqcQS9JjTPoJalxBr0kNc6gl6TGGfSS1DiDXpIaZ9BLUuMMeklqnEEvSY0z6CWpcQa9JDXOoJekxhn0ktQ4g16SGmfQS1LjDHpJapxBL0mN6+f/jN2Z5FCSe5dte1OSA0nu7l6XrHLsxUk+k+SBJFePc+KSpP70c0Z/I3Bxj+2/XVXnd6/bVu5McgLwDuClwDnA5UnOGWWykqTBHTPoq+pO4JEh+r4QeKCqHqyqvwZ2AZcO0Y8kaQSpqmM3SjYDH6iqc7v1NwFbga8Cu4HtVfXoimNeCVxcVa/u1l8FvKCqXrvKGNuAbQDT09MX7Nq1a+BPZmFhgampqYGPa5G1WGItlmykWuw9cHii/U+fBAcfn+gQA9uy6dShj52bm9tTVTO99p04ZJ+/C7wFqO7jtcDPD9kXAFW1A9gBMDMzU7OzswP3MT8/zzDHtchaLLEWSzZSLbZefetE+9++5QjX7h02Aidj3xWzE+l3qLtuqupgVX2rqr4N/BcWL9OsdAA4c9n6Gd02SdIaGirokzx32epPAvf2aPZx4Kwk35/kqcBlwC3DjCdJGt4xf29JchMwC5yWZD/wRmA2yfksXrrZB/xi1/Z04F1VdUlVHUnyWuBDwAnAzqq6bxKfhCRpdccM+qq6vMfmG1Zp+xBwybL124DvuPVSkrR2fGesJDXOoJekxhn0ktQ4g16SGmfQS1LjDHpJapxBL0mNM+glqXEGvSQ1zqCXpMYZ9JLUOINekhpn0EtS4wx6SWqcQS9JjTPoJalxBr0kNc6gl6TGHTPok+xMcijJvcu2/VaS+5N8MsnNSZ6xyrH7kuxNcneS3WOctySpT/2c0d8IXLxi2x3AuVX194DPAv/+CY6fq6rzq2pmuClKkkZxzKCvqjuBR1Zs++OqOtKt3gWcMYG5SZLGYBzX6H8euH2VfQX8cZI9SbaNYSxJ0oBSVcdulGwGPlBV567Y/npgBvip6tFRkk1VdSDJs1m83PPL3W8IvcbYBmwDmJ6evmDXrl2Dfi4sLCwwNTU18HEtshZLrMWSjVSLvQcOT7T/6ZPg4OMTHWJgWzadOvSxc3Nze1a7RH7isJ0m2Qq8HLioV8gDVNWB7uOhJDcDFwI9g76qdgA7AGZmZmp2dnbgOc3PzzPMcS2yFkusxZKNVIutV9860f63bznCtXuHjsCJ2HfF7ET6HerSTZKLgV8FXlFVX1+lzclJTjm6DLwEuLdXW0nS5PRze+VNwMeAs5PsT3IVcB1wCnBHd+vk9V3b05Pc1h06DXw0yT3AnwG3VtUHJ/JZSJJWdczfW6rq8h6bb1il7UPAJd3yg8B5I81OkjQy3xkrSY0z6CWpcQa9JDXOoJekxhn0ktQ4g16SGmfQS1LjDHpJapxBL0mNM+glqXEGvSQ1zqCXpMYZ9JLUOINekhpn0EtS4wx6SWqcQS9JjTPoJalxBr0kNa6voE+yM8mhJPcu2/Y9Se5I8rnu4zNXOfbKrs3nklw5rolLkvrT7xn9jcDFK7ZdDXy4qs4CPtyt/y1Jvgd4I/AC4ELgjav9QJAkTUZfQV9VdwKPrNh8KfDubvndwD/pceg/Bu6oqkeq6lHgDr7zB4YkaYJOHOHY6ar6Urf8l8B0jzabgL9Ytr6/2/YdkmwDtgFMT08zPz8/8IQWFhaGOq5F1mKJtViykWqxfcuRifY/fdLkxxjUpP5tRgn6v1FVlaRG7GMHsANgZmamZmdnB+5jfn6eYY5rkbVYYi2WbKRabL361on2v33LEa7dO5YIHJt9V8xOpN9R7ro5mOS5AN3HQz3aHADOXLZ+RrdNkrRGRgn6W4Cjd9FcCfyPHm0+BLwkyTO7P8K+pNsmSVoj/d5eeRPwMeDsJPuTXAVcA/x4ks8BL+7WSTKT5F0AVfUI8Bbg493rzd02SdIa6esCVVVdvsqui3q03Q28etn6TmDnULOTJI3Md8ZKUuMMeklqnEEvSY0z6CWpcQa9JDXOoJekxhn0ktQ4g16SGmfQS1LjDHpJapxBL0mNM+glqXEGvSQ1zqCXpMYZ9JLUOINekhpn0EtS4wx6SWrc0EGf5Owkdy97fTXJv17RZjbJ4WVt3jDyjCVJA+nr/4ztpao+A5wPkOQE4ABwc4+mf1JVLx92HEnSaMZ16eYi4PNV9cUx9SdJGpNU1eidJDuBT1TVdSu2zwL/DdgPPAT8m6q6b5U+tgHbAKanpy/YtWvXwPNYWFhgampq4ONaZC2WWIslG6kWew8cnmj/0yfBwccnOsTAtmw6dehj5+bm9lTVTK99Iwd9kqeyGOLPr6qDK/Y9Hfh2VS0kuQT4nao661h9zszM1O7duweey/z8PLOzswMf1yJrscRaLNlItdh89a0T7X/7liNcu3foq9cTse+alw19bJJVg34cl25eyuLZ/MGVO6rqq1W10C3fBjwlyWljGFOS1KdxBP3lwE29diR5TpJ0yxd24z08hjElSX0a6feWJCcDPw784rJtvwRQVdcDrwRek+QI8DhwWY3jjwKSpL6NFPRV9RjwrBXbrl+2fB1w3crjJElrx3fGSlLjDHpJapxBL0mNM+glqXEGvSQ1zqCXpMYZ9JLUOINekhpn0EtS4wx6SWqcQS9JjTPoJalxBr0kNc6gl6TGGfSS1DiDXpIaZ9BLUuMMeklq3MhBn2Rfkr1J7k6yu8f+JPnPSR5I8skkPzLqmJKk/o30f8YuM1dVX15l30uBs7rXC4Df7T5KktbAWly6uRR4Ty26C3hGkueuwbiSJCBVNVoHyReAR4EC3llVO1bs/wBwTVV9tFv/MPDvqmr3inbbgG0A09PTF+zatWvguSwsLDA1NTXU59Eaa7HEWizZSLXYe+DwRPufPgkOPj7RIQa2ZdOpQx87Nze3p6pmeu0bx6WbF1XVgSTPBu5Icn9V3TloJ90PiB0AMzMzNTs7O/BE5ufnGea4FlmLJdZiyUaqxdarb51o/9u3HOHaveO6ej0e+66YnUi/I1+6qaoD3cdDwM3AhSuaHADOXLZ+RrdNkrQGRgr6JCcnOeXoMvAS4N4VzW4B/nl3980LgcNV9aVRxpUk9W/U31umgZuTHO3rD6vqg0l+CaCqrgduAy4BHgC+DvzciGNKkgYwUtBX1YPAeT22X79suYB/Oco4kqTh+c5YSWqcQS9JjTPoJalxBr0kNc6gl6TGHV9vCxuDzRN+N91q9l3zsnUZV5KOxTN6SWqcQS9JjTPoJalxBr0kNc6gl6TGGfSS1DiDXpIaZ9BLUuMMeklqnEEvSY1r7hEI62W9Hr0APn5Bk7WeX9saD8/oJalxQwd9kjOTfCTJp5Lcl+RXerSZTXI4yd3d6w2jTVeSNKhRLt0cAbZX1SeSnALsSXJHVX1qRbs/qaqXjzCOJGkEQ5/RV9WXquoT3fLXgE8Dm8Y1MUnSeIzlGn2SzcAPA3/aY/ePJrknye1Jnj+O8SRJ/UtVjdZBMgX8b+A/VtV/X7Hv6cC3q2ohySXA71TVWav0sw3YBjA9PX3Brl27Bp7LwsICXzj8rYGP2+i2bDr1O7YtLCwwNTW1DrM5/liLJcPUYu+BwxOazfqaPgkOPr7es/jben0v92tubm5PVc302jdS0Cd5CvAB4ENV9bY+2u8DZqrqy0/UbmZmpnbv3j3wfObn59n6wccGPm6j63V75fz8PLOzs2s/meOQtVgyTC1avb1y+5YjXLv3+LrDfJRbpZOsGvSj3HUT4Abg06uFfJLndO1IcmE33sPDjilJGtwoP87+PvAqYG+Su7ttvwY8D6CqrgdeCbwmyRHgceCyGvVakSRpIEMHfVV9FMgx2lwHXDfsGJKk0R1fF6ik49x6Xa/2MRcahY9AkKTGGfSS1DiDXpIaZ9BLUuMMeklqnEEvSY0z6CWpcQa9JDXOoJekxhn0ktQ4H4HQgF5vy9++5QhbG328LPhIAGkQntFLUuMMeklqnEEvSY0z6CWpcQa9JDXOoJekxhn0ktS4kYI+ycVJPpPkgSRX99j/tCTv7fb/aZLNo4wnSRrc0EGf5ATgHcBLgXOAy5Ocs6LZVcCjVfWDwG8D/2nY8SRJwxnljP5C4IGqerCq/hrYBVy6os2lwLu75f8KXJQkI4wpSRrQKI9A2AT8xbL1/cALVmtTVUeSHAaeBXx5ZWdJtgHbutWFJJ8ZYk6n9er7yehfNV6LDPa74YavxYCf7xPZ8LUYl+Pxe2TEf+fvW23HcfOsm6raAewYpY8ku6tqZkxT2tCsxRJrscRaLHky1WKUSzcHgDOXrZ/RbevZJsmJwKnAwyOMKUka0ChB/3HgrCTfn+SpwGXALSva3AJc2S2/EvhfVVUjjClJGtDQl266a+6vBT4EnADsrKr7krwZ2F1VtwA3AL+X5AHgERZ/GEzSSJd+GmMtlliLJdZiyZOmFvEEW5La5jtjJalxBr0kNW5DBr2PXljSRy1el+RTST6Z5MNJVr3XdqM7Vi2WtfunSSpJs7fW9VOLJD/dfW3cl+QP13qOa6WP75HnJflIkj/vvk8uWY95TlRVbagXi3/4/TzwA8BTgXuAc1a0+RfA9d3yZcB713ve61iLOeC7u+XXPJlr0bU7BbgTuAuYWe95r+PXxVnAnwPP7Nafvd7zXsda7ABe0y2fA+xb73mP+7URz+h99MKSY9aiqj5SVV/vVu9i8f0OLern6wLgLSw+c+n/reXk1lg/tfgF4B1V9ShAVR1a4zmulX5qUcDTu+VTgYfWcH5rYiMGfa9HL2xarU1VHQGOPnqhNf3UYrmrgNsnOqP1c8xaJPkR4MyqunUtJ7YO+vm6+CHgh5L8nyR3Jbl4zWa3tvqpxZuAn02yH7gN+OW1mdraOW4egaDJSvKzwAzwY+s9l/WQ5LuAtwFb13kqx4sTWbx8M8vib3l3JtlSVV9Zz0mtk8uBG6vq2iQ/yuJ7f86tqm+v98TGZSOe0fvohSX91IIkLwZeD7yiqr6xRnNba8eqxSnAucB8kn3AC4FbGv2DbD9fF/uBW6rqm1X1BeCzLAZ/a/qpxVXA+wCq6mPA32HxgWfN2IhB76MXlhyzFkl+GHgniyHf6nVYOEYtqupwVZ1WVZurajOLf694RVXtXp/pTlQ/3yPvZ/FsniSnsXgp58E1nONa6acW/xe4CCDJ32Ux6P9qTWc5YRsu6Ltr7kcfvfBp4H3VPXohySu6ZjcAz+oevfA6YNVb7TayPmvxW8AU8EdJ7k6y8ou8CX3W4kmhz1p8CHg4yaeAjwD/tqqa+623z1psB34hyT3ATcDW1k4MfQSCJDVuw53RS5IGY9BLUuMMeklqnEEvSY0z6CWpcQa9JDXOoJekxv1/VoWYgCifjFEAAAAASUVORK5CYII=)

s\_u\_df.hist(column='unserviced')

array([[<AxesSubplot:title={'center':'unserviced'}>]], dtype=object)
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