MACHINE LEARNING LABORATORY MANUAL

# Machine learning

Machine learning is a subset of [artificial intelligence](https://en.wikipedia.org/wiki/Artificial_intelligence) in the field of [computer](https://en.wikipedia.org/wiki/Computer_science) [science](https://en.wikipedia.org/wiki/Computer_science) that often uses statistical techniques to give [computers](https://en.wikipedia.org/wiki/Computer) the ability to "learn" (i.e., progressively improve performance on a specific task) with [data,](https://en.wikipedia.org/wiki/Data) without being explicitly programmed. In the past decade, machine learning has given us self-driving cars, practical speech recognition, effective web search, and a vastly improved understanding of the human genome.

# Machine learning tasks

Machine learning tasks are typically classified into two broad categories, depending on whether there is a learning "signal" or "feedback" available to a learning system:

[Supervised learning:](https://en.wikipedia.org/wiki/Supervised_learning) The computer is presented with example inputs and their desired outputs, given by a "teacher", and the goal is to learn a general rule that [maps](https://en.wikipedia.org/wiki/Map_(mathematics)) inputs to outputs. As special cases, the input signal can be only partially available, or restricted to special feedback:

[Semi-supervised learning:](https://en.wikipedia.org/wiki/Semi-supervised_learning) the computer is given only an incomplete training signal: a training set with some (often many) of the target outputs missing.

[Active learning](https://en.wikipedia.org/wiki/Active_learning_(machine_learning)): the computer can only obtain training labels for a limited set of instances (based on a budget), and also has to optimize its choice of objects to acquire labels for. When used interactively, these can be presented to the user for labeling.

[Reinforcement learning](https://en.wikipedia.org/wiki/Reinforcement_learning): training data (in form of rewards and punishments) is given only as feedback to the program's actions in a dynamic environment, such as [driving a vehicle](https://en.wikipedia.org/wiki/Autonomous_car) or playing a game against an opponent.

[Unsupervised learning](https://en.wikipedia.org/wiki/Unsupervised_learning): No labels are given to the learning algorithm, leaving it on its own to find structure in its input. Unsupervised learning can be a goal in itself (discovering hidden patterns in data) or a means towards an end ([feature learning](https://en.wikipedia.org/wiki/Feature_learning)).

|  |  |  |
| --- | --- | --- |
| Supervised learning | Un Supervised learning | Instance based learning |
| Find-s algorithm | EM algorithm | Locally weighted Regression algorithm |
| Candidate elimination algorithm | K means algorithm |
| Decision tree algorithm |
| Back propagation Algorithm |
| Naïve Bayes Algorithm |
| K nearest neighbour  algorithm(lazy learning algorithm) |

# Machine learning applications

In [classification,](https://en.wikipedia.org/wiki/Statistical_classification) inputs are divided into two or more classes, and the learner must produce a model that assigns unseen inputs to one or more ([multi-label classification](https://en.wikipedia.org/wiki/Multi-label_classification)) of these classes. This is typically tackled in a supervised manner. Spam filtering is an example of classification, where the inputs are email (or other) messages and the classes are "spam" and "not spam". In [regression,](https://en.wikipedia.org/wiki/Regression_analysis) also a supervised problem, the outputs are continuous rather than discrete.

In [clustering,](https://en.wikipedia.org/wiki/Cluster_analysis) a set of inputs is to be divided into groups. Unlike in classification, the groups are not known beforehand, making this typically an unsupervised task. [Density estimation](https://en.wikipedia.org/wiki/Density_estimation) finds the [distribution](https://en.wikipedia.org/wiki/Probability_distribution) of inputs in some space. [Dimensionality reduction](https://en.wikipedia.org/wiki/Dimensionality_reduction) simplifies inputs by mapping them into a lower- dimensional space. [Topic modeling](https://en.wikipedia.org/wiki/Topic_modeling) is a related problem, where a program is given a list of [human language](https://en.wikipedia.org/wiki/Natural_language) documents and is tasked with finding out which documents cover similar topics.

# Machine learning Approaches

Decision tree learning: Decision tree learning uses a [decision tree](https://en.wikipedia.org/wiki/Decision_tree) as a [predictive model,](https://en.wikipedia.org/wiki/Predictive_modelling) which maps observations about an item to conclusions about the item's target value. Association rule learning Association rule learning is a method for discovering interesting relations between variables in large databases.

# Artificial neural networks

An [artificial neural network](https://en.wikipedia.org/wiki/Artificial_neural_network) (ANN) learning algorithm, usually called "neural network" (NN), is a learning algorithm that is vaguely inspired by [biological neural](https://en.wikipedia.org/wiki/Biological_neural_networks) [networks.](https://en.wikipedia.org/wiki/Biological_neural_networks) Computations are structured in terms of an interconnected group of [artificial neurons,](https://en.wikipedia.org/wiki/Artificial_neuron) processing information using a [connectionist](https://en.wikipedia.org/wiki/Connectionism) approach to [computation.](https://en.wikipedia.org/wiki/Computation) Modern neural networks are [non-linear](https://en.wikipedia.org/wiki/Non-linear) [statistical](https://en.wikipedia.org/wiki/Non-linear) [data](https://en.wikipedia.org/wiki/Data_modeling) [modeling](https://en.wikipedia.org/wiki/Data_modeling) tools. They are usually used to model complex relationships between inputs and outputs, to [find patterns](https://en.wikipedia.org/wiki/Pattern_recognition) in data, or to capture the statistical structure in an unknown [joint](https://en.wikipedia.org/wiki/Joint_probability_distribution) [probability](https://en.wikipedia.org/wiki/Joint_probability_distribution) [distribution](https://en.wikipedia.org/wiki/Joint_probability_distribution) between observed variables.

# Deep learning

Falling hardware prices and the development of [GPUs](https://en.wikipedia.org/wiki/GPU) for personal use in the last few years have contributed to the development of the concept of [deep learning](https://en.wikipedia.org/wiki/Deep_learning) which consists of multiple hidden layers in an artificial neural network. This approach tries to model the way the human brain processes light and sound into vision and hearing. Some successful applications of deep learning are [computer vision](https://en.wikipedia.org/wiki/Computer_vision) and [speech](https://en.wikipedia.org/wiki/Speech_recognition) [recognition.](https://en.wikipedia.org/wiki/Speech_recognition)

# Inductive logic programming

Inductive logic programming (ILP) is an approach to rule learning using [logic](https://en.wikipedia.org/wiki/Logic_programming) [programming](https://en.wikipedia.org/wiki/Logic_programming) as a uniform representation for input examples, background knowledge, and hypotheses. Given an encoding of the known background knowledge and a set of examples represented as a logical database of facts, an ILP system will derive a hypothesized logic program that [entails](https://en.wikipedia.org/wiki/Entailment) all positive and no negative examples. [Inductive](https://en.wikipedia.org/wiki/Inductive_programming) [programming](https://en.wikipedia.org/wiki/Inductive_programming) is a related field that considers any kind of programming languages for representing hypotheses (and not only logic programming), such as

[functional](https://en.wikipedia.org/wiki/Functional_programming) [programs.](https://en.wikipedia.org/wiki/Functional_programming)

# Support vector machines

Support vector machines (SVMs) are a set of related [supervised learning](https://en.wikipedia.org/wiki/Supervised_learning) methods used for [classification](https://en.wikipedia.org/wiki/Statistical_classification) and [regression.](https://en.wikipedia.org/wiki/Regression_analysis) Given a set of training examples, each marked as belonging to one of two categories, an SVM training algorithm builds a model that predicts whether a new example falls into one category or the other.

# Clustering

Cluster analysis is the assignment of a set of observations into subsets (called clusters) so that observations within the same cluster are similar according to some pre designated criterion or criteria, while observations drawn from different clusters are dissimilar. Different clustering techniques make different assumptions on the structure of the data, often defined by some similarity metric and evaluated for example by internal compactness (similarity between members of the same cluster) and separation between different clusters. Other methods are based on estimated density and graph connectivity. Clustering is a method of [unsupervised](https://en.wikipedia.org/wiki/Unsupervised_learning) [learning,](https://en.wikipedia.org/wiki/Unsupervised_learning) and a common technique for [statistical](https://en.wikipedia.org/wiki/Statistics) [data analysis.](https://en.wikipedia.org/wiki/Statistics)

# Bayesian networks

A Bayesian network, belief network or directed acyclic graphical model is a [probabilistic](https://en.wikipedia.org/wiki/Graphical_model) [graphical](https://en.wikipedia.org/wiki/Graphical_model) [model](https://en.wikipedia.org/wiki/Graphical_model) that represents a set of [random variables](https://en.wikipedia.org/wiki/Random_variables) and their [conditional](https://en.wikipedia.org/wiki/Conditional_independence) [independencies](https://en.wikipedia.org/wiki/Conditional_independence) via a [directed](https://en.wikipedia.org/wiki/Directed_acyclic_graph) [acyclic graph](https://en.wikipedia.org/wiki/Directed_acyclic_graph) (DAG). For example, a Bayesian network could represent the probabilistic relationships between diseases and symptoms. Given symptoms, the network can be used to compute the probabilities of the presence of various diseases. Efficient algorithms exist that perform [inference](https://en.wikipedia.org/wiki/Inference) and learning.

# Reinforcement learning

Reinforcement learning is concerned with how an agent ought to take actions in an environment so as to maximize some notion of long-term reward. Reinforcement learning algorithms attempt to find a policy that maps states of the world to the actions the agent ought to take in those states. Reinforcement learning differs from the [supervised learning](https://en.wikipedia.org/wiki/Supervised_learning) problem in that correct input/output pairs are never presented, nor sub-optimal actions explicitly corrected.

# Similarity and metric learning

In this problem, the learning machine is given pairs of examples that are considered similar and pairs of less similar objects. It then needs to learn a similarity function (or a distance metric function) that can predict if new objects are similar. It is sometimes used in [Recommendation](https://en.wikipedia.org/wiki/Recommendation_systems) [systems.](https://en.wikipedia.org/wiki/Recommendation_systems)

# Genetic algorithms

A genetic algorithm (GA) is a [search](https://en.wikipedia.org/wiki/Search_algorithm) [heuristic](https://en.wikipedia.org/wiki/Search_algorithm) that mimics the process of [natural](https://en.wikipedia.org/wiki/Natural_selection) [selection,](https://en.wikipedia.org/wiki/Natural_selection) and uses methods such as [mutation](https://en.wikipedia.org/wiki/Mutation_(genetic_algorithm)) and [crossover](https://en.wikipedia.org/wiki/Crossover_(genetic_algorithm)) to generate new [genotype](https://en.wikipedia.org/wiki/Chromosome_(genetic_algorithm)) in the hope of finding good solutions to a given problem. In machine learning, genetic algorithms found some uses in the 1980s and 1990s. Conversely, machine learning techniques have been used to improve the performance of genetic and [evolutionary algorithms.](https://en.wikipedia.org/wiki/Evolutionary_algorithm)

# Rule-based machine learning

[Rule-based machine learning](https://en.wikipedia.org/wiki/Rule-based_machine_learning) is a general term for any machine learning method that identifies, learns, or evolves "rules" to store, manipulate or apply, knowledge. The defining characteristic of a rule-based machine learner is the identification and utilization of a set of relational rules that collectively represent the knowledge captured by the system. This is in contrast to other machine learners that commonly identify a singular model that can be universally applied to any instance in order to make a prediction. Rule-based machine learning approaches include [learning](https://en.wikipedia.org/wiki/Learning_classifier_system) [classifier](https://en.wikipedia.org/wiki/Learning_classifier_system) [systems,](https://en.wikipedia.org/wiki/Learning_classifier_system) [association rule learning,](https://en.wikipedia.org/wiki/Association_rule_learning) and [artificial immune systems.](https://en.wikipedia.org/wiki/Artificial_immune_system)

# Feature selection approach

[Feature selection](https://en.wikipedia.org/wiki/Feature_selection) is the process of selecting an optimal subset of relevant features for use in model construction. It is assumed the data contains some features that are either redundant or irrelevant, and can thus be removed to reduce calculation cost without incurring much loss of information. Common optimality criteria include accuracy, similarity and information measures.
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**CREDITS – 02**

**Course objectives:** This course will enable students to

1. Make use of Data sets in implementing the machine learning algorithms
2. Implement the machine learning concepts and algorithms in any suitable language of choice.

**Description (If any):**

1. The programs can be implemented in either JAVA or Python.
2. For Problems 1 to 6 and 10, programs are to be developed without using the built- in classes or APIs of Java/Python.
3. Data sets can be taken from standard repositories (https://archive.ics.uci.edu/ml/datasets.html) or constructedby the students.

**Lab Experiments:**

1. Implement and demonstratethe FIND-Salgorithm for finding the most specific hypothesis based on a given set of training data samples. Read the training data from a

*.CSV file.*

1. For a given set of training data examples stored in a .CSV file, implement and demonstrate the Candidate-Elimination algorithmto output a description of the set of all hypotheses consistent with the training examples.
2. Write a program to demonstrate the working of the decision tree based ID3 algorithm. Use an appropriate data set for building the decision tree and apply this knowledge toclassify a new sample.
3. Build an Artificial Neural Network by implementing the Backpropagationalgorithm

*and test the same using appropriate data sets.*

1. Write a program to implement the naïve Bayesian classifier for a sample training data set stored as a .CSV file. Compute the accuracy of the classifier, considering few test data sets.
2. Assuming a set of documents that need to be classified, use the naïve Bayesian Classifier model to perform this task. Built-in Java classes/API can be used to write the program. Calculate the accuracy, precision, and recall for your data set.
3. Write a program to construct a Bayesian network considering medical data. Use this model to demonstrate the diagnosis of heart patients using standard Heart Disease Data Set. You can use Java/Python ML library classes/API.
4. Apply EM algorithm to cluster a set of data stored in a .CSV file. Use the same data set for clustering using k-Means algorithm. Compare the results of these two algorithms and comment on the quality of clustering. You can add Java/Python ML library classes/API in the program.
5. Write a program to implement k-Nearest Neighbour algorithm to classify the iris data set. Print both correct and wrong predictions. Java/Python ML library classes can be used for this problem.
6. Implement the non-parametric Locally Weighted Regression algorithm in order to fit data points. Select appropriate data set for your experiment and draw graphs.

**Study Experiment / Project:**

**Course outcomes:** The students should be able to:

* 1. Understand the implementation procedures for the machine learning algorithms.
  2. Design Java/Python programs for various Learning algorithms.
  3. Applyappropriate data sets to the Machine Learning algorithms.
  4. Identify and apply Machine Learning algorithms to solve real worldproblems.

**Conduction of Practical Examination:**

* All laboratory experiments are to be included for practical examination. Students are allowed to pick one experiment from the lot.
* Strictly follow the instructions as printed on the cover page of answer script Marks distribution: Procedure + Conduction + Viva:20 + 50 +10 (80)
* Change of experiment is allowed only once and marks allotted to the procedure part to be made zero.

1. **Implement and demonstrate the FIND-S algorithm for finding the most specific hypothesis based on a given set of training data samples. Read the training data from a .CSV file.**

import csv

with open('tennis.csv', 'r') as f: reader = csv.reader(f) your\_list = list(reader)

h = [['0', '0', '0', '0', '0', '0']]

for i in your\_list: print(i)

if i[-1] == "True": j = 0

for x in i:

if x != "True":

if x != h[0][j] and h[0][j] == '0': h[0][j] = x

elif x != h[0][j] and h[0][j] != '0': h[0][j] = '?'

else:

pass j = j + 1

print("Most specific hypothesis is") print(h)

**Output**

**'Sunny', 'Warm', 'Normal', 'Strong', 'Warm', 'Same',True**

**'Sunny', 'Warm', 'High', 'Strong', 'Warm', 'Same',True**

**'Rainy', 'Cold', 'High', 'Strong', 'Warm', 'Change',False**

**'Sunny', 'Warm', 'High', 'Strong', 'Cool','Change',True**

Maximally Specific set

**[['Sunny', 'Warm', '?', 'Strong', '?', '?']]**

1. **For a given set of training data examples stored in a .CSV file, implement and demonstrate the Candidate-Elimination algorithm to output a description of the set of all hypotheses consistent with the training examples.**

class Holder:

factors={} #Initialize an empty dictionary

attributes = () #declaration of dictionaries parameters with an arbitrary length

'''

Constructor of class Holder holding two parameters, self refers to the instance of the class

'''

def init (self,attr): # self.attributes = attr for i in attr:

self.factors[i]=[]

def add\_values(self,factor,values): self.factors[factor]=values

class CandidateElimination:

Positive={} #Initialize positive empty dictionary Negative={} #Initialize negative empty dictionary

def init (self,data,fact): self.num\_factors = len(data[0][0]) self.factors = fact.factors

self.attr = fact.attributes self.dataset = data

def run\_algorithm(self): '''

Initialize the specific and general boundaries, and loop the dataset against the algorithm

'''

G = self.initializeG() S = self.initializeS()

'''

Programmatically populate list in the iterating variable trial\_set '''

count=0

for trial\_set in self.dataset:

if self.is\_positive(trial\_set): #if trial set/example consists of positive examples

G = self.remove\_inconsistent\_G(G,trial\_set[0]) #remove inconsitent data from the general boundary

S\_new = S[:] #initialize the dictionary with no key-value pair print (S\_new)

for s in S:

if not self.consistent(s,trial\_set[0]): S\_new.remove(s)

generalization = self.generalize\_inconsistent\_S(s,trial\_set[0]) generalization = self.get\_general(generalization,G)

if generalization: S\_new.append(generalization)

S = S\_new[:]

S = self.remove\_more\_general(S) print(S)

else:#if it is negative

S = self.remove\_inconsistent\_S(S,trial\_set[0]) #remove inconsitent data from the specific boundary

G\_new = G[:] #initialize the dictionary with no key-value pair (dataset can take any value)

print (G\_new) for g in G:

if self.consistent(g,trial\_set[0]): G\_new.remove(g)

specializations = self.specialize\_inconsistent\_G(g,trial\_set[0]) specializationss = self.get\_specific(specializations,S)

if specializations != []: G\_new += specializationss

G = G\_new[:]

G = self.remove\_more\_specific(G) print(G)

print (S) print (G)

def initializeS(self):

''' Initialize the specific boundary '''

S = tuple(['-' for factor in range(self.num\_factors)]) #6 constraints in the vector return [S]

def initializeG(self):

''' Initialize the general boundary '''

G = tuple(['?' for factor in range(self.num\_factors)]) # 6 constraints in the vector return [G]

def is\_positive(self,trial\_set):

''' Check if a given training trial\_set is positive ''' if trial\_set[1] == 'Y':

return True

elif trial\_set[1] == 'N': return False

else:

raise TypeError("invalid target value")

def match\_factor(self,value1,value2):

''' Check for the factors values match, necessary while checking the consistency of training trial\_set with the hypothesis '''

if value1 == '?' or value2 == '?': return True

elif value1 == value2 : return True

return False

def consistent(self,hypothesis,instance):

''' Check whether the instance is part of the hypothesis ''' for i,factor in enumerate(hypothesis):

if not self.match\_factor(factor,instance[i]): return False

return True

def remove\_inconsistent\_G(self,hypotheses,instance): ''' For a positive trial\_set, the hypotheses in G

inconsistent with it should be removed ''' G\_new = hypotheses[:]

for g in hypotheses:

if not self.consistent(g,instance): G\_new.remove(g)

return G\_new

def remove\_inconsistent\_S(self,hypotheses,instance): ''' For a negative trial\_set, the hypotheses in S

inconsistent with it should be removed ''' S\_new = hypotheses[:]

for s in hypotheses:

if self.consistent(s,instance): S\_new.remove(s)

return S\_new

def remove\_more\_general(self,hypotheses):

''' After generalizing S for a positive trial\_set, the hypothesis in S general than others in S should be removed '''

S\_new = hypotheses[:] for old in hypotheses:

for new in S\_new:

if old!=new and self.more\_general(new,old): S\_new.remove[new]

return S\_new

def remove\_more\_specific(self,hypotheses):

''' After specializing G for a negative trial\_set, the hypothesis in G specific than others in G should be removed '''

G\_new = hypotheses[:] for old in hypotheses: for new in G\_new:

if old!=new and self.more\_specific(new,old): G\_new.remove[new]

return G\_new

def generalize\_inconsistent\_S(self,hypothesis,instance):

''' When a inconsistent hypothesis for positive trial\_set is seen in the specific boundary S,

it should be generalized to be consistent with the trial\_set ... we will get one hypothesis'''

hypo = list(hypothesis) # convert tuple to list for mutability for i,factor in enumerate(hypo):

if factor == '-':

hypo[i] = instance[i]

elif not self.match\_factor(factor,instance[i]): hypo[i] = '?'

generalization = tuple(hypo) # convert list back to tuple for immutability return generalization

def specialize\_inconsistent\_G(self,hypothesis,instance):

''' When a inconsistent hypothesis for negative trial\_set is seen in the general boundary G

should be specialized to be consistent with the trial\_set.. we will get a set of hypotheses '''

specializations = []

hypo = list(hypothesis) # convert tuple to list for mutability for i,factor in enumerate(hypo):

if factor == '?':

values = self.factors[self.attr[i]] for j in values:

if instance[i] != j: hyp=hypo[:] hyp[i]=j

hyp=tuple(hyp) # convert list back to tuple for immutability specializations.append(hyp)

return specializations

def get\_general(self,generalization,G):

''' Checks if there is more general hypothesis in G

for a generalization of inconsistent hypothesis in S

in case of positive trial\_set and returns valid generalization '''

for g in G:

if self.more\_general(g,generalization): return generalization

return None

def get\_specific(self,specializations,S):

''' Checks if there is more specific hypothesis in S for each of hypothesis in specializations of an

inconsistent hypothesis in G in case of negative trial\_set and return the valid specializations'''

valid\_specializations = [] for hypo in specializations:

for s in S:

if self.more\_specific(s,hypo) or s==self.initializeS()[0]: valid\_specializations.append(hypo)

return valid\_specializations

def exists\_general(self,hypothesis,G):

'''Used to check if there exists a more general hypothesis in general boundary for version space'''

for g in G:

if self.more\_general(g,hypothesis): return True

return False

def exists\_specific(self,hypothesis,S):

'''Used to check if there exists a more specific hypothesis in general boundary for version space'''

for s in S:

if self.more\_specific(s,hypothesis): return True

return False

def more\_general(self,hyp1,hyp2):

''' Check whether hyp1 is more general than hyp2 ''' hyp = zip(hyp1,hyp2)

for i,j in hyp: if i == '?':

continue

elif j == '?':

if i != '?': return False

elif i != j: return False

else:

continue return True

def more\_specific(self,hyp1,hyp2): ''' hyp1 more specific than hyp2 is

equivalent to hyp2 being more general than hyp1 ''' return self.more\_general(hyp2,hyp1)

dataset=[(('sunny','warm','normal','strong','warm','same'),'Y'),(('sunny','warm','high','stron

g','warm','same'),'Y'),(('rainy','cold','high','strong','warm','change'),'N'),(('sunny','warm','hi gh','strong','cool','change'),'Y')]

attributes =('Sky','Temp','Humidity','Wind','Water','Forecast') f = Holder(attributes)

f.add\_values('Sky',('sunny','rainy','cloudy')) #sky can be sunny rainy or cloudy f.add\_values('Temp',('cold','warm')) #Temp can be sunny cold or warm f.add\_values('Humidity',('normal','high')) #Humidity can be normal or high f.add\_values('Wind',('weak','strong')) #wind can be weak or strong f.add\_values('Water',('warm','cold')) #water can be warm or cold f.add\_values('Forecast',('same','change')) #Forecast can be same or change

a = CandidateElimination(dataset,f) #pass the dataset to the algorithm class and call the run algoritm method

a.run\_algorithm()

**Output**

[('sunny', 'warm', 'normal', 'strong', 'warm', 'same')]

[('sunny', 'warm', 'normal', 'strong', 'warm','same')]

[('sunny', 'warm', '?', 'strong', 'warm', 'same')]

[('?', '?', '?', '?', '?', '?')]

[('sunny', '?', '?', '?', '?', '?'), ('?', 'warm', '?', '?', '?', '?'), ('?', '?', '?', '?', '?', 'same')]

[('sunny', 'warm', '?', 'strong', 'warm', 'same')]

[('sunny', 'warm', '?', 'strong', '?', '?')]

[('sunny', 'warm', '?', 'strong', '?', '?')]

[('sunny', '?', '?', '?', '?', '?'), ('?', 'warm', '?', '?', '?', '?')]

1. **Write a program to demonstrate the working of the decision tree based ID3 algorithm. Use an appropriate data set for building the decision tree and apply this knowledge to classify a new sample.**

import numpy as np import math

from data\_loader import read\_data

class Node:

def init (self, attribute): self.attribute = attribute self.children = [] self.answer = ""

def str (self): return self.attribute

def subtables(data, col, delete): dict = {}

items = np.unique(data[:, col])

count = np.zeros((items.shape[0], 1), dtype=np.int32) for x in range(items.shape[0]):

for y in range(data.shape[0]):

if data[y, col] == items[x]: count[x] += 1

for x in range(items.shape[0]):

dict[items[x]] = np.empty((int(count[x]), data.shape[1]), dtype="|S32")

pos = 0

for y in range(data.shape[0]): if data[y, col] == items[x]:

dict[items[x]][pos] = data[y] pos += 1

if delete:

dict[items[x]] = np.delete(dict[items[x]], col, 1) return items, dict

def entropy(S):

items = np.unique(S) if items.size == 1:

return 0

counts = np.zeros((items.shape[0], 1)) sums = 0

for x in range(items.shape[0]):

counts[x] = sum(S == items[x]) / (S.size \* 1.0)

for count in counts:

sums += -1 \* count \* math.log(count, 2) return sums

def gain\_ratio(data, col):

items, dict = subtables(data, col, delete=False)

total\_size = data.shape[0]

entropies = np.zeros((items.shape[0], 1)) intrinsic = np.zeros((items.shape[0], 1)) for x in range(items.shape[0]):

ratio = dict[items[x]].shape[0]/(total\_size \* 1.0) entropies[x] = ratio \* entropy(dict[items[x]][:, -1]) intrinsic[x] = ratio \* math.log(ratio, 2)

total\_entropy = entropy(data[:, -1]) iv = -1 \* sum(intrinsic)

for x in range(entropies.shape[0]): total\_entropy -= entropies[x]

return total\_entropy / iv

def create\_node(data, metadata):

if (np.unique(data[:, -1])).shape[0] == 1: node = Node("")

node.answer = np.unique(data[:, -1])[0] return node

gains = np.zeros((data.shape[1] - 1, 1)) for col in range(data.shape[1] - 1):

gains[col] = gain\_ratio(data, col) split = np.argmax(gains)

node = Node(metadata[split])

metadata = np.delete(metadata, split, 0)

items, dict = subtables(data, split, delete=True)

for x in range(items.shape[0]):

child = create\_node(dict[items[x]], metadata) node.children.append((items[x], child))

return node def empty(size):

s = ""

for x in range(size): s += " "

return s

def print\_tree(node, level): if node.answer != "":

print(empty(level), node.answer) return

print(empty(level), node.attribute) for value, n in node.children:

print(empty(level + 1), value) print\_tree(n, level + 2)

metadata, traindata = read\_data("tennis.csv") data = np.array(traindata)

node = create\_node(data, metadata) print\_tree(node, 0)

**Data\_loader.py**

import csv

def read\_data(filename):

with open(filename, 'r') as csvfile:

datareader = csv.reader(csvfile, delimiter=',') headers = next(datareader)

metadata = [] traindata = []

for name in headers: metadata.append(name)

for row in datareader: traindata.append(row)

return (metadata, traindata)

**Tennis.csv**

outlook,temperature,humidity,wind, answer sunny,hot,high,weak,no sunny,hot,high,strong,no overcast,hot,high,weak,yes rain,mild,high,weak,yes rain,cool,normal,weak,yes rain,cool,normal,strong,no overcast,cool,normal,strong,yes sunny,mild,high,weak,no sunny,cool,normal,weak,yes rain,mild,normal,weak,yes sunny,mild,normal,strong,yes overcast,mild,high,strong,yes overcast,hot,normal,weak,yes rain,mild,high,strong,no

**Output**

outlook

overcast b'yes'

rain

wind

b'strong' b'no' b'weak' b'yes'

sunny

humidity b'high' b'no'

b'normal' b'yes

1. **Build an Artificial Neural Network by implementing the Backpropagation algorithm and test the same using appropriate data sets.**

import numpy as np

X = np.array(([2, 9], [1, 5], [3, 6]), dtype=float)

y = np.array(([92], [86], [89]), dtype=float)

X = X/np.amax(X,axis=0) # maximum of X array longitudinally y = y/100

#Sigmoid Function def sigmoid (x):

return 1/(1 + np.exp(-x))

#Derivative of Sigmoid Function def derivatives\_sigmoid(x):

return x \* (1 - x)

#Variable initialization

epoch=7000 #Setting training iterations lr=0.1 #Setting learning rate

inputlayer\_neurons = 2 #number of features in data set hiddenlayer\_neurons = 3 #number of hidden layers neurons output\_neurons = 1 #number of neurons at output layer #weight and bias initialization

wh=np.random.uniform(size=(inputlayer\_neurons,hiddenlayer\_neurons)) bh=np.random.uniform(size=(1,hiddenlayer\_neurons)) wout=np.random.uniform(size=(hiddenlayer\_neurons,output\_neurons)) bout=np.random.uniform(size=(1,output\_neurons))

#draws a random range of numbers uniformly of dim x\*y for i in range(epoch):

#Forward Propogation hinp1=np.dot(X,wh) hinp=hinp1 + bh hlayer\_act = sigmoid(hinp)

outinp1=np.dot(hlayer\_act,wout) outinp= outinp1+ bout

output = sigmoid(outinp)

#Backpropagation EO = y-output

outgrad = derivatives\_sigmoid(output) d\_output = EO\* outgrad

EH = d\_output.dot(wout.T)

hiddengrad = derivatives\_sigmoid(hlayer\_act)#how much hidden layer wts contributed to error

d\_hiddenlayer = EH \* hiddengrad

wout += hlayer\_act.T.dot(d\_output) \*lr# dotproduct of nextlayererror and currentlayerop

# bout += np.sum(d\_output, axis=0,keepdims=True) \*lr wh += X.T.dot(d\_hiddenlayer) \*lr

#bh += np.sum(d\_hiddenlayer, axis=0,keepdims=True) \*lr print("Input: \n" + str(X))

print("Actual Output: \n" + str(y)) print("Predicted Output: \n" ,output)

**output**

Input:

[[ 0.66666667 1. ]

[ 0.33333333 0.55555556]

[ 1. 0.66666667]]

Actual Output: [[ 0.92]

[ 0.86]

[ 0.89]]

Predicted Output: [[ 0.89559591]

[ 0.88142069]

[ 0.8928407 ]]

1. **Write a program to implement the naïve Bayesian classifier for a sample training data set stored as a .CSV file. Compute the accuracy of the classifier, considering few test data sets.**

import csv import random import math

def loadCsv(filename):

lines = csv.reader(open(filename, "r")); dataset = list(lines)

for i in range(len(dataset)):

#converting strings into numbers for processing dataset[i] = [float(x) for x in dataset[i]]

return dataset

def splitDataset(dataset, splitRatio): #67% training size

trainSize = int(len(dataset) \* splitRatio); trainSet = []

copy = list(dataset);

while len(trainSet) < trainSize:

#generate indices for the dataset list randomly to pick ele for training data index = random.randrange(len(copy)); trainSet.append(copy.pop(index))

return [trainSet, copy]

def separateByClass(dataset):

separated = {}

#creates a dictionary of classes 1 and 0 where the values are the instacnes belonging to each class

for i in range(len(dataset)): vector = dataset[i]

if (vector[-1] not in separated): separated[vector[-1]] = []

separated[vector[-1]].append(vector) return separated

def mean(numbers):

return sum(numbers)/float(len(numbers))

def stdev(numbers):

avg = mean(numbers)

variance = sum([pow(x-avg,2) for x in numbers])/float(len(numbers)-1) return math.sqrt(variance)

def summarize(dataset):

summaries = [(mean(attribute), stdev(attribute)) for attribute in zip(\*dataset)]; del summaries[-1]

return summaries

def summarizeByClass(dataset):

separated = separateByClass(dataset); summaries = {}

for classValue, instances in separated.items():

#summaries is a dic of tuples(mean,std) for each class value summaries[classValue] = summarize(instances)

return summaries

def calculateProbability(x, mean, stdev):

exponent = math.exp(-(math.pow(x-mean,2)/(2\*math.pow(stdev,2)))) return (1 / (math.sqrt(2\*math.pi) \* stdev)) \* exponent

def calculateClassProbabilities(summaries, inputVector):

probabilities = {}

for classValue, classSummaries in summaries.items():#class and attribute information as mean and sd

probabilities[classValue] = 1

for i in range(len(classSummaries)):

mean, stdev = classSummaries[i] #take mean and sd of every attribute for class 0 and 1 seperaely

x = inputVector[i] #testvector's first attribute probabilities[classValue] \*= calculateProbability(x, mean, stdev);#use

normal dist

return probabilities

def predict(summaries, inputVector):

probabilities = calculateClassProbabilities(summaries, inputVector) bestLabel, bestProb = None, -1

for classValue, probability in probabilities.items():#assigns that class which has he

highest prob

if bestLabel is None or probability > bestProb: bestProb = probability

bestLabel = classValue return bestLabel

def getPredictions(summaries, testSet): predictions = []

for i in range(len(testSet)):

result = predict(summaries, testSet[i]) predictions.append(result)

return predictions

def getAccuracy(testSet, predictions):

correct = 0

for i in range(len(testSet)):

if testSet[i][-1] == predictions[i]: correct += 1

return (correct/float(len(testSet))) \* 100.0

def main():

filename = '5data.csv' splitRatio = 0.67

dataset = loadCsv(filename);

trainingSet, testSet = splitDataset(dataset, splitRatio)

print('Split {0} rows into train={1} and test={2} rows'.format(len(dataset), len(trainingSet), len(testSet)))

# prepare model

summaries = summarizeByClass(trainingSet); # test model

predictions = getPredictions(summaries, testSet) accuracy = getAccuracy(testSet, predictions)

print('Accuracy of the classifier is : {0}%'.format(accuracy)) main()

**Output**

confusion matrix is as follows [[17 0 0]

[ 0 17 0]

[ 0 0 11]]

Accuracy metrics

precision recall f1-score support

|  |  |
| --- | --- |
| 0 1.00 1.00 1.00 | 17 |
| 1 1.00 1.00 1.00 | 17 |
| 2 1.00 1.00 1.00 | 11 |

avg / total

1.00

1.00

1.00 45

1. **Assuming a set of documents that need to be classified, use the naïve Bayesian Classifier model to perform this task. Built-in Java classes/API can be used to write the program. Calculate the accuracy, precision, and recall for your data set.**

import pandas as pd msg=pd.read\_csv('naivetext1.csv',names=['message','label']) print('The dimensions of the dataset',msg.shape) msg['labelnum']=msg.label.map({'pos':1,'neg':0})

X=msg.message y=msg.labelnum print(X)

print(y)

#splitting the dataset into train and test data

from sklearn.model\_selection import train\_test\_split xtrain,xtest,ytrain,ytest=train\_test\_split(X,y) print(xtest.shape)

print(xtrain.shape) print(ytest.shape) print(ytrain.shape)

#output of count vectoriser is a sparse matrix

from sklearn.feature\_extraction.text import CountVectorizer count\_vect = CountVectorizer()

xtrain\_dtm = count\_vect.fit\_transform(xtrain) xtest\_dtm=count\_vect.transform(xtest) print(count\_vect.get\_feature\_names())

df=pd.DataFrame(xtrain\_dtm.toarray(),columns=count\_vect.get\_feature\_names()) print(df)#tabular representation

print(xtrain\_dtm) #sparse matrix representation

# Training Naive Bayes (NB) classifier on training data. from sklearn.naive\_bayes import MultinomialNB

clf = MultinomialNB().fit(xtrain\_dtm,ytrain) predicted = clf.predict(xtest\_dtm)

#printing accuracy metrics from sklearn import metrics print('Accuracy metrics')

print('Accuracy of the classifer is',metrics.accuracy\_score(ytest,predicted)) print('Confusion matrix')

print(metrics.confusion\_matrix(ytest,predicted)) print('Recall and Precison ') print(metrics.recall\_score(ytest,predicted)) print(metrics.precision\_score(ytest,predicted))

'''docs\_new = ['I like this place', 'My boss is not my saviour']

X\_new\_counts = count\_vect.transform(docs\_new) predictednew = clf.predict(X\_new\_counts)

for doc, category in zip(docs\_new, predictednew):

print('%s->%s' % (doc, msg.labelnum[category]))'''

I love this sandwich,pos This is an amazing place,pos

I feel very good about these beers,pos This is my best work,pos

What an awesome view,pos

I do not like this restaurant,neg I am tired of this stuff,neg

I can't deal with this,neg He is my sworn enemy,neg My boss is horrible,neg

This is an awesome place,pos

I do not like the taste of this juice,neg I love to dance,pos

I am sick and tired of this place,neg What a great holiday,pos

That is a bad locality to stay,neg

We will have good fun tomorrow,pos I went to my enemy's house today,neg

**OUTPUT**

['about', 'am', 'amazing', 'an', 'and', 'awesome', 'beers', 'best', 'boss', 'can', 'deal',

'do', 'enemy', 'feel', 'fun', 'good', 'have', 'horrible', 'house', 'is', 'like', 'love', 'my',

'not', 'of', 'place', 'restaurant', 'sandwich', 'sick', 'stuff', 'these', 'this', 'tired', 'to',

'today', 'tomorrow', 'very', 'view', 'we', 'went', 'what', 'will', 'with', 'work'] about am amazing an and awesome beers best boss can ... today \

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 0 0 0 0 0 1 | | 0 0 0 ... 0 |
| 1 | 0 0 0 0 0 0 0 | | 1 0 0 ... 0 |
| 2 | 0 0 1 1 0 0 | | 0 0 0 0 ... 0 |
| 3 | 0 0 0 0 0 0 0 | | 0 0 0 ... 1 |
| 4 | 0 0 0 0 0 0 0 | | 0 0 0 ... 0 |
| 5 | 0 1 0 0 1 | | 0 0 0 0 0 ... 0 |
| 6 | 0 0 0 0 0 0 0 | | 0 0 1 ... 0 |
| 7 | 0 0 0 0 0 0 0 | | 0 0 0 ... 0 |
| 8 | 0 1 0 0 0 0 0 | | 0 0 0 ... 0 |
| 9 | 0 0 0 1 0 1 0 | | 0 0 0 ... 0 |
| 10 0 0 | | 0 0 0 0 0 0 0 0 ... 0 | |
| 11 0 0 | | 0 0 0 0 0 0 1 0 ... 0 | |
| 12 0 0 | | 0 1 0 1 0 0 0 0 ... 0 | |

tomorrow very view we went what will with work

0 0 1 0 0 0 0 0 0 0

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 1 |
| 2 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 0 |
| 3 | 0 | 0 | 0 | 0 | 1 0 | 0 | 0 | 0 |
| 4 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 0 |
| 5 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 0 |
| 6 | 0 | 0 | 0 | 0 | 0 0 | 0 | 1 | 0 |
| 7 | 1 | 0 | 0 | 1 | 0 0 | 1 | 0 | 0 |
| 8 | 0 | 0 | 0 | 0 | 0 0 | 0 | 0 | 0 |

1. **Write a program to construct a Bayesian network considering medical data. Use this model to demonstrate the diagnosis of heart patients using standard Heart Disease Data Set. You can use Java/Python ML library classes/API.**

From pomegranate import\* Asia=DiscreteDistribution({ „True‟:0.5, „False‟:0.5 }) Tuberculosis=ConditionalProbabilityTable(

[[ „True‟, „True‟, 0.2],

[„True‟, „False‟, 0.8],

[ „False‟, „True‟, 0.01],

[ „False‟, „False‟, 0.98]], [asia])

Smoking = DiscreteDistribution({ „True‟:0.5, „False‟:0.5 }) Lung = ConditionalProbabilityTable(

[[ „True‟, „True‟, 0.75],

[„True‟, „False‟,0.25].

[ „False‟, „True‟, 0.02],

[ „False‟, „False‟, 0.98]], [ smoking])

Bronchitis = ConditionalProbabilityTable( [[ „True‟, „True‟, 0.92],

[„True‟, „False‟,0.08].

[ „False‟, „True‟,0.03],

[ „False‟, „False‟, 0.98]], [ smoking])

Tuberculosis\_or\_cancer = ConditionalProbabilityTable( [[ „True‟, „True‟, „True‟, 1.0],

[„True‟, „True‟, „False‟, 0.0],

[„True‟, „False‟, „True‟, 1.0],

[„True‟, „False‟, „False‟, 0.0],

[„False‟, „True‟, „True‟, 1.0],

[„False‟, „True‟, „False‟, 0.0],

[„False‟, „False‟ „True‟, 1.0],

[„False‟, „False‟, „False‟, 0.0]], [tuberculosis, lung])

Xray = ConditionalProbabilityTable( [[ „True‟, „True‟, 0.885],

[„True‟, „False‟, 0.115],

[ „False‟, „True‟, 0.04],

[ „False‟, „False‟, 0.96]], [tuberculosis\_or\_cancer]) dyspnea = ConditionalProbabilityTable(

[[ „True‟, „True‟, „True‟, 0.96],

[„True‟, „True‟, „False‟, 0.04],

[„True‟, „False‟, „True‟, 0.89],

[„True‟, „False‟, „False‟, 0.11],

[„False‟, „True‟, „True‟, 0.96],

[„False‟, „True‟, „False‟, 0.04],

[„False‟, „False‟ „True‟, 0.89],

[„False‟, „False‟, „False‟, 0.11 ]], [tuberculosis\_or\_cancer, bronchitis]) s0 = State(asia, name=”asia”)

s1 = State(tuberculosis, name=” tuberculosis”) s2 = State(smoking, name=” smoker”)

network = BayesianNetwork(“asia”) network.add\_nodes(s0,s1,s2) network.add\_edge(s0,s1) network.add\_edge(s1.s2) network.bake()

print(network.predict\_probal({„tuberculosis‟: „True‟}))

1. **Apply EM algorithm to cluster a set of data stored in a .CSV file. Use the same data set for clustering using *k*-Means algorithm. Compare the results of these two algorithms and comment on the quality of clustering. You can add Java/Python ML library classes/API in the program.**

import numpy as np

import matplotlib.pyplot as plt

from sklearn.datasets.samples\_generator import make\_blobs X, y\_true = make\_blobs(n\_samples=100, centers = 4,Cluster\_std=0.60,random\_state=0)

X = X[:, ::-1]

**#flip axes for better plotting**

from sklearn.mixture import GaussianMixture

gmm = GaussianMixture (n\_components = 4).fit(X) lables = gmm.predict(X)

plt.scatter(X[:, 0], X[:, 1], c=labels, s=40, cmap=‟viridis‟); probs = gmm.predict\_proba(X)

print(probs[:5].round(3))

size = 50 \* probs.max(1) \*\* 2 # square emphasizes differences plt.scatter(X[:, 0], X[:, 1], c=labels, cmap=‟viridis‟, s=size);

from matplotlib.patches import Ellipse

def draw\_ellipse(position, covariance, ax=None, \*\*kwargs); “””Draw an ellipse with a given position and covariance”””

Ax = ax or plt.gca()

**# Convert covariance to principal axes**

if covariance.shape ==(2,2):

U, s, Vt = np.linalg.svd(covariance)

Angle = np.degrees(np.arctan2(U[1, 0], U[0,0])) Width, height = 2 \* np.sqrt(s)

else:

angle = 0

width, height = 2 \* np.sqrt(covariance)

**#Draw the Ellipse**

for nsig in range(1,4):

ax.add\_patch(Ellipse(position, nsig \* width, nsig \*height, angle, \*\*kwargs))

def plot\_gmm(gmm, X, label=True, ax=None): ax = ax or plt.gca()

labels = gmm.fit(X).predict(X) if label:

ax.scatter(X[:, 0], x[:, 1], c=labels, s=40, cmap=‟viridis‟, zorder=2) else:

ax.scatter(X[:, 0], x[:, 1], s=40, zorder=2) ax.axis(„equal‟)

w\_factor = 0.2 / gmm.weights\_.max()

for pos, covar, w in zip(gmm.means\_, gmm.covariances\_, gmm.weights\_): draw\_ellipse(pos, covar, alpha=w \* w\_factor)

gmm = GaussianMixture(n\_components=4, random\_state=42) plot\_gmm(gmm, X)

gmm = GaussianMixture(n\_components=4, covariance\_type=‟full‟, random\_state=42)

plot\_gmm(gmm, X)
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**[[1 ,0, 0, 0]**

**[0 ,0, 1, 0]**

**[1 ,0, 0, 0]**

**[1 ,0, 0, 0]**

**[1 ,0, 0, 0]]**

**K-means**

from sklearn.cluster import KMeans

#from sklearn import metrics import numpy as np

import matplotlib.pyplot as plt import pandas as pd data=pd.read\_csv("kmeansdata.csv") df1=pd.DataFrame(data)

print(df1)

f1 = df1['Distance\_Feature'].values f2 = df1['Speeding\_Feature'].values

X=np.matrix(list(zip(f1,f2))) plt.plot()

plt.xlim([0, 100])

plt.ylim([0, 50]) plt.title('Dataset') plt.ylabel('speeding\_feature') plt.xlabel('Distance\_Feature') plt.scatter(f1,f2)

plt.show()

# create new plot and data plt.plot()

colors = ['b', 'g', 'r']

markers = ['o', 'v', 's']

# KMeans algorithm #K = 3

kmeans\_model = KMeans(n\_clusters=3).fit(X)

plt.plot()

for i, l in enumerate(kmeans\_model.labels\_):

plt.plot(f1[i], f2[i], color=colors[l], marker=markers[l],ls='None') plt.xlim([0, 100])

plt.ylim([0, 50]) plt.show()

**Driver\_ID,Distance\_Feature,Speeding\_Feature**

3423311935,71.24,28

3423313212,52.53,25

3423313724,64.54,27

3423311373,55.69,22

3423310999,54.58,25

3423313857,41.91,10

3423312432,58.64,20

3423311434,52.02,8

3423311328,31.25,34

3423312488,44.31,19

3423311254,49.35,40

3423312943,58.07,45

3423312536,44.22,22

3423311542,55.73,19

3423312176,46.63,43

3423314176,52.97,32

3423314202,46.25,35

3423311346,51.55,27

3423310666,57.05,26

3423313527,58.45,30

3423312182,43.42,23

3423313590,55.68,37

3423312268,55.15,18

![](data:image/jpeg;base64,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)![](data:image/jpeg;base64,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)

1. **Write a program to implement *k*-Nearest Neighbour algorithm to classify the iris data set. Print both correct and wrong predictions. Java/Python ML library classes can be used for this problem.**

import csv import random import math import operator

def loadDataset(filename, split, trainingSet=[] , testSet=[]): with open(filename, 'rb') as csvfile:

lines = csv.reader(csvfile) dataset = list(lines)

for x in range(len(dataset)-1): for y in range(4):

dataset[x][y] = float(dataset[x][y]) if random.random() < split:

trainingSet.append(dataset[x]) else:

testSet.append(dataset[x])

def euclideanDistance(instance1, instance2, length): distance = 0

for x in range(length):

distance += pow((instance1[x] - instance2[x]), 2) return math.sqrt(distance)

def getNeighbors(trainingSet, testInstance, k): distances = []

length = len(testInstance)-1

for x in range(len(trainingSet)):

dist = euclideanDistance(testInstance, trainingSet[x], length) distances.append((trainingSet[x], dist))

distances.sort(key=operator.itemgetter(1)) neighbors = []

for x in range(k):

neighbors.append(distances[x][0]) return neighbors

def getResponse(neighbors): classVotes = {}

for x in range(len(neighbors)): response = neighbors[x][-1] if response in classVotes:

classVotes[response] += 1

else:

classVotes[response] = 1

sortedVotes =

sorted(classVotes.iteritems(),

reverse=True)

return sortedVotes[0][0]

def getAccuracy(testSet, predictions): correct = 0 for x in range(len(testSet)): key=operator.itemgetter(1

),

if testSet[x][-1] == predictions[x]: correct += 1

return (correct/float(len(testSet))) \* 100.0

def main():

# prepare data trainingSet= [] testSet=[] split = 0.67

loadDataset('knndat.data', split, trainingSet, testSet) print('Train set: ' + repr(len(trainingSet))) print('Test set: ' + repr(len(testSet)))

# generate predictions predictions=[] k=3

for x in range(len(testSet)):

neighbors = getNeighbors(trainingSet, testSet[x], k) result = getResponse(neighbors) predictions.append(result)

print('> predicted=' + repr(result) + ', actual=' + repr(testSet[x][- 1])) accuracy = getAccuracy(testSet, predictions)

print('Accuracy: ' + repr(accuracy) + '%') main()

**OUTPUT**

**Confusion matrix is as follows**

**[[11 0 0]**

**[0 9 1]**

**[0 1 8]]**

**Accuracy metrics**

**0 1.00 1.00 1.00 11**

**1 0.90 0.90 0.90 10**

**2 0.89 0.89 0,89 9**

**Avg/Total 0.93 0.93 0.93 30**

1. **Implement the non-parametric Locally Weighted Regression algorithm in order to fit data points. Select appropriate data set for your experiment and drawgraphs.**

from numpy import \* import operator

from os import listdir import matplotlib

import matplotlib.pyplot as plt import pandas as pd

import numpy as np1 import numpy.linalg as np

from scipy.stats.stats import pearsonr

def kernel(point,xmat, k): m,n = np1.shape(xmat)

weights = np1.mat(np1.eye((m))) for j in range(m):

diff = point - X[j]

weights[j,j] = np1.exp(diff\*diff.T/(-2.0\*k\*\*2)) return weights

def localWeight(point,xmat,ymat,k): wei = kernel(point,xmat,k)

W=(X.T\*(wei\*X)).I\*(X.T\*(wei\*ymat.T)) return W

def localWeightRegression(xmat,ymat,k): m,n = np1.shape(xmat)

ypred = np1.zeros(m) for i in range(m):

ypred[i] = xmat[i]\*localWeight(xmat[i],xmat,ymat,k) return ypred

# load data points

data = pd.read\_csv('data10.csv') bill = np1.array(data.total\_bill) tip = np1.array(data.tip)

#preparing and add 1 in bill mbill = np1.mat(bill)

mtip = np1.mat(tip)

m= np1.shape(mbill)[1]

one = np1.mat(np1.ones(m)) X= np1.hstack((one.T,mbill.T))

#set k here

ypred = localWeightRegression(X,mtip,2)

SortIndex = X[:,1].argsort(0) xsort = X[SortIndex][:,0]

**Output**
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**Viva Questions**

1. What is machine learning?
2. Define supervised learning
3. Define unsupervised learning
4. Define semi supervised learning
5. Define reinforcement learning
6. What do you mean by hypotheses
7. What is classification
8. What is clustering
9. Define precision, accuracy and recall
10. Define entropy
11. Define regression
12. How Knn is different from k-means clustering
13. What is concept learning
14. Define specific boundary and general boundary
15. Define target function
16. Define decision tree
17. What is ANN
18. Explain gradient descent approximation
19. State Bayes theorem
20. Define Bayesian belief networks 21.Differentiate hard and soft clustering
21. Define variance
22. What is inductive machine learning
23. Why K nearest neighbour algorithm is lazy learningalgorithm
24. Why naïve Bayes is naïve
25. Mention classification algorithms
26. Define pruning
27. Differentiate Clustering and classification
28. Mention clustering algorithms
29. Define Bias