The broad steps I’m taking to simulate a population of lemon sharks (or cownose rays) and fit a CKMR model are as follows:

# **Simulation Parameters**

These are the parameters that are setting up the individual-based simulation.

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Value for Lemon Sharks** | **Value for Cownose Ray** |
| **Initial population size** | 3000 | 3000 |
| **Operating sex ratio** | 0.5 | 0.5 |
| **Age of reproductive maturity** | 12 | 7 |
| **Maximum age** | 30 | 19 |
| **Mating periodicity** | 2 (years) | 1 (year) |
| **Potential number of mates** | 1:3 (per year) | 1 (per year) |
| **Average number of offspring per mate** | 3 | 1 |
| **Birth sex ratio** | 0.5, 0.5 | 0.5, 0.5 |
| **Adult survival** | 0.85 | 0.9 |
| **Juvenile survival** | 0.85 | 0.86 |
| **Young-of-year survival** | 0.65 | 0.75 |
| **Years of simulation** | 60 | 60 |
| **Sample years** | 58:60 | 58:60 |
| **Sample size per year** | varies |  |

# **CKMR parameters**

These are the parameters that are being used or estimated in the CKMR model.

year\_est: The birth date of the oldest sampled individual. This is the year on which the abundance estimate is focused.

Lambda: I’ve been fixing lambda to the mean population growth rate between the year of estimation (year\_est) to the last year of the simulation, and then making abundance in a given year a function of abundance in year\_est and lambda

Adult survival: I’ve been fixing this value to the mean observed survival rate of adults through the simulation.

Female abundance: Trying to estimate.

Male abundance: Trying to estimate.

# **Kinship probability**

Where

k = individual adult female

F = all adult females in population

ys\_ birth = the birth year of the younger individual in the comparison

os\_birth = the birth year of the older individual in the comparison

yr\_est = the birth year of the oldest sampled individual i.e. the year for which we’re estimating abundance

= survival of mother k from the year of the older sibling birth to the year of the younger sibling birth.

* Note that the younger individual birth year will be a larger number than the older individual birth year (e.g. 2021 vs 2010)
* I have been fixing this value to the observed survival of adults through the simulation

= the number of total females alive in the year of estimation

* This is the value I’m estimating

= The mean population growth rate raised to the number of years between the birth year of the younger individual and the year of estimation (i.e. birth year of oldest sampled individual).

* I have been fixing this value to the mean population growth between yr\_est and the last year of the simulation.
* This seems to have a major effect on the estimate of NF
* I’m presently trying to include this as an estimated parameter, but constraining it to +/-1%. I wonder if giving this parameter a little wiggle room will help.

The same equation above is constructed for males. The male and female equation are saved together as an R function called get\_P\_lemon. The negative log likelihood of this function is minimized with respect to the parameters of interest (male and female abundance).

# **Process**

1. I simulate a population setting the simulation parameters above to emulate either lemon shark or cownose ray life history.
2. After the simulation, I randomly sample the population over multiple years.
   1. I filter the sample set for:
      1. Recaptures of self (keep just one instance of capture for each individual)
      2. Full siblings (if found, keep just one)
3. Then, I set up a pairwise comparison matrix, where each individual is compared against every other.
   1. I remove within-cohort comparisons from the pairwise comparison matrix before proceeding. This is supposed to help ensure that comparisons are independent, since the variance in reproductive output should not affect the probability of recapture (i.e. sampling a half-sib on the second occasion)
4. Half siblings are identified
5. The pairwise comparison matrix is split into four separate matrices:
   1. Maternal half-sibs
   2. Paternal half-sibs
   3. Maternal negative comparisons
      1. Includes all comparisons that were not maternal half-sibs
   4. Paternal negative comparisons
      1. Includes all comparisons that were not paternal half-sibs
6. I fit the CKMR model to the data and maximize the likelihood with respect to abundance using a Hessian matrix and BFGS method
   1. Initial parameter values for male and female abundance are set to the values at the beginning of the simulation.
7. I calculate standard error with the delta method (though I don’t really understand this yet)
8. I determine the true value of adult abundance by extracting the number of adult males and females from the year of estimation
9. I examine the relative bias via

# **Kinship probability code**

Note:

Pars1 = vector of parameter values (in this case female abundance and male abundance)

maxAge = maximum age (obviously)

min\_est\_cohort = the birth year of the oldest sampled individual

f\_age\_at\_mat = the year at maturity for females (m\_age\_at\_mat is for males)

The code below is for cownose rays. The functions for lemon sharks are identical.

#Set up empty array that will be filled with function below

P\_Mother = P\_Father = array(0,dim=c(n\_yrs,n\_yrs)) #Dimensions are older sib birth year and younger sib birth year (all of which are specified by n\_yrs)

#CKMR model: populate array with kinship probabilities based on birth years

get\_P\_cownose <- function(Pars1,P\_Mother,P\_Father,t\_start,t\_end){

N\_F=exp(Pars1[1]) #number of mature females

for(os\_birth in min\_est\_cohort:(n\_yrs-1)){

for(ys\_birth in (os\_birth+1):n\_yrs){

if((ys\_birth - os\_birth) <= ((maxAge+1) - f\_age\_at\_mat)){

#Fill in array with kinship probability from CKMR equation

P\_Mother[os\_birth, ys\_birth] <- (surv^(ys\_birth - os\_birth))/(N\_F\*lam^(ys\_birth-min\_est\_cohort))

} else P\_Mother[os\_birth, ys\_birth] <- 0

}

}

##Repeat the above with males

N\_M=exp(Pars1[2]) #number of mature males

for(os\_birth in min\_est\_cohort:(n\_yrs-1)){

for(ys\_birth in (os\_birth+1):n\_yrs){

if((ys\_birth - os\_birth) <= ((maxAge+1) - m\_age\_at\_mat)){

#Fill array with kinship probability from half-sib CKMR equation

P\_Father[os\_birth,ys\_birth] <- (surv^(ys\_birth - os\_birth))/(N\_M\*lam^(ys\_birth-min\_est\_cohort))

} else P\_Father[os\_birth,ys\_birth] <- 0

}

}

return(list(P\_Mother=P\_Mother, P\_Father=P\_Father)) #return makes sure this is moved out of the loop into the environment

}

# **Likelihood function**

Note: The Negatives and Pairs dataframes refer to the separate pairwise comparison matrices for positive and negative kinship comparisons.

cownose\_neg\_log\_lik <- function(Pars1, Negatives\_Mother, Negatives\_Father, Pairs\_Mother, Pairs\_Father, P\_Mother, P\_Father, t\_start, t\_end) {

P=get\_P\_cownose(Pars1 = Pars1, P\_Mother = P\_Mother, P\_Father = P\_Father, t\_start = t\_start, t\_end = t\_end)

loglik=0

#likelihood contributions for all negative comparisons

for(irow in 1:nrow(Negatives\_Mother)){

loglik = loglik + Negatives\_Mother[irow, 3] \* log(1 - P$P\_Mother[Negatives\_Mother[irow, 1], Negatives\_Mother[irow, 2]])

}

for(irow in 1:nrow(Negatives\_Father)){

loglik = loglik + Negatives\_Father[irow, 3] \* log(1 - P$P\_Father[Negatives\_Father[irow, 1], Negatives\_Father[irow, 2]])

}

#likelihood contributions for positive comparisons

for(irow in 1:nrow(Pairs\_Mother)){

loglik = loglik + Pairs\_Mother[irow, 3] \* log(P$P\_Mother[Pairs\_Mother[irow, 1], Pairs\_Mother[irow, 2]])

}

for(irow in 1:nrow(Pairs\_Father)){ loglik = loglik + Pairs\_Father[irow, 3] \* log(P$P\_Father[Pairs\_Father[irow, 1], Pairs\_Father[irow, 2]])

}

-loglik

}

# **Results**

The models that I’ve been using have returned unbiased results when fit to data from a population simulated from a Leslie Matrix, where kinship was assigned based on the probabilities specified in the CKMR model (Figure 1).
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**Figure 1:** Relative bias by sample size under three scenarios of population growth. The populations were simulated from a Leslie Matrix, and kinship was assigned based on the probabilities specified in the model. As sample size increases, so does precision. These results suggest that at the population level, half-sibling CKMR performs as expected.

However, when I use individual-based simulation and fit a model to those data, the model consistently returns estimates that are positively biased. I have tried this with both Lemon Shark (6 pups per female) and Cownose Ray (1 pup per female) life histories and they all give positively biased estimates (Figure 2A).

![Timeline

Description automatically generated](data:image/png;base64,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)

**Figure 2:** Relative bias by sample size. This simulation was run to test whether there's a difference in bias when ages are misassigned. The key reason to include this here is that the estimates in A are positively biased, even when ages are correct.

# **Troubleshooting**

I’ve run various tests to examine where the bias in Figure 2 might originate. None have proven successful so far.

**Test 1: Include only one individual from each litter**

**Why?** CKMR assumes that the odds of sampling an individual are independent of that individual’s reproductive output. This forms the basis of the Expected Relative Reproductive Output (ERRO) framework outlined in Bravington et. al. (2016). If multiple litter mates are included in the comparison, then the kinship probabilities are dependent not just on the expected reproductive output, but also the variance.

**Test 2: Use cownose ray life history (1 pup per female per year)**

**Why?** In case the bias is caused by persistent variation in litter size among individuals, using a cownose ray life history – where individuals have just one pup per year – should clear up that issue.

**Test 3: Allow lambda to vary in the model**

**Why?** Using a CKMR model that relies on population growth (lambda) to set a single year for abundance estimation results in a model that is sensitive to the value of lambda. But with a non-deterministic population, lambda varies among years. So, I copied code from Paul Conn to include lambda as an estimable parameter, constraining it to +/-1%.

**Test 4: Set the probability of kinship to observed values from the simulation**

**Why?** With simulation, we know the exact reproductive output of each individual in the population. Using observed, rather than expected, values in the model *should* clear up the bias.

# **Presently …**
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I should try looping over different values of lambda and survival and seeing where the discrepancy lies.

Currently looping over:

* values of lambda from obs\_lambda-0.01 : obs\_lambda+0.01, by = .002
* values of survival from obs\_survival-.02 : obs\_survival+0.02, by = 0.01

Setting observed values to the mean value from the first sampled cohort to the present.

Estimating abundance for the first year of sampling.

Taking post-breeding census i.e. age 0 individuals are included.

Does mortality occur before birth/sampling?

Sampling occurs from each dataframe after the entire simulation is run.

Are adults reproductively mature AT age 7?

YES

Order:

Birthdays

Mate

Mortality

Sampling occurs after birthday and mate, but doesn’t include mortality.