1. ***Solution***

* **C- Regularization parameter:**
* It tells the SVM optimisation how much is required to avoid misclassifying each training example.
* C parameter in SVM is considered as the penalty parameter of the error term and it is the degree of correct classification that the algorithm has to meet or the degree of optimization the SVM needs to meet.
* For large values of C, the optimization will choose a smaller-margin hyperplane for getting all the training points classified correctly.
* A very small value of C will cause the optimizer to look for a larger-margin separating hyperplane, even if the hyperplane misclassifies more points.
* **Kernel**
* SVM algorithms use a set of mathematical functions that are defined as the kernel.
* The function of kernel is to take data as input and transform it into the required form thereby it helps to deal with the non-linear SVM problems.
* Different SVM algorithms use different types of kernel functions such as**linear, nonlinear, polynomial, Radial Basis Function (RBF), and sigmoid.**
* The most used type of kernel function is **RBF b**ecause it has localized and finite response along the entire x-axis and by default RBF is used in ML programming.
* **Degree**
* It is the **degree** of the polynomial kernel function ('poly') and is ignored by all other kernels.
* The default value is 3.
* **Gamma**
* Gamma is the hyperparameter of the Gaussian radial basis function to handle non-linear SVM.
* It is a hyperparameter which we have to set before training model.
* It decides the amount of curvature i.e., how much curvature we want in a decision boundary.
* High Gamma means more curvature and low Gamma means less curvature.
* **coef0**
* coef0 allows to adjust the independent term in the kernel function, but should also leave this alone most likely.
* It is only used in the polynomial and sigmoid kernels.
* **Shrinking**
* Shrinking Boolean in SVM is defaulted to be True.
* This has to do with whether or not we want a shrinking heuristic used in the optimization of the SVM, which is used in Sequential Minimal Optimization ([**SMO**](https://research.microsoft.com/pubs/69644/tr-98-14.pdf)).
* It should set as True, as it should greatly improve the performance, for very little loss in terms of accuracy in most cases.
* **Probability**
* Probability by default is set to be false.
* SVMs do not directly provide probability estimates, these are calculated using an expensive five-fold cross-validation.
* When the constructor option probability is set to True, class membership probability estimates (from the methods predict\_proba and predict\_log\_proba) are enabled.
* **tol**
* The tol parameter is a setting for the SVM's tolerance in optimization.
* The equation Yi (Xi.W+b)-1 >= 0. For an SVM to be valid, all values must be greater than or equal to 0, and at least one value on each side needs to be "equal" to 0, which will be your support vectors.
* It is highly unlikely to actually get the values equal perfectly to 0, we set tolerance to allow a bit of wiggle room.
* The default tol with Scikit-Learn's SVM is 1e-3, which is 0.001.
* **cache\_size**
* By default, cache size=200
* It specifies the size of the kernel cache (in MB).
* A cache smooths the data exchange operations.
* If cache is too small and we have too many data, it becomes risky.
* **Class weight**
* The parameter C of class i is set to class weight[i]\*C for SVC.
* If not given, all classes are supposed to have weight one.
* The “balanced” mode uses the values of y to automatically adjust weights inversely proportional to class frequencies in the input data.
* **Verbose**
* Verbose is a general programming term for produce lots of [logging](http://en.wikipedia.org/wiki/Logfile) output.
* **Verbose by default, is false.**
* **It takes advantage of a per-process runtime setting in libsvm that, if enabled, may not work properly in a multithreaded context.**
* **max\_iter**
* The next important parameter is max\_iter, which is where we can set a maximum number of iterations for the quadratic programming problem to cycle through to optimize.
* The default is -1, which means there is no limit.
* **Decision\_-function\_-shape**
* The SVM optimization is really tasked to separate one group from another.
* In order to classify a total of 3 or more groups, the method, “One Verse Rest" or (OVR) is used.
* It separates each group from the rest. i.e., to classify three separate groups (1, 2, and 3), we would start by separating 1 from 2 and 3 and then separate 2 from 1 and 3.
* Then finally separate 3 from 1 and 2.
* Another method is One-vs-One (or OVO). In this case, three total groups and the way this works is to have a specific boundary that separates 1 from 3 and 1 from 2.
* This process repeats for the rest of the classes. In this way, the boundaries may be more balanced.
* **Break-\_ties**
* By default, break\_ties=false.
* If true, decision\_function\_shape='ovr', and number of classes > 2, [predict](https://scikit-learn.org/stable/glossary.html#term-predict) will break ties according to the confidence values of [decision function](https://scikit-learn.org/stable/glossary.html#term-decision_function)
* Otherwise, the first class among the tied classes is returned.
* The breaking ties comes at a relatively high computational cost compared to a simple predict.
* **random\_state**
* Regarding the random state, it is used in many randomized algorithms in sklearn to determine the random seed passed to the pseudo-random number generator and it is set as none.
* Ignored when probability is False.
* Pass an int for reproducible output across multiple function calls.
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* **Kernels**
* SVM algorithms use a set of mathematical functions that are defined as the kernel.
* The function of kernel is to take data as input and transform it into the required form thereby it helps to deal with the non-linear SVM problems.
* Different SVM algorithms use different types of kernel functions such as**linear, nonlinear, polynomial, Radial Basis Function (RBF), and sigmoid.**
* **Linear kernel:**
* **Linear Kernel** is used when the data is Linearly separable, that is, it can be separated using a single Line.
* It is mostly used when there are a Large number of Features in a particular Data Set.
* One of the examples where there are a lot of features, is **Text Classification**, as each alphabet is a new feature, so we mostly use Linear Kernel in Text Classification.
* **Advantages** of using Linear Kernel:
* 1. Training a SVM with a Linear Kernel is **Faster** than with any other Kernel.
* 2. When training a SVM with a Linear Kernel, only the optimisation of the **C Regularisation** parameter is required.
* On the other hand, when training with other kernels, there is a need to optimise the **γ** parameter which means that performing a grid search will usually take more time.
* **Polynomial kernel**
* For degree-*d* polynomials, the polynomial kernel is defined as

{\displaystyle K(x,y)=(x^{\mathsf {T}}y+c)^{d}} ![](data:image/png;base64,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)

where x and y are vectors in the input space.

* In machine learning, the polynomial kernel is a kernel function commonly used with support vector machines and other kernelized models, that represents the similarity of vectors in a feature space over polynomials of the original variables, allowing learning of non-linear models.
* It is used in Image Processing.
* **RBF kernel**
* It is a general-purpose kernel; used when there is no prior knowledge about the data.
* The RBF kernel on two samples **x** and **x'**, represented as feature vectors in some input space, is defined as:
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1. ‘σ’ is the variance and our hyperparameter  
2. ||x – x’|| is the Euclidean (L₂-norm) Distance between two points x and x’

* **Sigmoid kernel**
* The Sigmoid Kernel comes from the [Neural Networks](http://en.wikipedia.org/wiki/Neural_network) field, where the bipolar sigmoid function is often used as an [activation function](http://en.wikipedia.org/wiki/Activation_function) for artificial neurons.
* It is interesting to note that a SVM model using a sigmoid kernel function is equivalent to a two-layer, perceptron neural network.
* This kernel was quite popular for support vector machines due to its origin from neural network theory.
* Also, despite being only conditionally positive definite, it has been found to [perform well in practice](http://perso.lcpc.fr/tarel.jean-philippe/publis/jpt-icme05.pdf).
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* There are two adjustable parameters in the sigmoid kernel, the slope **alpha** and the intercept constant **c**.
* A common value for alpha is 1/N, where N is the data dimension.