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Limpiamos environment:

rm(list=ls())

Importamos los paquetes necesarios:

#install.packages("knitr")  
#install.packages("dplyr")  
#install.packages("pryr")  
#install.packages("corrplot")  
#install.packages("rjson")  
#install.packages("plyr")  
#install.packages("wordcloud")  
#install.packages("ggplot2")  
#install.packages("hexbin")  
#install.packages("RColorBrewer")  
#install.packages("FactoMineR")  
#devtools::install\_github("kassambara/factoextra")  
#install.packages("factoextra")  
#install.packages("arules")  
#install.packages("arulesViz")  
#install.packages("fastDummies")  
#install.packages("caret")  
#install.packages("nnet")  
#install.packages("gmodels")  
#install.packages("class")  
#install.packages("randomforest")  
#install.packages("e1071")  
#install.packages("aplpack")  
#install.packages("cluster")  
#install.packages("fpc")  
#install.packages("purrr")  
#install.packages("RWeka")  
  
library("corrplot")

## corrplot 0.84 loaded

library("dplyr")

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library("pryr")  
library("rjson")  
library("plyr")

## -------------------------------------------------------------------------

## You have loaded plyr after dplyr - this is likely to cause problems.  
## If you need functions from both plyr and dplyr, please load plyr first, then dplyr:  
## library(plyr); library(dplyr)

## -------------------------------------------------------------------------

##   
## Attaching package: 'plyr'

## The following objects are masked from 'package:dplyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

library("wordcloud")

## Loading required package: RColorBrewer

library("ggplot2")  
library("hexbin")  
library("RColorBrewer")  
library("FactoMineR")  
library("factoextra")

## Welcome! Related Books: `Practical Guide To Cluster Analysis in R` at https://goo.gl/13EFCZ

require("arulesViz")

## Loading required package: arulesViz

## Loading required package: arules

## Loading required package: Matrix

##   
## Attaching package: 'arules'

## The following object is masked from 'package:pryr':  
##   
## inspect

## The following object is masked from 'package:dplyr':  
##   
## recode

## The following objects are masked from 'package:base':  
##   
## abbreviate, write

## Loading required package: grid

require("arules")  
library("Matrix")  
library("fastDummies")  
library("caret")

## Loading required package: lattice

library("nnet")  
library("gmodels")  
library("class")  
library("randomForest")

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

## The following object is masked from 'package:dplyr':  
##   
## combine

library("e1071")  
library("aplpack")

## Loading required package: tcltk

library("cluster")  
library("fpc")  
library("purrr")

##   
## Attaching package: 'purrr'

## The following object is masked from 'package:caret':  
##   
## lift

## The following object is masked from 'package:plyr':  
##   
## compact

## The following objects are masked from 'package:pryr':  
##   
## compose, partial

library("RWeka")  
library("data.table")

##   
## Attaching package: 'data.table'

## The following object is masked from 'package:purrr':  
##   
## transpose

## The following object is masked from 'package:pryr':  
##   
## address

## The following objects are masked from 'package:dplyr':  
##   
## between, first, last

Lo primero que voy a hacer es importar todos los datasets:

data.games <- read.csv("../../data/games.csv")  
data.champs <- read.csv("../../data/champs.csv")

Hemos importado varios CSV que harán las tablas de la base de datos.

Importamos los json:

lista.championInfo <- fromJSON(file = "../../data/champion\_info.json")  
lista.championInfo2 <- fromJSON(file="../../data/champion\_info\_2.json")  
lista.summonerSpell <- fromJSON(file="../../data/summoner\_spell\_info.json")

Tamaño de mis datasets…

print( paste0("El tamaño de la tabla de games es de: "))

## [1] "El tamaño de la tabla de games es de: "

object\_size(data.games)

## 13 MB

Esto me devuelve las filas que tengan NA:

data.games[!complete.cases(data.games),]

## [1] gameId creationTime gameDuration   
## [4] seasonId winner firstBlood   
## [7] firstTower firstInhibitor firstBaron   
## [10] firstDragon firstRiftHerald t1\_champ1id   
## [13] t1\_champ1\_sum1 t1\_champ1\_sum2 t1\_champ2id   
## [16] t1\_champ2\_sum1 t1\_champ2\_sum2 t1\_champ3id   
## [19] t1\_champ3\_sum1 t1\_champ3\_sum2 t1\_champ4id   
## [22] t1\_champ4\_sum1 t1\_champ4\_sum2 t1\_champ5id   
## [25] t1\_champ5\_sum1 t1\_champ5\_sum2 t1\_towerKills   
## [28] t1\_inhibitorKills t1\_baronKills t1\_dragonKills   
## [31] t1\_riftHeraldKills t1\_ban1 t1\_ban2   
## [34] t1\_ban3 t1\_ban4 t1\_ban5   
## [37] t2\_champ1id t2\_champ1\_sum1 t2\_champ1\_sum2   
## [40] t2\_champ2id t2\_champ2\_sum1 t2\_champ2\_sum2   
## [43] t2\_champ3id t2\_champ3\_sum1 t2\_champ3\_sum2   
## [46] t2\_champ4id t2\_champ4\_sum1 t2\_champ4\_sum2   
## [49] t2\_champ5id t2\_champ5\_sum1 t2\_champ5\_sum2   
## [52] t2\_towerKills t2\_inhibitorKills t2\_baronKills   
## [55] t2\_dragonKills t2\_riftHeraldKills t2\_ban1   
## [58] t2\_ban2 t2\_ban3 t2\_ban4   
## [61] t2\_ban5   
## <0 rows> (or 0-length row.names)

Como podemos ver, no tenemos filas con NA.

Como voy a ir haciendo “pequeños proyectos” para ir sacando conocimiento por ahora no voy a fusionar ninguna tabla de primeras porque no se lo que voy a necesitar. Según se vayan planteando los interrogantes iré jugando con las tablas para conseguir los objetivos

# Análisis Exploratorio

Empezamos por el análisis exploratorio de los datos. Para ello, vamos intentar ver conclusiones sobre los mismos:

print("Resumen de data.games")

## [1] "Resumen de data.games"

summary(data.games) # Las únicas columnas interesantes son la 5 y la 6

## gameId creationTime gameDuration seasonId  
## Min. :3.215e+09 Min. :1.497e+12 Min. : 190 Min. :9   
## 1st Qu.:3.292e+09 1st Qu.:1.502e+12 1st Qu.:1531 1st Qu.:9   
## Median :3.320e+09 Median :1.504e+12 Median :1833 Median :9   
## Mean :3.306e+09 Mean :1.503e+12 Mean :1832 Mean :9   
## 3rd Qu.:3.327e+09 3rd Qu.:1.504e+12 3rd Qu.:2148 3rd Qu.:9   
## Max. :3.332e+09 Max. :1.505e+12 Max. :4728 Max. :9   
## winner firstBlood firstTower firstInhibitor   
## Min. :1.000 Min. :0.000 Min. :0.000 Min. :0.000   
## 1st Qu.:1.000 1st Qu.:1.000 1st Qu.:1.000 1st Qu.:1.000   
## Median :1.000 Median :1.000 Median :1.000 Median :1.000   
## Mean :1.494 Mean :1.471 Mean :1.451 Mean :1.308   
## 3rd Qu.:2.000 3rd Qu.:2.000 3rd Qu.:2.000 3rd Qu.:2.000   
## Max. :2.000 Max. :2.000 Max. :2.000 Max. :2.000   
## firstBaron firstDragon firstRiftHerald t1\_champ1id   
## Min. :0.0000 Min. :0.000 Min. :0.0000 Min. : 1.0   
## 1st Qu.:0.0000 1st Qu.:1.000 1st Qu.:0.0000 1st Qu.: 35.0   
## Median :1.0000 Median :1.000 Median :0.0000 Median : 79.0   
## Mean :0.9265 Mean :1.443 Mean :0.7317 Mean :114.3   
## 3rd Qu.:2.0000 3rd Qu.:2.000 3rd Qu.:1.0000 3rd Qu.:136.0   
## Max. :2.0000 Max. :2.000 Max. :2.0000 Max. :516.0   
## t1\_champ1\_sum1 t1\_champ1\_sum2 t1\_champ2id t1\_champ2\_sum1   
## Min. : 1.000 Min. : 1.000 Min. : 1.0 Min. : 1.000   
## 1st Qu.: 4.000 1st Qu.: 4.000 1st Qu.: 35.0 1st Qu.: 4.000   
## Median : 4.000 Median : 4.000 Median : 79.0 Median : 4.000   
## Mean : 6.602 Mean : 7.334 Mean :118.1 Mean : 6.548   
## 3rd Qu.:11.000 3rd Qu.:11.000 3rd Qu.:141.0 3rd Qu.:11.000   
## Max. :21.000 Max. :21.000 Max. :516.0 Max. :21.000   
## t1\_champ2\_sum2 t1\_champ3id t1\_champ3\_sum1 t1\_champ3\_sum2   
## Min. : 1.000 Min. : 1.0 Min. : 1.000 Min. : 1.000   
## 1st Qu.: 4.000 1st Qu.: 35.0 1st Qu.: 4.000 1st Qu.: 4.000   
## Median : 4.000 Median : 78.0 Median : 4.000 Median : 4.000   
## Mean : 7.198 Mean :116.9 Mean : 6.542 Mean : 7.201   
## 3rd Qu.:11.000 3rd Qu.:141.0 3rd Qu.:11.000 3rd Qu.:11.000   
## Max. :21.000 Max. :516.0 Max. :21.000 Max. :21.000   
## t1\_champ4id t1\_champ4\_sum1 t1\_champ4\_sum2 t1\_champ5id   
## Min. : 1.0 Min. : 1.000 Min. : 1.000 Min. : 1.0   
## 1st Qu.: 36.0 1st Qu.: 4.000 1st Qu.: 4.000 1st Qu.: 35.0   
## Median : 79.0 Median : 4.000 Median : 4.000 Median : 78.0   
## Mean :117.7 Mean : 6.531 Mean : 7.221 Mean :114.6   
## 3rd Qu.:141.0 3rd Qu.:11.000 3rd Qu.:11.000 3rd Qu.:136.0   
## Max. :516.0 Max. :21.000 Max. :21.000 Max. :516.0   
## t1\_champ5\_sum1 t1\_champ5\_sum2 t1\_towerKills t1\_inhibitorKills  
## Min. : 1.000 Min. : 1.000 Min. : 0.000 Min. : 0.000   
## 1st Qu.: 4.000 1st Qu.: 4.000 1st Qu.: 2.000 1st Qu.: 0.000   
## Median : 4.000 Median : 4.000 Median : 6.000 Median : 1.000   
## Mean : 6.622 Mean : 7.261 Mean : 5.699 Mean : 1.018   
## 3rd Qu.:11.000 3rd Qu.:11.000 3rd Qu.: 9.000 3rd Qu.: 2.000   
## Max. :21.000 Max. :21.000 Max. :11.000 Max. :10.000   
## t1\_baronKills t1\_dragonKills t1\_riftHeraldKills t1\_ban1   
## Min. :0.0000 Min. :0.000 Min. :0.0000 Min. : -1.0   
## 1st Qu.:0.0000 1st Qu.:0.000 1st Qu.:0.0000 1st Qu.: 38.0   
## Median :0.0000 Median :1.000 Median :0.0000 Median : 90.0   
## Mean :0.3723 Mean :1.387 Mean :0.2515 Mean :108.3   
## 3rd Qu.:1.0000 3rd Qu.:2.000 3rd Qu.:1.0000 3rd Qu.:141.0   
## Max. :5.0000 Max. :6.000 Max. :1.0000 Max. :516.0   
## t1\_ban2 t1\_ban3 t1\_ban4 t1\_ban5   
## Min. : -1.0 Min. : -1.0 Min. : -1.0 Min. : -1   
## 1st Qu.: 38.0 1st Qu.: 37.0 1st Qu.: 38.0 1st Qu.: 38   
## Median : 90.0 Median : 90.0 Median : 89.0 Median : 90   
## Mean :108.8 Mean :108.2 Mean :107.6 Mean :109   
## 3rd Qu.:141.0 3rd Qu.:141.0 3rd Qu.:141.0 3rd Qu.:141   
## Max. :516.0 Max. :516.0 Max. :516.0 Max. :516   
## t2\_champ1id t2\_champ1\_sum1 t2\_champ1\_sum2 t2\_champ2id   
## Min. : 1.0 Min. : 1.000 Min. : 1.000 Min. : 1.0   
## 1st Qu.: 35.0 1st Qu.: 4.000 1st Qu.: 4.000 1st Qu.: 35.0   
## Median : 78.0 Median : 4.000 Median : 4.000 Median : 79.0   
## Mean :115.9 Mean : 6.595 Mean : 7.305 Mean :117.6   
## 3rd Qu.:141.0 3rd Qu.:11.000 3rd Qu.:11.000 3rd Qu.:141.0   
## Max. :516.0 Max. :21.000 Max. :21.000 Max. :516.0   
## t2\_champ2\_sum1 t2\_champ2\_sum2 t2\_champ3id t2\_champ3\_sum1   
## Min. : 1.000 Min. : 1.000 Min. : 1.0 Min. : 1.000   
## 1st Qu.: 4.000 1st Qu.: 4.000 1st Qu.: 36.0 1st Qu.: 4.000   
## Median : 4.000 Median : 4.000 Median : 79.0 Median : 4.000   
## Mean : 6.547 Mean : 7.231 Mean :117.5 Mean : 6.522   
## 3rd Qu.:11.000 3rd Qu.:11.000 3rd Qu.:141.0 3rd Qu.:11.000   
## Max. :21.000 Max. :21.000 Max. :516.0 Max. :21.000   
## t2\_champ3\_sum2 t2\_champ4id t2\_champ4\_sum1 t2\_champ4\_sum2   
## Min. : 1.000 Min. : 1.0 Min. : 1.000 Min. : 1.000   
## 1st Qu.: 4.000 1st Qu.: 35.0 1st Qu.: 4.000 1st Qu.: 4.000   
## Median : 4.000 Median : 79.0 Median : 4.000 Median : 4.000   
## Mean : 7.227 Mean :118.2 Mean : 6.535 Mean : 7.201   
## 3rd Qu.:11.000 3rd Qu.:141.0 3rd Qu.:11.000 3rd Qu.:11.000   
## Max. :21.000 Max. :516.0 Max. :21.000 Max. :21.000   
## t2\_champ5id t2\_champ5\_sum1 t2\_champ5\_sum2 t2\_towerKills   
## Min. : 1.0 Min. : 1.000 Min. : 1.00 Min. : 0.000   
## 1st Qu.: 35.0 1st Qu.: 4.000 1st Qu.: 4.00 1st Qu.: 2.000   
## Median : 78.0 Median : 4.000 Median : 4.00 Median : 6.000   
## Mean :115.9 Mean : 6.613 Mean : 7.25 Mean : 5.549   
## 3rd Qu.:141.0 3rd Qu.:11.000 3rd Qu.:11.00 3rd Qu.: 9.000   
## Max. :516.0 Max. :21.000 Max. :21.00 Max. :11.000   
## t2\_inhibitorKills t2\_baronKills t2\_dragonKills t2\_riftHeraldKills  
## Min. : 0.0000 Min. :0.0000 Min. :0.000 Min. :0.0000   
## 1st Qu.: 0.0000 1st Qu.:0.0000 1st Qu.:0.000 1st Qu.:0.0000   
## Median : 0.0000 Median :0.0000 Median :1.000 Median :0.0000   
## Mean : 0.9851 Mean :0.4145 Mean :1.404 Mean :0.2401   
## 3rd Qu.: 2.0000 3rd Qu.:1.0000 3rd Qu.:2.000 3rd Qu.:0.0000   
## Max. :10.0000 Max. :4.0000 Max. :6.000 Max. :1.0000   
## t2\_ban1 t2\_ban2 t2\_ban3 t2\_ban4   
## Min. : -1.0 Min. : -1.0 Min. : -1.0 Min. : -1.0   
## 1st Qu.: 38.0 1st Qu.: 37.0 1st Qu.: 38.0 1st Qu.: 38.0   
## Median : 90.0 Median : 90.0 Median : 90.0 Median : 90.0   
## Mean :108.2 Mean :107.9 Mean :108.7 Mean :108.6   
## 3rd Qu.:141.0 3rd Qu.:141.0 3rd Qu.:141.0 3rd Qu.:141.0   
## Max. :516.0 Max. :516.0 Max. :516.0 Max. :516.0   
## t2\_ban5   
## Min. : -1.0   
## 1st Qu.: 38.0   
## Median : 90.0   
## Mean :108.1   
## 3rd Qu.:141.0   
## Max. :516.0

Una vez que tenemos los estadísticos básicos principales, vamos a limpiar algunos datasets de variables que no necesitamos para poder hacer análisis de variables con su correlación y similares…

# Ahora voy a hacer una tabla de games especial solo con las variables de las que calcularemos las correlaciones  
# Game ID es una variable que no necesito para nada, por lo que la voy a eliminar:  
  
data.games.corr <- data.games[, c(-1, -4)]  
#head(data.games.corr)  
data.games.corr <- data.games.corr[, -10:-24]  
#head(data.games.corr)  
data.games.corr <- data.games.corr[, -15:-34]  
#head(data.games.corr)  
data.games.corr <- data.games.corr[, -20:-24]

## Correlation Plots

Lo primero que voy a hacer son los correlation plot de cada una de las tablas. Vamos a ver qué relaciones tenemos entre los datos, para poder ver si podemos ir sacando algunas conclusiones…

res.games <- cor(data.games.corr, method = "spearman")  
options(width = 100)  
res.games.round <- round(res.games, 2)

El primer gráfico que muestro es entre la duración de las partidas y la temporada en la que se está jugando:

corrplot(res.games.round, method="circle", type = "upper")
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Exportamos el corrplot a PDF para tenerlo vectorial y poderlo ver mejor…

pdf("../imagenes/corrplot.pdf")  
corrplot(res.games.round, method="circle", type = "upper")  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Podemos apreciar las siguientes correlaciones sobre destruir torres:

* Destruir más torres tiene una relación directa con destruir inhibidores
* Destruir más torres tiene una cierta relación directa con matar dragones
* Destruir más torres tiene una cierta relación inversa con que el equipo contrario destruya tus torres
* Destruir más torres tiene uan cierta relación con que el equipo contrario mate menos dragones

Respecto a ganar, obtenemos las siguientes correlaciones:

* Muchas veces, quien destruye el primer inhibidor es el equipo que acaba ganando la partida
* Un aumento en que el equipo 1 destruya más torres tiene que ver con que tengan más posibilidades de victoria. Esto se da con una relación inversa, ya que la victoria del equipo 1 se marca con un 1, la del 2 con un dos, y el aumento de towerkills de t1 implica una bajada en win (1 en vez de dos)
* Lo mismi pasa con la cantidad de inhibidores destruidos, donde es también una relación muy fuerte la que hay.
* Con el equipo 2 pasa lo mismo, lo que pasa es que, por lo explicado anteriormente, en este caso se muestra como relación direta, y de este modo podemos ver las mismas correlaciones de una parte que de otra.

Respecto a dragones, podemos ver:

* Es más importante para el equipo 2 hacerse el primer dragón de cara a hacerse más que el que el equipo 1 haga el mismo.

Finalmente, respecto a el momento de la creación de la partida, podemos observar:

* No tiene ninguna relación el paso del tiempo cno el aumento o disminución de ninguna de las variables.

## PCA

Vamos a hacer ahora un análisis de las componentes principales: Para los cálculos, uso la matriz con el centrado y escalado ya hechos

resultado.pca <- PCA(data.games.corr, graph = FALSE)  
  
#Con la siguiente línea podemos ver que podemos hacer con esto calculado  
print(resultado.pca)

## \*\*Results for the Principal Component Analysis (PCA)\*\*  
## The analysis was performed on 51490 individuals, described by 19 variables  
## \*The results are available in the following objects:  
##   
## name description   
## 1 "$eig" "eigenvalues"   
## 2 "$var" "results for the variables"   
## 3 "$var$coord" "coord. for the variables"   
## 4 "$var$cor" "correlations variables - dimensions"  
## 5 "$var$cos2" "cos2 for the variables"   
## 6 "$var$contrib" "contributions of the variables"   
## 7 "$ind" "results for the individuals"   
## 8 "$ind$coord" "coord. for the individuals"   
## 9 "$ind$cos2" "cos2 for the individuals"   
## 10 "$ind$contrib" "contributions of the individuals"   
## 11 "$call" "summary statistics"   
## 12 "$call$centre" "mean of the variables"   
## 13 "$call$ecart.type" "standard error of the variables"   
## 14 "$call$row.w" "weights for the individuals"   
## 15 "$call$col.w" "weights for the variables"

Nos interesa ver los eigenvalues, que son los que presentarán la cantidad de varianza que aportan las variables:

eigenvalues.PCA <- resultado.pca$eig  
eigenvalues.PCA

## eigenvalue percentage of variance cumulative percentage of variance  
## comp 1 6.064459e+00 3.191820e+01 31.91820  
## comp 2 3.000738e+00 1.579336e+01 47.71156  
## comp 3 1.771844e+00 9.325495e+00 57.03706  
## comp 4 1.316075e+00 6.926710e+00 63.96377  
## comp 5 1.066890e+00 5.615210e+00 69.57898  
## comp 6 9.958756e-01 5.241450e+00 74.82043  
## comp 7 9.704525e-01 5.107645e+00 79.92807  
## comp 8 8.740157e-01 4.600083e+00 84.52816  
## comp 9 6.403057e-01 3.370030e+00 87.89819  
## comp 10 5.797901e-01 3.051527e+00 90.94971  
## comp 11 4.053622e-01 2.133485e+00 93.08320  
## comp 12 3.670873e-01 1.932039e+00 95.01524  
## comp 13 2.816983e-01 1.482623e+00 96.49786  
## comp 14 2.465127e-01 1.297435e+00 97.79529  
## comp 15 1.253587e-01 6.597825e-01 98.45508  
## comp 16 1.175431e-01 6.186477e-01 99.07372  
## comp 17 1.007805e-01 5.304239e-01 99.60415  
## comp 18 7.521185e-02 3.958518e-01 100.00000  
## comp 19 7.248996e-26 3.815261e-25 100.00000

Como podemos ver, tenemos 19 componentes principales (una por cada dimensión), y vemos que solo con 10 variables ya tenemos un 90% de explicación. Además, de cara a la representación en dos dimensiones, podemos ver que con solo las dos variables con más varianza tenemos una explicación del 47,7%.

Ahora, para completar este apartado de PCA, lo que voy a hacer es sacar la gráfica de la varianza acumulada con los valores anteriores:

plotPCA <- fviz\_screeplot(resultado.pca, ncp=19, main="Barplot de explicación de varianza", ylab="Porcentaje de explicación", xlab="Dimensión")  
plot(plotPCA)
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Ahora voy a sacar un “Factor Map” de las variables. Esto lo puedo hacer gracias a las coordenadas que me da una de las variables tras hacer el PCA. Así, voy primero a ver la tabla y luego voy a sacar el mapa:

head(resultado.pca$var$coord)

## Dim.1 Dim.2 Dim.3 Dim.4 Dim.5  
## creationTime 0.01723817 -0.01149443 -0.06290260 0.04393011 -0.25111184  
## gameDuration 0.24050089 0.86002372 -0.09989262 0.13764973 -0.07795331  
## winner 0.84048823 -0.23457181 -0.14685233 -0.11282396 -0.04006251  
## firstBlood 0.26968344 0.05182651 0.13357189 0.34780625 -0.23151329  
## firstTower 0.55683600 0.07472362 0.19566560 0.37066228 -0.14932506  
## firstInhibitor 0.72099264 0.28414084 -0.07367165 -0.02461892 -0.03806185

Como se puede ver, me está poniendo mis 24 variables en 5 dimensiones, con unas coordenadas concretas. Ahora, lo que voy a hacer, es representarlo. Con esta representación podré sacar algunas conclusiones:

fviz\_pca\_var(resultado.pca)
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Es interesante ver como no hay nada que vaya en la misma dirección que la victoria. T1 tiene que ser interpretado de una manera en espejo respecto al eje de las Y, y vemos como muchísimas variables como el heraldo, first blood, número de dragones… todas tienen más o menos la misma importancia de cara a conseguir la victoria.

Vemos como la duración del juego forma un ángulo de 90 grados con la victoria, lo cual significa que no tiene nada que ver.

Ahora vamos a ver en un mapa, sobre las dos componentes principales, todas las partidas:

fviz\_pca\_ind(resultado.pca)
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Exportamos estos gráficos del PCA de los individuos…

pdf("../imagenes/PCAIndividuos.pdf")  
  
plot(plotPCA)  
fviz\_pca\_var(resultado.pca)  
fviz\_pca\_ind(resultado.pca)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Como se puede apreciar en este gráfico también, prácticamente todas las partidas forman un gran cluster (representado sobre las dos componentes con más variabilidad), y esto nos demuestra que no hay demasiada varianza entre unas partidas y otras. En otras palabras, no podemos distinguir fácilmente varios tipos de partidas, todas son parecidas y no hay diferencias suficientes para clasificar en grupos, más que en uno grande.

Para analizar la variabilidad de algunas partidas, vamos a verlo mediante el método de las caras de Chernoff:

muestra\_partidas <- data.games[1:16, 27:31]  
muestra\_partidas <- cbind(muestra\_partidas, data.games[1:16, 52:56])  
faces(muestra\_partidas[1:10], face.type=1,labels=data.games[1:16, 5], main = "Diferencias entre partidas", scale = TRUE, cex = 1.5)

![](data:image/png;base64,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)

## effect of variables:  
## modified item Var   
## "height of face " "t1\_towerKills"   
## "width of face " "t1\_inhibitorKills"   
## "structure of face" "t1\_baronKills"   
## "height of mouth " "t1\_dragonKills"   
## "width of mouth " "t1\_riftHeraldKills"  
## "smiling " "t2\_towerKills"   
## "height of eyes " "t2\_inhibitorKills"   
## "width of eyes " "t2\_baronKills"   
## "height of hair " "t2\_dragonKills"   
## "width of hair " "t2\_riftHeraldKills"  
## "style of hair " "t1\_towerKills"   
## "height of nose " "t1\_inhibitorKills"   
## "width of nose " "t1\_baronKills"   
## "width of ear " "t1\_dragonKills"   
## "height of ear " "t1\_riftHeraldKills"

Lo exportamos a PDF para tener más calidad al pasarlo a vectorial…

pdf("../imagenes/chernoff partidas.pdf")  
faces(muestra\_partidas[1:10], face.type=1,labels=data.games[1:16, 5], main = "Diferencias entre partidas", scale = TRUE, cex = 1.5)

## effect of variables:  
## modified item Var   
## "height of face " "t1\_towerKills"   
## "width of face " "t1\_inhibitorKills"   
## "structure of face" "t1\_baronKills"   
## "height of mouth " "t1\_dragonKills"   
## "width of mouth " "t1\_riftHeraldKills"  
## "smiling " "t2\_towerKills"   
## "height of eyes " "t2\_inhibitorKills"   
## "width of eyes " "t2\_baronKills"   
## "height of hair " "t2\_dragonKills"   
## "width of hair " "t2\_riftHeraldKills"  
## "style of hair " "t1\_towerKills"   
## "height of nose " "t1\_inhibitorKills"   
## "width of nose " "t1\_baronKills"   
## "width of ear " "t1\_dragonKills"   
## "height of ear " "t1\_riftHeraldKills"

dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Como podemos ver, hay diferencias entre las partidas ganadas por el equipo 1 (caras en general más grandes y geométricas, pelo hacia arriba) y las del equipo 2 (pelo hacia abajo y amarillo, cara roja en la mitad, cara redondeada…)

## Preguntas

Ahora que tenemos las correlaciones vistas, podemos pasar a hacernos preguntas.

### ¿Campeón más baneado por temporada?

Uno de los elementos que más se tienen en cuenta a la hora de analizar el League of Legends en los e-sports es el campeón más baneado por temporada o campeonato. Esto es porque desde Riot Games hacen cambios a las habilidades y fuerza de los personajes, de tal manera que algunas veces algunos campeones son demasiado fuertes y se pueden bloquear al inicio de la partida. Vamos a ver cuáles han sido:

Para analizar esto, contaré la cantidad de ocurrencias y veré, en estas más de 50.000 partidas, cual es el campeón más temido entre los jugadores, tras sustiruir por los nombres.

# Lo que voy a hacer es contar por columnas, y luego sumo todas las columnas que he contado. Así obtengo el recuento final  
  
# TEAM 1  
  
cont.bans.t1.1 <- ddply(data.games,.(t1\_ban1),nrow)  
cont.bans.t1.1 <- cont.bans.t1.1[order(cont.bans.t1.1$V1, decreasing = TRUE), ]  
cont.bans.t1.2 <- ddply(data.games,.(t1\_ban2),nrow)  
cont.bans.t1.2 <- cont.bans.t1.2[order(cont.bans.t1.2$V1, decreasing = TRUE), ]  
cont.bans.t1.3 <- ddply(data.games,.(t1\_ban3),nrow)  
cont.bans.t1.3 <- cont.bans.t1.3[order(cont.bans.t1.3$V1, decreasing = TRUE), ]  
cont.bans.t1.4 <- ddply(data.games,.(t1\_ban4),nrow)  
cont.bans.t1.4 <- cont.bans.t1.4[order(cont.bans.t1.4$V1, decreasing = TRUE), ]  
cont.bans.t1.5 <- ddply(data.games,.(t1\_ban5),nrow)  
cont.bans.t1.5 <- cont.bans.t1.5[order(cont.bans.t1.5$V1, decreasing = TRUE), ]  
  
# TEAM 2  
  
cont.bans.t2.1 <- ddply(data.games,.(t2\_ban1),nrow)  
cont.bans.t2.1 <- cont.bans.t2.1[order(cont.bans.t2.1$V1, decreasing = TRUE), ]  
cont.bans.t2.2 <- ddply(data.games,.(t2\_ban2),nrow)  
cont.bans.t2.2 <- cont.bans.t2.2[order(cont.bans.t2.2$V1, decreasing = TRUE), ]  
cont.bans.t2.3 <- ddply(data.games,.(t2\_ban3),nrow)  
cont.bans.t2.3 <- cont.bans.t2.3[order(cont.bans.t2.3$V1, decreasing = TRUE), ]  
cont.bans.t2.4 <- ddply(data.games,.(t2\_ban4),nrow)  
cont.bans.t2.4 <- cont.bans.t2.4[order(cont.bans.t2.4$V1, decreasing = TRUE), ]  
cont.bans.t2.5 <- ddply(data.games,.(t2\_ban5),nrow)  
cont.bans.t2.5 <- cont.bans.t2.5[order(cont.bans.t2.5$V1, decreasing = TRUE), ]  
  
# Ahora lo que tengo que hacer es sumar todas estas columnas de V1 según el valor de name...  
  
df.bans <- left\_join(cont.bans.t1.1, cont.bans.t1.2, by =c("t1\_ban1" = "t1\_ban2"))  
df.bans <- left\_join(df.bans, cont.bans.t1.3, by =c("t1\_ban1" = "t1\_ban3"))  
df.bans <- left\_join(df.bans, cont.bans.t1.4, by =c("t1\_ban1" = "t1\_ban4"))  
df.bans <- left\_join(df.bans, cont.bans.t1.5, by =c("t1\_ban1" = "t1\_ban5"))  
  
df.bans <- left\_join(df.bans, cont.bans.t2.1, by =c("t1\_ban1" = "t2\_ban1"))  
df.bans <- left\_join(df.bans, cont.bans.t2.2, by =c("t1\_ban1" = "t2\_ban2"))  
df.bans <- left\_join(df.bans, cont.bans.t2.3, by =c("t1\_ban1" = "t2\_ban3"))  
df.bans <- left\_join(df.bans, cont.bans.t2.4, by =c("t1\_ban1" = "t2\_ban4"))  
df.bans <- left\_join(df.bans, cont.bans.t2.5, by =c("t1\_ban1" = "t2\_ban5"))  
  
df.bans$total <- rowSums( df.bans[,2:11] )  
  
remove(cont.bans.t1.1)  
remove(cont.bans.t1.2)  
remove(cont.bans.t1.3)  
remove(cont.bans.t1.4)  
remove(cont.bans.t1.5)  
remove(cont.bans.t2.1)  
remove(cont.bans.t2.2)  
remove(cont.bans.t2.3)  
remove(cont.bans.t2.4)  
remove(cont.bans.t2.5)  
  
df.bans <- df.bans[order(df.bans$total, decreasing = TRUE), ]  
df.bans <- df.bans[, -2:-11]  
head(df.bans)

## t1\_ban1 total  
## 1 157 33015  
## 2 238 25393  
## 3 31 25175  
## 4 122 22870  
## 5 40 21390  
## 6 119 20262

# Finalmente, junto con la tabla de data.champs para ponerles nombre...  
  
df.bans <- left\_join(df.bans, data.champs, by=c("t1\_ban1" = "id"))  
df.bans <- df.bans[, -1]  
head(df.bans)

## total name  
## 1 33015 Yasuo  
## 2 25393 Zed  
## 3 25175 ChoGath  
## 4 22870 Darius  
## 5 21390 Janna  
## 6 20262 Draven

Ahora que tenemos todos los bans contados, es hora de hacer un wordcloud para poder verlo visualmente:

set.seed(9999) # Para el mantenimiento del mismo patrón  
  
wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, random.order=FALSE,   
 rot.per=0.5, colors=c("Orange","Purple","Pink", "Red", "Yellow", "Green", "Blue", "Black"))

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Fiddlesticks could  
## not be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Nidalee could not  
## be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Mordekaiser could  
## not be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Taric could not be  
## fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Lissandra could not  
## be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Volibear could not  
## be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Poppy could not be  
## fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Karthus could not  
## be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Udyr could not be  
## fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Skarner could not  
## be fit on page. It will not be plotted.
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# Ratio del más baneado  
  
print("El porcentaje de baneo a Yasuo es de: ")

## [1] "El porcentaje de baneo a Yasuo es de: "

ratio.ban.yasuo <- df.bans$total[1]/sum(df.bans$total)  
print(ratio.ban.yasuo)

## [1] 0.06411925

Exportamos el wordcloud a PDF para tenerlo vectorial…

set.seed(9999) # Para el mantenimiento del mismo patrón  
  
wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, random.order=FALSE,   
 rot.per=0.5, colors=c("Orange","Purple","Pink", "Red", "Yellow", "Green", "Blue", "Black"))

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Fiddlesticks could  
## not be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Nidalee could not  
## be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Mordekaiser could  
## not be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Taric could not be  
## fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Lissandra could not  
## be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Volibear could not  
## be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Poppy could not be  
## fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Karthus could not  
## be fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Udyr could not be  
## fit on page. It will not be plotted.

## Warning in wordcloud(words = df.bans$name, freq = df.bans$total, min.freq = 1, : Skarner could not  
## be fit on page. It will not be plotted.

![](data:image/png;base64,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)

dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Pregunta respondida.

### ¿Matar un mayor número de dragones aumenta las posibilidades de victoria?

Esto lo vamos a responder para el equipo 1 y para el equipo 2, de tal manera que podamos ver si tiene más influencia en uno u en otro.

Para esto, necesito la cantidad de dragones matados por el equipo que venció y por el equipo que perdió, y esos datos los tengo en el dataset de data.games.

data.dragons.win <- cbind(data.games$t1\_dragonKills, data.games$t2\_dragonKills, data.games$winner)  
colnames(data.dragons.win) <- c("KillsT1", "KillsT2", "Win")  
head(data.dragons.win)

## KillsT1 KillsT2 Win  
## [1,] 3 1 1  
## [2,] 2 0 1  
## [3,] 1 1 1  
## [4,] 2 0 1  
## [5,] 3 1 1  
## [6,] 1 3 1

Primero vamos a estudiar la correlación. La hemos visto anteriormente, pero vamos a hacerlo ahora en especial de esta tabla para verlo de una manera más grande:

res.dragons.win <- cor(data.dragons.win, method = "spearman")  
options(width = 100)  
res.dragons.win.round <- round(res.dragons.win, 2)

corrplot(res.dragons.win.round, method="square", type = "upper", tl.srt = 0.7)
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Lo exportamos a PDF para poderlo ver con mayor calidad…

pdf("../imagenes/DrakesCorr.pdf")  
  
corrplot(res.dragons.win.round, method="square", type = "upper", tl.srt = 0.7)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Como podemos ver, tenemos una correlación de aproximadamente el 50% entre el aumento del número de dragones matados y conseguir la victoria.

#### Equipo 1

Vamos a ver el número de dragones matados por el equipo 1 respecto a la victoria:

mosaicplot(table(data.dragons.win[, 1], data.dragons.win[, 3]), main='Winrate por dragones matados, Equipo 1', shade=TRUE)
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Como podemos ver, el equipo 1, si no mata a ningún dragón, tiene serias posibilidades de no ser el equipo que gane. Conforme va matando dragones, aumenta la posibilidad, especialmente con el paso de 1 a 2 dragones, donde se planta con una mayor parte de las posibilidades.

A partir de los 3 dragones matados, el hecho de matar más no tiene prácticamente influencia en el resultado final.

#### Equipo 2

Procedemos igual con el equipo 2:

mosaicplot(table(data.dragons.win[, 2], data.dragons.win[, 3]), main='Winrate por dragones matados, Equipo 2', shade=TRUE)
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Exportamos los MosaicPlot a PDF para tenerlos vectoriales…

pdf("../imagenes/Drakes MosaicPlot.pdf")  
  
mosaicplot(table(data.dragons.win[, 1], data.dragons.win[, 3]), main='Winrate por dragones matados, Equipo 1', shade=TRUE)  
mosaicplot(table(data.dragons.win[, 2], data.dragons.win[, 3]), main='Winrate por dragones matados, Equipo 2', shade=TRUE)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Como se puede observar, las distribuciones son prácticamente similares, solo que en espejo como es normal.

### ¿Cuales son los campeones más escogidos?

Sabemos que Yasuo es el campeón más baneado, con un 6% de banrate. Ahora me pregunto cual es el campeón más escogido para jugar.

Para ello, tenemos que seguir la misma metodología que en la parte de los baneos:

# Lo que voy a hacer es contar por columnas, y luego sumo todas las columnas que he contado. Así obtengo el recuento final  
  
# TEAM 1  
  
cont.picks.t1.1 <- ddply(data.games,.(t1\_champ1id),nrow)  
cont.picks.t1.1 <- cont.picks.t1.1[order(cont.picks.t1.1$V1, decreasing = TRUE), ]  
cont.picks.t1.2 <- ddply(data.games,.(t1\_champ2id),nrow)  
cont.picks.t1.2 <- cont.picks.t1.2[order(cont.picks.t1.2$V1, decreasing = TRUE), ]  
cont.picks.t1.3 <- ddply(data.games,.(t1\_champ3id),nrow)  
cont.picks.t1.3 <- cont.picks.t1.3[order(cont.picks.t1.3$V1, decreasing = TRUE), ]  
cont.picks.t1.4 <- ddply(data.games,.(t1\_champ4id),nrow)  
cont.picks.t1.4 <- cont.picks.t1.4[order(cont.picks.t1.4$V1, decreasing = TRUE), ]  
cont.picks.t1.5 <- ddply(data.games,.(t1\_champ5id),nrow)  
cont.picks.t1.5 <- cont.picks.t1.5[order(cont.picks.t1.5$V1, decreasing = TRUE), ]  
  
# TEAM 2  
  
cont.picks.t2.1 <- ddply(data.games,.(t2\_champ1id),nrow)  
cont.picks.t2.1 <- cont.picks.t2.1[order(cont.picks.t2.1$V1, decreasing = TRUE), ]  
cont.picks.t2.2 <- ddply(data.games,.(t2\_champ2id),nrow)  
cont.picks.t2.2 <- cont.picks.t2.2[order(cont.picks.t2.2$V1, decreasing = TRUE), ]  
cont.picks.t2.3 <- ddply(data.games,.(t2\_champ3id),nrow)  
cont.picks.t2.3 <- cont.picks.t2.3[order(cont.picks.t2.3$V1, decreasing = TRUE), ]  
cont.picks.t2.4 <- ddply(data.games,.(t2\_champ4id),nrow)  
cont.picks.t2.4 <- cont.picks.t2.4[order(cont.picks.t2.4$V1, decreasing = TRUE), ]  
cont.picks.t2.5 <- ddply(data.games,.(t2\_champ5id),nrow)  
cont.picks.t2.5 <- cont.picks.t2.5[order(cont.picks.t2.5$V1, decreasing = TRUE), ]  
  
# Ahora lo que tengo que hacer es sumar todas estas columnas de V1 según el valor de name...  
  
df.picks <- left\_join(cont.picks.t1.1, cont.picks.t1.2, by =c("t1\_champ1id" = "t1\_champ2id"))  
df.picks <- left\_join(df.picks, cont.picks.t1.3, by =c("t1\_champ1id" = "t1\_champ3id"))  
df.picks <- left\_join(df.picks, cont.picks.t1.4, by =c("t1\_champ1id" = "t1\_champ4id"))  
df.picks <- left\_join(df.picks, cont.picks.t1.5, by =c("t1\_champ1id" = "t1\_champ5id"))  
  
df.picks <- left\_join(df.picks, cont.picks.t2.1, by =c("t1\_champ1id" = "t2\_champ1id"))  
df.picks <- left\_join(df.picks, cont.picks.t2.2, by =c("t1\_champ1id" = "t2\_champ2id"))  
df.picks <- left\_join(df.picks, cont.picks.t2.3, by =c("t1\_champ1id" = "t2\_champ3id"))  
df.picks <- left\_join(df.picks, cont.picks.t2.4, by =c("t1\_champ1id" = "t2\_champ4id"))  
df.picks <- left\_join(df.picks, cont.picks.t2.5, by =c("t1\_champ1id" = "t2\_champ5id"))  
  
df.picks$total <- rowSums( df.picks[,2:11] )  
  
remove(cont.picks.t1.1)  
remove(cont.picks.t1.2)  
remove(cont.picks.t1.3)  
remove(cont.picks.t1.4)  
remove(cont.picks.t1.5)  
remove(cont.picks.t2.1)  
remove(cont.picks.t2.2)  
remove(cont.picks.t2.3)  
remove(cont.picks.t2.4)  
remove(cont.picks.t2.5)  
  
df.picks <- df.picks[order(df.picks$total, decreasing = TRUE), ]  
df.picks <- df.picks[, -2:-11]  
head(df.picks)

## t1\_champ1id total  
## 2 412 13002  
## 1 18 12983  
## 3 67 10658  
## 4 141 9853  
## 5 64 9188  
## 6 29 8838

# Finalmente, junto con la tabla de data.champs para ponerles nombre...  
  
df.picks <- left\_join(df.picks, data.champs, by=c("t1\_champ1id" = "id"))  
df.picks <- df.picks[, -1]  
head(df.picks)

## total name  
## 1 13002 Thresh  
## 2 12983 Tristana  
## 3 10658 Vayne  
## 4 9853 Kayn  
## 5 9188 Lee Sin  
## 6 8838 Twitch

Ahora que tenemos todos los picks contados, es hora de hacer un wordcloud para poder verlo visualmente:

set.seed(9998) # Para el mantenimiento del mismo patrón  
  
wordcloud(words = df.picks$name, freq = df.picks$total, min.freq = 3000, random.order=FALSE,  
 rot.per=0.5, colors=c("Orange","Purple","Pink", "Red", "Yellow", "Green", "Blue", "Black")  
 )
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# Ratio del más baneado  
  
print("El porcentaje de pick de Thresh es de: ")

## [1] "El porcentaje de pick de Thresh es de: "

ratio.pick.thresh <- df.picks$total[1]/sum(df.picks$total)  
print(ratio.pick.thresh)

## [1] 0.02525151

Exporto el Wordcloud a PDF para tenerlo vectorial…

pdf("../imagenes/wordcloudPicks.pdf")  
  
set.seed(9998) # Para el mantenimiento del mismo patrón  
  
wordcloud(words = df.picks$name, freq = df.picks$total, min.freq = 3000, random.order=FALSE,  
 rot.per=0.5, colors=c("Orange","Purple","Pink", "Red", "Yellow", "Green", "Blue", "Black")  
 )  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Está muy bien que Thresh y Tristana sean los más elegidos, pero… ¿esto es porque conllevan mayor victoria de partidas? Vamos a calcularlo:

### ¿Qué camepones conllevan un mayor winrate?

Para esto, lo primero que tenemos que hacer es crear un nuevo dataframe con los campeones que han ganado cada partida:

dataframe.winners.1 <- filter(data.games, winner == "1")   
  
# En este dataframe, solo me interesan las columnas de los campeones elegidos por el equipo 1, por lo que solo me quedo con ellas:  
  
dataframe.winners.1 <- dataframe.winners.1[, c(12, 15, 18, 21, 24)]  
colnames(dataframe.winners.1) <- c("Pick1", "Pick2", "Pick3", "Pick4", "Pick5")  
  
# Hacemos lo mismo con los ganadores del equipo 2  
  
dataframe.winners.2 <- filter(data.games, winner == "2")   
  
# En este dataframe, solo me interesan las columnas de los campeones elegidos por el equipo 1, por lo que solo me quedo con ellas:  
  
dataframe.winners.2 <- dataframe.winners.2[, c(37, 40, 43, 46, 49)]  
colnames(dataframe.winners.2) <- c("Pick1", "Pick2", "Pick3", "Pick4", "Pick5")  
  
# Ahora los juntamos...  
  
dataframe.winners <- rbind(dataframe.winners.1, dataframe.winners.2)  
  
remove(dataframe.winners.1)  
remove(dataframe.winners.2)

Ahora ya tenemos preparado el dataframe para poder jugar con él. Procedemos contando el número de ocurrencias que hay de cada campeón, y con esto veremos cual es el campeón que más se repite en este dataframe donde solo están las victorias:

# Ahora voy a llevar todas las columnas a una:  
  
dataframe.winners <- data.frame(all = c(dataframe.winners[,"Pick1"],  
 dataframe.winners[,"Pick2"],  
 dataframe.winners[,"Pick3"],   
 dataframe.winners[,"Pick4"],   
 dataframe.winners[,"Pick5"]))  
  
head(dataframe.winners)

## all  
## 1 8  
## 2 119  
## 3 18  
## 4 57  
## 5 19  
## 6 40

dataframe.winners <- left\_join(dataframe.winners, data.champs, by=c("all" = "id"))  
  
dataframe.winners <- dataframe.winners[, -1]  
  
head(dataframe.winners)

## [1] Vladimir Draven Tristana Maokai Warwick Janna   
## 138 Levels: Aatrox Ahri Akali Alistar Amumu Anivia Annie Ashe Aurelion Sol Azir Bard ... Zyra

# Ahora tenemos todo el dataframe en una única columna, donde solo nos queda ordenar y contar el número de ocurrencias:  
  
dataframe.winners <- dataframe.winners[order(dataframe.winners)]  
head(dataframe.winners)

## [1] Aatrox Aatrox Aatrox Aatrox Aatrox Aatrox  
## 138 Levels: Aatrox Ahri Akali Alistar Amumu Anivia Annie Ashe Aurelion Sol Azir Bard ... Zyra

# Contamos  
  
cantidad <- as.data.frame(table(dataframe.winners))  
  
cantidad <- cantidad[order(cantidad$Freq, decreasing = TRUE), ]  
colnames(cantidad) <- c("name", "freq")  
head(cantidad)

## name freq  
## 112 Tristana 6713  
## 111 Thresh 6143  
## 120 Vayne 5498  
## 42 Janna 4826  
## 54 Kayn 4807  
## 116 Twitch 4665

Como podemos ver, los campeones más elegidos son Tristana y Thresh, que casualmente, como acabamos de probar, son los que tienen más victorias en su haber. También, la tercera con más picks es Vayne, y también es la tercera en cantidad de victorias.

Vamos a calcular el ratio pick-victory:

# Para hacer esto, voy a juntar los dos dataframes en uno solo, juntando por el valor del campeón (nombre), y una vez hecho esto podré restar entre mismas columnas  
  
# No puedo hacer un join normal porque todos mis elementos de texto son factors, por eso lo reconvierto  
  
cantidad <- data.frame(cantidad, stringsAsFactors = FALSE)  
colnames(cantidad) <- c("name", "freq\_win")  
  
df.picks <- data.frame(df.picks, stringsAsFactors = FALSE)  
colnames(df.picks) <- c("total\_picks", "name")  
  
dataframe.pick.win <- inner\_join(cantidad, df.picks, by="name")  
  
# Ahora que tengo los datos a mano, podemos hacer las divisiones:  
  
dataframe.pick.win <- transform(dataframe.pick.win, ratio = dataframe.pick.win[, 2] / dataframe.pick.win[, 3])  
  
dataframe.pick.win <- dataframe.pick.win[order(dataframe.pick.win$ratio, decreasing = TRUE), ]  
  
head(dataframe.pick.win)

## name freq\_win total\_picks ratio  
## 4 Janna 4826 8691 0.5552871  
## 29 Sona 2942 5429 0.5419046  
## 120 Yorick 744 1378 0.5399129  
## 66 Rammus 1614 2997 0.5385385  
## 87 Anivia 1207 2252 0.5359680  
## 118 Singed 762 1425 0.5347368

Es interesante ver que, a la vista de estos resultados, la gente banea lo que ve mucho, no lo que de verdad gana partidas. Como podemos observar, Janna, Sona y Yorick son los 3 campeones que más porcentaje de partidas ganan. En cambio, a la hora de escogerlos los vemos en las posiciones 7, 30 y 124. Respecto a bans, si tantas partidas ganan la masa debería de banearlos, pero se encuentran en las posiciones 5, 91 y 96, por lo que la gente no se da cuenta del peligro de estos campeones en las manos adecuadas.

### ¿El lado rojo (equipo 2) pierde más partidas?

Una de las afirmaciones que corre por la comunidad de League of Legends es la creencia de que el lado rojo, correspondiente con el equipo 2 en nuestro dataset, es el que pierde un mayor número de partidas. Para visualizar esto, lo único que hay que hacer es obtener el winrate del equipo rojo respecto al total de partidas:

columna.wins <- data.games$winner  
cantidad.wins <- as.data.frame(table(columna.wins))  
colnames(cantidad.wins) <- c("winner", "frequency")  
head(cantidad.wins)

## winner frequency  
## 1 1 26077  
## 2 2 25413

# Si calculamos el ratio...  
  
ratio.red <- cantidad.wins[2, 2] / (cantidad.wins[1, 2] + cantidad.wins[2, 2])  
ratio.red

## [1] 0.4935521

ratio.blue <- cantidad.wins[1, 2] / (cantidad.wins[1, 2] + cantidad.wins[2, 2])  
ratio.blue

## [1] 0.5064479

Es decir, el grupo que juega en el lado rojo gana el 49,35% de las partidas, mientras que el que juega en el lado azul gana el 50,64%.

Vamos a verlo en forma de gráfica:

ratios\_win <- c(ratio.blue, ratio.red)  
barplot(ratios\_win, main="Victorias por equipo", ylab="Equipo", col = c("Blue", "Red"))

![](data:image/png;base64,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)

pie(table(data.games$winner), main = "Victorias por equipo", col = c("Blue", "Red"))

![](data:image/png;base64,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)

Lo exportamos a PDF…

pdf("../imagenes/Winrate Graphs.pdf")  
barplot(ratios\_win, main="Victorias por equipo", ylab="Equipo", col = c("Blue", "Red"))  
pie(table(data.games$winner), main = "Victorias por equipo", col = c("Blue", "Red"))  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

### ¿Quién consigue más primeros objetivos?

Los primeros objetivos son cruciales en la partida, ya que algunos dan extra de oro, pero todos empiezan a decantar la partida a tu favor. Debido a ello, el análisis de si existe alguna diferencia entre los equipos a la hora de conseguir los primeros objetivos se plantea crucial.

Para ello, contaré para cada columna de primeros objetivos qué equipo ha conseguido ser el mejor, y por qué porcentaje, y entonces determinaré si hay alguna ventaja en alguno de los objetivos.

# Los datos de esto los tenemos en data.games. Para aclarar, vamos a hacer un dataset específico con los datos de los objetivos...  
  
data.first.objectives <- data.games[, 6:11]  
  
# Es importante remarcar que aquí hay 3 valores: 0 si nadie lo ha conseguido, 1 si lo ha conseguido el equipo azul y 2 si lo ha conseguido el equipo rojo.  
  
head(data.first.objectives)

## firstBlood firstTower firstInhibitor firstBaron firstDragon firstRiftHerald  
## 1 2 1 1 1 1 2  
## 2 1 1 1 0 1 1  
## 3 2 1 1 1 2 0  
## 4 1 1 1 1 1 0  
## 5 2 1 1 1 1 0  
## 6 2 2 1 1 2 0

# Ahora mi objetivo es contar de cada una de las líneas lo que hay, y de aquí sacar conclusiones:  
  
firstblood.qty <- as.data.frame(table(data.first.objectives[, 1]))  
firsttower.qty <- as.data.frame(table(data.first.objectives[, 2]))  
firstinhib.qty <- as.data.frame(table(data.first.objectives[, 3]))  
firstbaron.qty <- as.data.frame(table(data.first.objectives[, 4]))  
firstdragon.qty <- as.data.frame(table(data.first.objectives[, 5]))  
firstherald.qty <- as.data.frame(table(data.first.objectives[, 6]))  
  
# Ahora lo vemos bien en barplots...  
  
array.firstblood <- c(firstblood.qty[1, 2],firstblood.qty[2, 2], firstblood.qty[3, 2])  
barplot(array.firstblood, main="Partidas en las que los equipos hicieron Primera sangre", xlab="Equipo / Ninguno", ylab = "Número de partidas",   
 ylim = c(0,30000), col = c("White", "Blue", "Red"), legend.text=firstblood.qty$Var1)
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array.firsttower <- c(firsttower.qty[1, 2],firsttower.qty[2, 2], firsttower.qty[3, 2])  
barplot(array.firsttower, main="Partidas en las que los equipos hicieron Primera torre", xlab="Equipo / Ninguno", ylab = "Número de partidas",  
 ylim = c(0,30000), col = c("White", "Blue", "Red"), legend.text=firsttower.qty$Var1)
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array.firstinhib <- c(firstinhib.qty[1, 2],firstinhib.qty[2, 2], firstinhib.qty[3, 2])  
barplot(array.firstinhib, main="Partidas en las que los equipos hicieron primer inhibidor", xlab="Equipo / Ninguno", ylab = "Número de partidas",  
 ylim = c(0,30000), col = c("White", "Blue", "Red"), legend.text=firstinhib.qty$Var1)
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array.firstbaron <- c(firstbaron.qty[1, 2],firstbaron.qty[2, 2], firstbaron.qty[3, 2])  
barplot(array.firstbaron, main="Partidas en las que los equipos hicieron primer barón", xlab="Equipo / Ninguno", ylab = "Número de partidas",   
 ylim = c(0,30000), col = c("White", "Blue", "Red"), legend.text=firstbaron.qty$Var1)
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array.firstdragon <- c(firstdragon.qty[1, 2],firstdragon.qty[2, 2], firstdragon.qty[3, 2])  
barplot(array.firstdragon, main="Partidas en las que los equipos hicieron primer dragón", xlab="Equipo / Ninguno", ylab = "Número de partidas",  
 ylim = c(0,30000), col = c("White", "Blue", "Red"), legend.text=firstdragon.qty$Var1)
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array.firstherald <- c(firstherald.qty[1, 2],firstherald.qty[2, 2], firstherald.qty[3, 2])  
barplot(array.firstherald, main="Partidas en las que los equipos hicieron el heraldo", xlab="Equipo / Ninguno", ylab = "Número de partidas",  
 ylim = c(0,30000), col = c("White", "Blue", "Red"), legend.text=firstherald.qty$Var1)

![](data:image/png;base64,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)

Si ponemos todos estos en orden cronológico a cuando suelen pasar, obtenemos lo siguiente:

dataframe.firstObjective <- cbind(array.firstblood, array.firsttower, array.firstdragon, array.firstherald, array.firstinhib, array.firstbaron)  
colnames(dataframe.firstObjective) <- c('FirstBlood', 'FirstTower', 'FirstDragon', 'FirstHerald', 'FirstInhib', 'FirstBaron')  
  
colours = c("white","blue","red")  
  
barplot(dataframe.firstObjective, main='Cantidad de primer objetivo de cada tipo conseguido por los equipos',ylab='Veces', xlab='Evento',beside = TRUE,   
 col=colours, ylim=c(0,max(dataframe.firstObjective)\*1.3))  
  
box()
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Exportamos a PDF este gráfico…

pdf("../imagenes/Barplot Cronología Partida FO.pdf")  
  
barplot(dataframe.firstObjective, main='Cantidad de primer objetivo de cada tipo conseguido por los equipos',ylab='Veces', xlab='Evento',beside = TRUE,   
 col=colours, ylim=c(0,max(dataframe.firstObjective)\*1.3))  
  
box()  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Como podemos ver en los gráficos, la primera sangre y primera torre suelen caer un poco más del lado del equipo azul, siendo estos elementos que se dan al principio de la partida.

Respecto al primer dragón y el heraldo, que se dan en el medio de la partida, se igualan las tornas.

Sin embargo, con los objetivos de final de partida, como es el primer barón, es el equipo rojo quien lo suele conseguir. En cambio, el equipo azul suele conseguir con un poco más de frecuencia el primer inhibidor.

## Machine Learning

### Preparación datos machine learning

#### Dataset total

Ahora usaremos algoritmos de Machine Learning para ver si somos capaces de predecir quién va a ganar en base a una serie de características.

Para hacer esto, vamos a crear un dataset a partir de data.games solo para lo que va a ser el Machine Learning. En él, dejaré las variables que creo necesarias para la predicción de una partida y así usaremos este dataset, tras un centrado y escalado.

Creación del Dataset:

data.games.names <- inner\_join(data.games, data.champs, by = c("t1\_champ1id" = "id"))  
data.games.names <- inner\_join(data.games.names, data.champs, by = c("t1\_champ2id" = "id"))  
data.games.names <- inner\_join(data.games.names, data.champs, by = c("t1\_champ3id" = "id"))  
data.games.names <- inner\_join(data.games.names, data.champs, by = c("t1\_champ4id" = "id"))  
data.games.names <- inner\_join(data.games.names, data.champs, by = c("t1\_champ5id" = "id"))  
data.games.names <- inner\_join(data.games.names, data.champs, by = c("t2\_champ1id" = "id"))  
data.games.names <- inner\_join(data.games.names, data.champs, by = c("t2\_champ2id" = "id"))  
data.games.names <- inner\_join(data.games.names, data.champs, by = c("t2\_champ3id" = "id"))  
data.games.names <- inner\_join(data.games.names, data.champs, by = c("t2\_champ4id" = "id"))  
data.games.names <- inner\_join(data.games.names, data.champs, by = c("t2\_champ5id" = "id"))  
  
champs.names <- data.games.names[,62:71]  
colnames(champs.names) <- c("P1T1", "P2T1", "P3T1", "P4T1", "P5T1", "P1T2", "P2T2", "P3T2", "P4T2", "P5T2")  
  
  
# Ahora paso todos los campeones a variables binarias. Esto hace que para todas las predicciones no tenga que usar distancias ni categorías entre ellos, lo que me permite que sean más justas.  
  
vectors\_champs <- dummy\_cols(champs.names)  
vectors\_champs <- vectors\_champs[, -1:-10]  
  
# Ahora lo único que tengo que hacer es crear el dataset final para el machine learning, quitando aquellas variables que no deseo que estén (entre ellas el código de los campeones) y añadiendo esta codificación binaria que acabo de crear.  
  
data.ml <- data.games[, c(-1, -2, -4, -13, -14, -16, -17, -19, -20, -22, -23, -25, -26, -38, -39, -41, -42, -44, -45, -47, -48)]  
data.ml <- data.ml[, -9:-13]  
data.ml <- data.ml[, -19:-25]  
  
# Ahora hago lo mismo de antes para los nombres pero con los bans. Antes que nada, tengo que añadir None como la elección de ningún campeón para banear en el df de campeones.  
  
df.tonto <- data.frame("None", as.integer(1000))  
names(df.tonto) <- c("name", "id")  
data.champs <- rbind(data.champs, df.tonto)  
  
data.games[data.games=="-1"]<-1000  
  
data.games.bans <- inner\_join(data.games, data.champs, by = c("t1\_ban1" = "id"))  
data.games.bans <- inner\_join(data.games.bans, data.champs, by = c("t1\_ban2" = "id"))  
data.games.bans <- inner\_join(data.games.bans, data.champs, by = c("t1\_ban3" = "id"))  
data.games.bans <- inner\_join(data.games.bans, data.champs, by = c("t1\_ban4" = "id"))  
data.games.bans <- inner\_join(data.games.bans, data.champs, by = c("t1\_ban5" = "id"))  
data.games.bans <- inner\_join(data.games.bans, data.champs, by = c("t2\_ban1" = "id"))  
data.games.bans <- inner\_join(data.games.bans, data.champs, by = c("t2\_ban2" = "id"))  
data.games.bans <- inner\_join(data.games.bans, data.champs, by = c("t2\_ban3" = "id"))  
data.games.bans <- inner\_join(data.games.bans, data.champs, by = c("t2\_ban4" = "id"))  
data.games.bans <- inner\_join(data.games.bans, data.champs, by = c("t2\_ban5" = "id"))  
  
champs.bans.names <- data.games.bans[,62:71]  
colnames(champs.bans.names) <- c("B1T1", "B2T1", "B3T1", "B4T1", "B5T1", "B1T2", "B2T2", "B3T2", "B4T2", "B5T2")  
  
  
vectors\_champs.bans <- dummy\_cols(champs.bans.names)  
vectors\_champs.bans <- vectors\_champs.bans[, -1:-10]  
  
# Finalmente, hago las últimas transformaciones y adiciones a data.ml para obtener el resultado final  
  
data.ml <- data.ml[, -14:-18]  
data.ml <- data.ml[, -19:-23]  
  
data.ml <- cbind(data.ml, vectors\_champs, vectors\_champs.bans)  
  
# Finalmente,hago una segunda matriz sin el resultado, que será la que centre y escale:  
  
data.ml.centscal <- data.ml[, -2]

Ahora hacemos un centrado y escalado de los datos para evitar distorsionar la predicción:

preObjeto <- preProcess(data.ml.centscal, method=c("center", "scale")) # Quiero hacer un centrado y escalado  
data.ml.centscal <- predict(preObjeto, data.ml.centscal)

Estos archivos son grandes, veamos su tamaño:

object\_size(data.ml)

## 575 MB

object\_size(data.ml.centscal)

## 1.15 GB

resultado.pca.ml <- PCA(data.ml.centscal, graph = FALSE)  
  
#Con la siguiente línea podemos ver que podemos hacer con esto calculado  
print(resultado.pca.ml)

## \*\*Results for the Principal Component Analysis (PCA)\*\*  
## The analysis was performed on 51490 individuals, described by 2787 variables  
## \*The results are available in the following objects:  
##   
## name description   
## 1 "$eig" "eigenvalues"   
## 2 "$var" "results for the variables"   
## 3 "$var$coord" "coord. for the variables"   
## 4 "$var$cor" "correlations variables - dimensions"  
## 5 "$var$cos2" "cos2 for the variables"   
## 6 "$var$contrib" "contributions of the variables"   
## 7 "$ind" "results for the individuals"   
## 8 "$ind$coord" "coord. for the individuals"   
## 9 "$ind$cos2" "cos2 for the individuals"   
## 10 "$ind$contrib" "contributions of the individuals"   
## 11 "$call" "summary statistics"   
## 12 "$call$centre" "mean of the variables"   
## 13 "$call$ecart.type" "standard error of the variables"   
## 14 "$call$row.w" "weights for the individuals"   
## 15 "$call$col.w" "weights for the variables"

Nos interesa ver los eigenvalues, que son los que presentarán la cantidad de varianza que aportan las variables:

eigenvalues.PCA.ml <- resultado.pca.ml$eig  
head(eigenvalues.PCA.ml)

## eigenvalue percentage of variance cumulative percentage of variance  
## comp 1 5.508868 0.19766300 0.1976630  
## comp 2 3.274071 0.11747655 0.3151395  
## comp 3 3.015903 0.10821324 0.4233528  
## comp 4 1.994136 0.07155134 0.4949041  
## comp 5 1.877788 0.06737667 0.5622808  
## comp 6 1.833950 0.06580373 0.6280845

Como se puede comprobar, de las 24 variables (componentes) que tenemos, la mitad de la varianza la conseguimos con aproximadamente 5 variables. También se puede ver que a parti de las 17 variables prácticamente no hay un aumento de la varianza. En el caso de un problema grande, sería interesante la eliminación de algunas de las variables, para dejar un dataset más pequeño con el que poder trabajar. En nuestro caso, nuestro problema es pequeño, y además las variables están escogidas a mano, por lo que no haré una reducción del dataset.

Ahora, para completar este apartado de PCA, lo que voy a hacer es sacar la gráfica de la varianza acumulada con los valores anteriores:

plotPCA.ml <- fviz\_screeplot(resultado.pca.ml, ncp=60)  
plot(plotPCA.ml)
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Exportamos a PDF…

pdf("../imagenes/PCATotal.pdf")  
plot(plotPCA.ml)  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Como vemos, todas las dimensiones van aportando su “granito de arena”, pero ninguna de ellas (según estamos viendo en las 60 primeras) deja de aportar un poco.

Si vamos al dataframe generado en eigenvalues.PCA.ml, vemos que hasta que no llegamos a las 2000 componentes principales no obtenemos al menos un 80% de explicación, mientras que hasta que no llegamos a unas pocas dimensiones del final no obtenemos la explicación completa. Por ello, no reduciré las dimensiones del dataframe, y trabajaremos con él a pesar de que sea más lento y pesado.

#### Dataset campeones

A partir del dataset total, voy a hacer un dataset solo con los campeones (ya codificados), de tal manera que se pueda predecir también solo por ellos:

data.ml.campeones <- data.ml[, 19:2788]  
  
#matriz.sparse.campeones <- Matrix(data.ml.campeones, sparse = T)

Ahora, al igual que antes, calculamos el PCA:

resultado.pca.campeones.ml <- PCA(data.ml.campeones, graph = FALSE)  
  
#Con la siguiente línea podemos ver que podemos hacer con esto calculado  
print(resultado.pca.campeones.ml)

## \*\*Results for the Principal Component Analysis (PCA)\*\*  
## The analysis was performed on 51490 individuals, described by 2770 variables  
## \*The results are available in the following objects:  
##   
## name description   
## 1 "$eig" "eigenvalues"   
## 2 "$var" "results for the variables"   
## 3 "$var$coord" "coord. for the variables"   
## 4 "$var$cor" "correlations variables - dimensions"  
## 5 "$var$cos2" "cos2 for the variables"   
## 6 "$var$contrib" "contributions of the variables"   
## 7 "$ind" "results for the individuals"   
## 8 "$ind$coord" "coord. for the individuals"   
## 9 "$ind$cos2" "cos2 for the individuals"   
## 10 "$ind$contrib" "contributions of the individuals"   
## 11 "$call" "summary statistics"   
## 12 "$call$centre" "mean of the variables"   
## 13 "$call$ecart.type" "standard error of the variables"   
## 14 "$call$row.w" "weights for the individuals"   
## 15 "$call$col.w" "weights for the variables"

Nos interesa ver los eigenvalues, que son los que presentarán la cantidad de varianza que aportan las variables:

eigenvalues.PCA.campeones.ml <- resultado.pca.campeones.ml$eig  
head(eigenvalues.PCA.campeones.ml)

## eigenvalue percentage of variance cumulative percentage of variance  
## comp 1 3.181314 0.11484890 0.1148489  
## comp 2 1.947903 0.07032139 0.1851703  
## comp 3 1.839567 0.06641037 0.2515807  
## comp 4 1.643525 0.05933303 0.3109137  
## comp 5 1.598470 0.05770651 0.3686202  
## comp 6 1.585067 0.05722264 0.4258428

Ahora, para completar este apartado de PCA, lo que voy a hacer es sacar la gráfica de la varianza acumulada con los valores anteriores:

plotPCA.campeones.ml <- fviz\_screeplot(resultado.pca.campeones.ml, ncp=60)  
plot(plotPCA.campeones.ml)

![](data:image/png;base64,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)

Exportamos a PDF…

pdf("../imagenes/PCACampones.pdf")  
plot(plotPCA.campeones.ml)  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

#### Dataset datos equipos

A partir del dataset total, voy a hacer un dataset solo con las estadísticas de los equipos, de tal manera que se pueda predecir también solo por ellos, creando un dataset más pequeño. Con este dataset corroboraremos que no hacen falta los campeones para predecir el ganador de una partida, sino que con las estadísticas vale:

data.ml.stats.centscal <- data.ml[, 1:18]  
data.ml.stats.centscal <- data.ml.stats.centscal[, -2] #Quitamos el ganador  
  
preObjeto.stats <- preProcess(data.ml.stats.centscal, method=c("center", "scale")) # Quiero hacer un centrado y escalado  
data.ml.stats.centscal <- predict(preObjeto.stats, data.ml.stats.centscal)

Ahora, al igual que antes, calculamos el PCA:

resultado.pca.stats.ml <- PCA(data.ml.stats.centscal, graph = FALSE)  
  
#Con la siguiente línea podemos ver que podemos hacer con esto calculado  
print(resultado.pca.stats.ml)

## \*\*Results for the Principal Component Analysis (PCA)\*\*  
## The analysis was performed on 51490 individuals, described by 17 variables  
## \*The results are available in the following objects:  
##   
## name description   
## 1 "$eig" "eigenvalues"   
## 2 "$var" "results for the variables"   
## 3 "$var$coord" "coord. for the variables"   
## 4 "$var$cor" "correlations variables - dimensions"  
## 5 "$var$cos2" "cos2 for the variables"   
## 6 "$var$contrib" "contributions of the variables"   
## 7 "$ind" "results for the individuals"   
## 8 "$ind$coord" "coord. for the individuals"   
## 9 "$ind$cos2" "cos2 for the individuals"   
## 10 "$ind$contrib" "contributions of the individuals"   
## 11 "$call" "summary statistics"   
## 12 "$call$centre" "mean of the variables"   
## 13 "$call$ecart.type" "standard error of the variables"   
## 14 "$call$row.w" "weights for the individuals"   
## 15 "$call$col.w" "weights for the variables"

Nos interesa ver los eigenvalues, que son los que presentarán la cantidad de varianza que aportan las variables:

eigenvalues.PCA.stats.ml <- resultado.pca.stats.ml$eig  
head(eigenvalues.PCA.stats.ml)

## eigenvalue percentage of variance cumulative percentage of variance  
## comp 1 5.4055231 31.797194 31.79719  
## comp 2 2.9381181 17.283047 49.08024  
## comp 3 1.7478086 10.281227 59.36147  
## comp 4 1.3032125 7.665956 67.02743  
## comp 5 1.0609948 6.241146 73.26857  
## comp 6 0.9598527 5.646193 78.91476

Ahora, para completar este apartado de PCA, lo que voy a hacer es sacar la gráfica de la varianza acumulada con los valores anteriores:

plotPCA.stats.ml <- fviz\_screeplot(resultado.pca.stats.ml, ncp=60)  
plot(plotPCA.stats.ml)

![](data:image/png;base64,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)

Exportamos a PDF:

pdf("../imagenes/PCAstatsML.pdf")  
plot(plotPCA.stats.ml)  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

### Algoritmos Supervisados

Pasamos ahora a una revisión / uso de algoritmos supervisados:

#### Perceptrón Multicapa

El algoritmo supervisado por el que siempre se debe de empezar es el perceptrón multicapa. Con este algoritmo de clasificación voy a intentar predecir el resultado de la partida. Este algoritmo se basa en una red neuronal con una capa intermedia (en este caso), mediante la cual podemos procesar datos más complejos que con un perceptrón monocapa. Con este algoritmo comprobaremos si las partidas ganadas por unos y por otros son linealmente separables.

Ahora vamos a importar la librería nnet, que nos sirve para hacer perceptrones

Ahora lo que hago es coger un conjunto muy grande de los datos para hacer el entrenamiento

conjuntoEntrenamiento <- sample(1:nrow(data.ml.stats.centscal), 45000)

Creo una tabla para guardar los resultados de todos los tests del perceptrón:

resultados.perceptron <- data.frame(stringsAsFactors=FALSE)

1 NEURONA #################################################### ###############################################################

Lo que voy a hacer ahora es entrenar la red neuronal con diferente cantidad de neuronas,y voy a ir comparando el resultado…

SIN SOFTMAX #############################

# Ahora creamos un dataframe para guardar los resultados de este bucle  
   
 dataframe.resultados.1neu <- data.frame(Ent\_1neu=numeric(),  
 Test\_1neu=numeric())  
  
  
for (i in 1:10)  
{  
   
 partidas.1neu <- nnet( data.ml.stats.centscal[conjuntoEntrenamiento, ], class.ind( data.ml[conjuntoEntrenamiento, 2] ) , size=1, MaxNWts=10000 )  
   
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 partidas.prediccion.1neu <- predict( partidas.1neu, data.ml.stats.centscal[conjuntoEntrenamiento, ], type="raw" )  
 head(partidas.prediccion.1neu) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 partidas.prediccion.1neu.class <- apply( partidas.prediccion.1neu, MARGIN=1, FUN='which.is.max')  
   
 #Calculo el acierto  
   
 acierto\_ent\_1neu<- sum( diag( table( partidas.prediccion.1neu.class, data.ml[conjuntoEntrenamiento, 2] ) ) )/length(conjuntoEntrenamiento)  
   
 ###### TEST  
   
   
 partidas.prediccion.test.1neu <- predict( partidas.1neu, data.ml.stats.centscal[-conjuntoEntrenamiento, ], type="raw" )  
  
 partidas.prediccion.test.1neu.class <- apply( partidas.prediccion.test.1neu, MARGIN=1, FUN='which.is.max')  
  
 table( partidas.prediccion.test.1neu.class , data.ml[-conjuntoEntrenamiento, 2] )  
   
 acierto\_test\_1neu <- sum( diag( table( partidas.prediccion.test.1neu.class, data.ml[-conjuntoEntrenamiento, 2] ) ) )/(nrow(data.ml.stats.centscal) - length(conjuntoEntrenamiento))  
  
   
 dataframe.pasada <- data.frame(Ent\_1neu = acierto\_ent\_1neu,  
 Test\_1neu= acierto\_test\_1neu)  
   
 dataframe.resultados.1neu <- rbind(dataframe.resultados.1neu, dataframe.pasada)  
   
}

## # weights: 22  
## initial value 22624.058812   
## final value 6181.000000   
## converged  
## # weights: 22  
## initial value 24270.958565   
## final value 6890.000000   
## converged  
## # weights: 22  
## initial value 23532.782814   
## iter 10 value 16588.367589  
## iter 20 value 4608.407544  
## iter 30 value 3136.465372  
## iter 40 value 2893.760131  
## iter 50 value 2777.601658  
## iter 60 value 2764.962892  
## iter 70 value 2756.787408  
## iter 80 value 2732.915189  
## iter 90 value 2606.878365  
## iter 100 value 2536.009578  
## final value 2536.009578   
## stopped after 100 iterations  
## # weights: 22  
## initial value 24916.275908   
## final value 7010.000000   
## converged  
## # weights: 22  
## initial value 24712.259295   
## final value 8022.000000   
## converged  
## # weights: 22  
## initial value 23357.287747   
## final value 6740.000000   
## converged  
## # weights: 22  
## initial value 25238.498469   
## iter 10 value 20844.990310  
## iter 20 value 14239.853032  
## iter 30 value 11736.114364  
## iter 40 value 11735.929529  
## final value 11735.925198   
## converged  
## # weights: 22  
## initial value 23843.508920   
## iter 10 value 21222.773317  
## iter 20 value 19094.370629  
## iter 30 value 4045.096017  
## iter 40 value 2908.033698  
## iter 50 value 2768.815312  
## iter 60 value 2610.484101  
## iter 70 value 2443.713085  
## iter 80 value 2395.373141  
## iter 90 value 2393.512079  
## iter 100 value 2388.370119  
## final value 2388.370119   
## stopped after 100 iterations  
## # weights: 22  
## initial value 26752.269442   
## iter 10 value 17557.094154  
## iter 20 value 10372.644981  
## iter 30 value 3616.429771  
## iter 40 value 2864.522622  
## iter 50 value 2776.189433  
## iter 60 value 2752.020118  
## iter 70 value 2553.863206  
## iter 80 value 2429.271913  
## iter 90 value 2400.099475  
## iter 100 value 2397.277640  
## final value 2397.277640   
## stopped after 100 iterations  
## # weights: 22  
## initial value 22273.335621   
## iter 10 value 4796.182643  
## iter 20 value 3975.519101  
## iter 30 value 2945.847171  
## iter 40 value 2884.143936  
## iter 50 value 2853.314269  
## iter 60 value 2817.775676  
## iter 70 value 2612.629596  
## iter 80 value 2454.271142  
## iter 90 value 2394.048463  
## iter 100 value 2393.540179  
## final value 2393.540179   
## stopped after 100 iterations

Ahora le vamos a añadir softmax, a ver si mejoramos…

CON SOFTMAX #############################

dataframe.resultados.1neu.soft <- data.frame(Ent\_1neu\_soft=numeric(),  
 Test\_1neu\_soft=numeric())  
  
for (i in 1:10)  
{  
   
 partidas.1neu.soft <- nnet( data.ml.stats.centscal[conjuntoEntrenamiento, ], class.ind( data.ml[conjuntoEntrenamiento, 2] ) , size=1, MaxNWts=10000, softmax = T )  
   
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 partidas.prediccion.1neu.soft <- predict( partidas.1neu.soft, data.ml.stats.centscal[conjuntoEntrenamiento, ], type="raw" )  
 head(partidas.prediccion.1neu.soft) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 partidas.prediccion.1neu.class.soft <- apply( partidas.prediccion.1neu.soft, MARGIN=1, FUN='which.is.max')  
   
 #Calculo el acierto  
   
 acierto\_ent\_1neu.soft <- sum( diag( table( partidas.prediccion.1neu.class.soft, data.ml[conjuntoEntrenamiento, 2] ) ) )/length(conjuntoEntrenamiento)  
   
 ###### TEST  
   
   
 partidas.prediccion.test.1neu.soft <- predict( partidas.1neu.soft, data.ml.stats.centscal[-conjuntoEntrenamiento, ], type="raw" )  
  
 partidas.prediccion.test.1neu.class.soft <- apply( partidas.prediccion.test.1neu.soft, MARGIN=1, FUN='which.is.max')  
  
 table( partidas.prediccion.test.1neu.class.soft , data.ml[-conjuntoEntrenamiento, 2] )  
   
 acierto\_test\_1neu.soft <- sum( diag( table( partidas.prediccion.test.1neu.class.soft, data.ml[-conjuntoEntrenamiento, 2] ) ) )/(nrow(data.ml.stats.centscal) - length(conjuntoEntrenamiento))  
  
   
 dataframe.pasada <- data.frame(Ent\_1neu\_soft = acierto\_ent\_1neu.soft,  
 Test\_1neu\_soft= acierto\_test\_1neu.soft)  
   
 dataframe.resultados.1neu.soft <- rbind(dataframe.resultados.1neu.soft, dataframe.pasada)  
   
}

## # weights: 22  
## initial value 31816.726187   
## iter 10 value 14475.967039  
## iter 20 value 10690.367838  
## iter 30 value 6393.831649  
## iter 40 value 4405.682130  
## iter 50 value 4155.222079  
## iter 60 value 4080.862234  
## iter 70 value 4019.847012  
## iter 80 value 4008.207516  
## iter 90 value 4006.209295  
## iter 100 value 4006.006107  
## final value 4006.006107   
## stopped after 100 iterations  
## # weights: 22  
## initial value 33822.029691   
## iter 10 value 10268.302538  
## iter 20 value 8085.934507  
## iter 30 value 6011.807646  
## iter 40 value 5247.854990  
## iter 50 value 4744.767807  
## iter 60 value 4615.021222  
## iter 70 value 4110.074684  
## iter 80 value 4034.643788  
## iter 90 value 4014.032889  
## iter 100 value 4012.078811  
## final value 4012.078811   
## stopped after 100 iterations  
## # weights: 22  
## initial value 36113.082520   
## iter 10 value 12881.482872  
## iter 20 value 10857.149555  
## iter 30 value 4136.930195  
## iter 40 value 4066.831087  
## iter 50 value 4018.930820  
## iter 60 value 4016.842523  
## iter 70 value 4008.232813  
## iter 80 value 4005.348458  
## iter 90 value 4004.963521  
## iter 100 value 4004.937929  
## final value 4004.937929   
## stopped after 100 iterations  
## # weights: 22  
## initial value 32588.945650   
## iter 10 value 10056.351410  
## iter 20 value 8016.455666  
## iter 30 value 5892.037237  
## iter 40 value 5803.419400  
## iter 50 value 5760.425997  
## iter 60 value 5601.676456  
## iter 70 value 5132.525548  
## iter 80 value 4298.783069  
## iter 90 value 4057.524728  
## iter 100 value 4043.319847  
## final value 4043.319847   
## stopped after 100 iterations  
## # weights: 22  
## initial value 31381.334309   
## iter 10 value 13524.383510  
## iter 20 value 9672.134108  
## iter 30 value 6467.355767  
## iter 40 value 5501.950444  
## iter 50 value 5267.530332  
## iter 60 value 4970.251349  
## iter 70 value 4389.745900  
## iter 80 value 4060.968240  
## iter 90 value 4016.709834  
## iter 100 value 4014.390713  
## final value 4014.390713   
## stopped after 100 iterations  
## # weights: 22  
## initial value 31001.651193   
## iter 10 value 10667.094105  
## iter 20 value 6733.643477  
## iter 30 value 6229.668642  
## iter 40 value 5652.452048  
## iter 50 value 5404.264403  
## iter 60 value 4693.037584  
## iter 70 value 4182.563306  
## iter 80 value 4039.298820  
## iter 90 value 4035.888167  
## iter 100 value 4016.224163  
## final value 4016.224163   
## stopped after 100 iterations  
## # weights: 22  
## initial value 31792.927376   
## iter 10 value 24634.772383  
## iter 20 value 16258.448683  
## iter 30 value 6115.386545  
## iter 40 value 5491.258644  
## iter 50 value 5133.954578  
## iter 60 value 4329.046186  
## iter 70 value 4078.394846  
## iter 80 value 4045.244304  
## iter 90 value 4037.229347  
## iter 100 value 4010.007029  
## final value 4010.007029   
## stopped after 100 iterations  
## # weights: 22  
## initial value 30324.597367   
## iter 10 value 7947.166016  
## iter 20 value 6042.995199  
## iter 30 value 4261.063204  
## iter 40 value 4132.137119  
## iter 50 value 4051.628936  
## iter 60 value 4040.288816  
## iter 70 value 4009.016590  
## iter 80 value 4005.828952  
## iter 90 value 4005.253005  
## iter 100 value 4005.217664  
## final value 4005.217664   
## stopped after 100 iterations  
## # weights: 22  
## initial value 36972.728209   
## iter 10 value 10874.138232  
## iter 20 value 7731.297850  
## iter 30 value 7190.948647  
## iter 40 value 7133.630057  
## iter 50 value 7128.365499  
## iter 60 value 7128.260841  
## iter 70 value 7128.203107  
## iter 80 value 7127.725915  
## iter 90 value 7127.624189  
## iter 100 value 6196.886284  
## final value 6196.886284   
## stopped after 100 iterations  
## # weights: 22  
## initial value 44488.986254   
## iter 10 value 26886.948792  
## iter 20 value 15124.538771  
## iter 30 value 13105.825508  
## iter 40 value 13039.503327  
## iter 50 value 13015.929130  
## iter 60 value 13013.954374  
## final value 13013.570178   
## converged

2 NEURONAS ################################################### ###############################################################

SIN SOFTMAX #############################

dataframe.resultados.2neu <- data.frame(Ent\_2neu=numeric(),  
 Test\_2neu=numeric())  
  
  
for (i in 1:10)  
{  
   
 partidas.2neu <- nnet( data.ml.stats.centscal[conjuntoEntrenamiento, ], class.ind( data.ml[conjuntoEntrenamiento, 2] ) , size=2, MaxNWts=10000 )  
   
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 partidas.prediccion.2neu <- predict( partidas.2neu, data.ml.stats.centscal[conjuntoEntrenamiento, ], type="raw" )  
 head(partidas.prediccion.2neu) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 partidas.prediccion.2neu.class <- apply( partidas.prediccion.2neu, MARGIN=1, FUN='which.is.max')  
   
 #Calculo el acierto  
   
 acierto\_ent\_2neu<- sum( diag( table( partidas.prediccion.2neu.class, data.ml[conjuntoEntrenamiento, 2] ) ) )/length(conjuntoEntrenamiento)  
   
 ###### TEST  
   
   
 partidas.prediccion.test.2neu <- predict( partidas.2neu, data.ml.stats.centscal[-conjuntoEntrenamiento, ], type="raw" )  
  
 partidas.prediccion.test.2neu.class <- apply( partidas.prediccion.test.2neu, MARGIN=1, FUN='which.is.max')  
  
 table( partidas.prediccion.test.2neu.class , data.ml[-conjuntoEntrenamiento, 2] )  
   
 acierto\_test\_2neu <- sum( diag( table( partidas.prediccion.test.2neu.class, data.ml[-conjuntoEntrenamiento, 2] ) ) )/(nrow(data.ml.stats.centscal) - length(conjuntoEntrenamiento))  
  
   
 dataframe.pasada <- data.frame(Ent\_2neu = acierto\_ent\_2neu,  
 Test\_2neu= acierto\_test\_2neu)  
   
 dataframe.resultados.2neu <- rbind(dataframe.resultados.2neu, dataframe.pasada)  
   
}

## # weights: 42  
## initial value 25840.155275   
## iter 10 value 3462.236440  
## iter 20 value 2971.302975  
## iter 30 value 2840.223535  
## iter 40 value 2623.760746  
## iter 50 value 2431.622084  
## iter 60 value 2399.762494  
## iter 70 value 2332.511987  
## iter 80 value 2327.238905  
## iter 90 value 2325.564707  
## iter 100 value 2272.367680  
## final value 2272.367680   
## stopped after 100 iterations  
## # weights: 42  
## initial value 24410.882799   
## final value 6953.000000   
## converged  
## # weights: 42  
## initial value 23305.646010   
## final value 6428.000000   
## converged  
## # weights: 42  
## initial value 24814.238623   
## iter 10 value 3417.619475  
## iter 20 value 3099.374072  
## iter 30 value 2915.994053  
## iter 40 value 2775.721252  
## iter 50 value 2666.024718  
## iter 60 value 2618.403962  
## iter 70 value 2558.330571  
## iter 80 value 2447.234402  
## iter 90 value 2217.092527  
## iter 100 value 2153.080556  
## final value 2153.080556   
## stopped after 100 iterations  
## # weights: 42  
## initial value 25995.675747   
## final value 6734.000000   
## converged  
## # weights: 42  
## initial value 24295.624589   
## final value 5626.000000   
## converged  
## # weights: 42  
## initial value 25130.035474   
## final value 7086.000000   
## converged  
## # weights: 42  
## initial value 24346.296602   
## final value 8398.000000   
## converged  
## # weights: 42  
## initial value 22369.187385   
## final value 6094.000000   
## converged  
## # weights: 42  
## initial value 22358.481312   
## final value 7580.000000   
## converged

Ahora le vamos a añadir softmax, a ver si mejoramos…

CON SOFTMAX #############################

dataframe.resultados.2neu.soft <- data.frame(Ent\_2neu\_soft=numeric(),  
 Test\_2neu\_soft=numeric())  
  
for (i in 1:10)  
{  
   
 partidas.2neu.soft <- nnet( data.ml.stats.centscal[conjuntoEntrenamiento, ], class.ind( data.ml[conjuntoEntrenamiento, 2] ) , size=2, MaxNWts=10000, softmax = T )  
   
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 partidas.prediccion.2neu.soft <- predict( partidas.2neu.soft, data.ml.stats.centscal[conjuntoEntrenamiento, ], type="raw" )  
 head(partidas.prediccion.2neu.soft) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 partidas.prediccion.2neu.class.soft <- apply( partidas.prediccion.2neu.soft, MARGIN=1, FUN='which.is.max')  
   
 #Calculo el acierto  
   
 acierto\_ent\_2neu.soft <- sum( diag( table( partidas.prediccion.2neu.class.soft, data.ml[conjuntoEntrenamiento, 2] ) ) )/length(conjuntoEntrenamiento)  
   
 ###### TEST  
   
   
 partidas.prediccion.test.2neu.soft <- predict( partidas.2neu.soft, data.ml.stats.centscal[-conjuntoEntrenamiento, ], type="raw" )  
  
 partidas.prediccion.test.2neu.class.soft <- apply( partidas.prediccion.test.2neu.soft, MARGIN=1, FUN='which.is.max')  
  
 table( partidas.prediccion.test.2neu.class.soft , data.ml[-conjuntoEntrenamiento, 2] )  
   
 acierto\_test\_2neu.soft <- sum( diag( table( partidas.prediccion.test.2neu.class.soft, data.ml[-conjuntoEntrenamiento, 2] ) ) )/(nrow(data.ml.stats.centscal) - length(conjuntoEntrenamiento))  
  
   
 dataframe.pasada <- data.frame(Ent\_2neu\_soft = acierto\_ent\_2neu.soft,  
 Test\_2neu\_soft= acierto\_test\_2neu.soft)  
   
 dataframe.resultados.2neu.soft <- rbind(dataframe.resultados.2neu.soft, dataframe.pasada)  
   
}

## # weights: 42  
## initial value 35604.385568   
## iter 10 value 7797.312783  
## iter 20 value 5489.874705  
## iter 30 value 4600.353133  
## iter 40 value 3858.241601  
## iter 50 value 3718.072566  
## iter 60 value 3601.936007  
## iter 70 value 3419.934162  
## iter 80 value 3351.017232  
## iter 90 value 3304.805955  
## iter 100 value 3264.055832  
## final value 3264.055832   
## stopped after 100 iterations  
## # weights: 42  
## initial value 40089.329036   
## iter 10 value 7464.682074  
## iter 20 value 4899.671253  
## iter 30 value 3817.568606  
## iter 40 value 3694.252237  
## iter 50 value 3641.872475  
## iter 60 value 3624.033958  
## iter 70 value 3608.045789  
## iter 80 value 3580.369062  
## iter 90 value 3523.513787  
## iter 100 value 3501.173999  
## final value 3501.173999   
## stopped after 100 iterations  
## # weights: 42  
## initial value 33335.693682   
## iter 10 value 10351.140745  
## iter 20 value 7091.200000  
## iter 30 value 4335.461190  
## iter 40 value 3787.079278  
## iter 50 value 3540.812141  
## iter 60 value 3407.405179  
## iter 70 value 3241.111270  
## iter 80 value 3201.161583  
## iter 90 value 3185.168782  
## iter 100 value 3150.300766  
## final value 3150.300766   
## stopped after 100 iterations  
## # weights: 42  
## initial value 30535.698127   
## iter 10 value 5520.475183  
## iter 20 value 4221.312998  
## iter 30 value 3960.053049  
## iter 40 value 3826.261310  
## iter 50 value 3501.797552  
## iter 60 value 3325.549701  
## iter 70 value 3214.095206  
## iter 80 value 3190.431762  
## iter 90 value 3160.363801  
## iter 100 value 3157.437492  
## final value 3157.437492   
## stopped after 100 iterations  
## # weights: 42  
## initial value 32916.433268   
## iter 10 value 5909.153652  
## iter 20 value 5435.668208  
## iter 30 value 4919.805738  
## iter 40 value 3971.840421  
## iter 50 value 3490.495592  
## iter 60 value 3336.246843  
## iter 70 value 3303.083843  
## iter 80 value 3298.597854  
## iter 90 value 3297.486332  
## iter 100 value 3294.903849  
## final value 3294.903849   
## stopped after 100 iterations  
## # weights: 42  
## initial value 30538.171685   
## iter 10 value 6985.931956  
## iter 20 value 5861.761104  
## iter 30 value 5123.162615  
## iter 40 value 4434.213353  
## iter 50 value 4014.854854  
## iter 60 value 3871.153838  
## iter 70 value 3762.017066  
## iter 80 value 3596.754797  
## iter 90 value 3408.249413  
## iter 100 value 3400.812859  
## final value 3400.812859   
## stopped after 100 iterations  
## # weights: 42  
## initial value 35823.723028   
## iter 10 value 7485.770023  
## iter 20 value 6279.273730  
## iter 30 value 5671.718186  
## iter 40 value 5515.298405  
## iter 50 value 5039.290622  
## iter 60 value 4041.590538  
## iter 70 value 3917.048914  
## iter 80 value 3735.395832  
## iter 90 value 3634.636187  
## iter 100 value 3585.316572  
## final value 3585.316572   
## stopped after 100 iterations  
## # weights: 42  
## initial value 41867.338103   
## iter 10 value 5394.414477  
## iter 20 value 5021.610778  
## iter 30 value 4386.463230  
## iter 40 value 4150.124830  
## iter 50 value 3735.517136  
## iter 60 value 3296.987658  
## iter 70 value 3237.298387  
## iter 80 value 3225.560874  
## iter 90 value 3221.499831  
## iter 100 value 3219.043576  
## final value 3219.043576   
## stopped after 100 iterations  
## # weights: 42  
## initial value 33021.086483   
## iter 10 value 11951.794569  
## iter 20 value 5951.778205  
## iter 30 value 4289.164513  
## iter 40 value 3888.187929  
## iter 50 value 3630.558637  
## iter 60 value 3588.242435  
## iter 70 value 3520.729023  
## iter 80 value 3345.856865  
## iter 90 value 3237.972547  
## iter 100 value 3203.517510  
## final value 3203.517510   
## stopped after 100 iterations  
## # weights: 42  
## initial value 29993.757351   
## iter 10 value 5089.251255  
## iter 20 value 4638.809249  
## iter 30 value 4012.342598  
## iter 40 value 3581.140725  
## iter 50 value 3255.324719  
## iter 60 value 3219.136036  
## iter 70 value 3213.213024  
## iter 80 value 3200.152059  
## iter 90 value 3166.323502  
## iter 100 value 3161.552976  
## final value 3161.552976   
## stopped after 100 iterations

3 NEURONAS ################################################### ###############################################################

SIN SOFTMAX #############################

dataframe.resultados.3neu <- data.frame(Ent\_3neu=numeric(),  
 Test\_3neu=numeric())  
  
  
for (i in 1:10)  
{  
   
 partidas.3neu <- nnet( data.ml.stats.centscal[conjuntoEntrenamiento, ], class.ind( data.ml[conjuntoEntrenamiento, 2] ) , size=3, MaxNWts=10000 )  
   
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 partidas.prediccion.3neu <- predict( partidas.2neu, data.ml.stats.centscal[conjuntoEntrenamiento, ], type="raw" )  
 head(partidas.prediccion.3neu) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 partidas.prediccion.3neu.class <- apply( partidas.prediccion.3neu, MARGIN=1, FUN='which.is.max')  
   
 #Calculo el acierto  
   
 acierto\_ent\_3neu<- sum( diag( table( partidas.prediccion.3neu.class, data.ml[conjuntoEntrenamiento, 2] ) ) )/length(conjuntoEntrenamiento)  
   
 ###### TEST  
   
   
 partidas.prediccion.test.3neu <- predict( partidas.3neu, data.ml.stats.centscal[-conjuntoEntrenamiento, ], type="raw" )  
  
 partidas.prediccion.test.3neu.class <- apply( partidas.prediccion.test.3neu, MARGIN=1, FUN='which.is.max')  
  
 table( partidas.prediccion.test.3neu.class , data.ml[-conjuntoEntrenamiento, 2] )  
   
 acierto\_test\_3neu <- sum( diag( table( partidas.prediccion.test.3neu.class, data.ml[-conjuntoEntrenamiento, 2] ) ) )/(nrow(data.ml.stats.centscal) - length(conjuntoEntrenamiento))  
  
   
 dataframe.pasada <- data.frame(Ent\_3neu = acierto\_ent\_3neu,  
 Test\_3neu= acierto\_test\_3neu)  
   
 dataframe.resultados.3neu <- rbind(dataframe.resultados.3neu, dataframe.pasada)  
   
}

## # weights: 62  
## initial value 26828.271214   
## final value 6561.000000   
## converged  
## # weights: 62  
## initial value 22710.511207   
## final value 6332.000000   
## converged  
## # weights: 62  
## initial value 24379.179027   
## final value 8827.000000   
## converged  
## # weights: 62  
## initial value 25541.481209   
## iter 10 value 4619.181129  
## iter 20 value 3174.003482  
## iter 30 value 2917.952079  
## iter 40 value 2838.391520  
## iter 50 value 2768.978140  
## iter 60 value 2738.194913  
## iter 70 value 2725.334110  
## iter 80 value 2714.512227  
## iter 90 value 2703.141973  
## iter 100 value 2655.979968  
## final value 2655.979968   
## stopped after 100 iterations  
## # weights: 62  
## initial value 22170.705849   
## final value 8972.000000   
## converged  
## # weights: 62  
## initial value 26709.960284   
## final value 6654.000000   
## converged  
## # weights: 62  
## initial value 24253.079436   
## iter 10 value 3320.514031  
## iter 20 value 2579.013343  
## iter 30 value 2360.935981  
## iter 40 value 2190.891766  
## iter 50 value 2050.066856  
## iter 60 value 1912.612185  
## iter 70 value 1788.640152  
## iter 80 value 1779.507364  
## iter 90 value 1766.816060  
## iter 100 value 1740.566980  
## final value 1740.566980   
## stopped after 100 iterations  
## # weights: 62  
## initial value 26042.886570   
## final value 7092.000000   
## converged  
## # weights: 62  
## initial value 23050.440340   
## final value 7348.998780   
## converged  
## # weights: 62  
## initial value 21612.762762   
## final value 8415.000000   
## converged

Ahora le vamos a añadir softmax, a ver si mejoramos…

CON SOFTMAX #############################

dataframe.resultados.3neu.soft <- data.frame(Ent\_3neu\_soft=numeric(),  
 Test\_3neu\_soft=numeric())  
  
for (i in 1:10)  
{  
   
 partidas.3neu.soft <- nnet( data.ml.stats.centscal[conjuntoEntrenamiento, ], class.ind( data.ml[conjuntoEntrenamiento, 2] ) , size=3, MaxNWts=10000, softmax = T )  
   
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 partidas.prediccion.3neu.soft <- predict( partidas.3neu.soft, data.ml.stats.centscal[conjuntoEntrenamiento, ], type="raw" )  
 head(partidas.prediccion.3neu.soft) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 partidas.prediccion.3neu.class.soft <- apply( partidas.prediccion.3neu.soft, MARGIN=1, FUN='which.is.max')  
   
 #Calculo el acierto  
   
 acierto\_ent\_3neu.soft <- sum( diag( table( partidas.prediccion.3neu.class.soft, data.ml[conjuntoEntrenamiento, 2] ) ) )/length(conjuntoEntrenamiento)  
   
 ###### TEST  
   
   
 partidas.prediccion.test.3neu.soft <- predict( partidas.3neu.soft, data.ml.stats.centscal[-conjuntoEntrenamiento, ], type="raw" )  
  
 partidas.prediccion.test.3neu.class.soft <- apply( partidas.prediccion.test.3neu.soft, MARGIN=1, FUN='which.is.max')  
  
 table( partidas.prediccion.test.3neu.class.soft , data.ml[-conjuntoEntrenamiento, 2] )  
   
 acierto\_test\_3neu.soft <- sum( diag( table( partidas.prediccion.test.3neu.class.soft, data.ml[-conjuntoEntrenamiento, 2] ) ) )/(nrow(data.ml.stats.centscal) - length(conjuntoEntrenamiento))  
  
   
 dataframe.pasada <- data.frame(Ent\_3neu\_soft = acierto\_ent\_3neu.soft,  
 Test\_3neu\_soft= acierto\_test\_3neu.soft)  
   
 dataframe.resultados.3neu.soft <- rbind(dataframe.resultados.3neu.soft, dataframe.pasada)  
   
}

## # weights: 62  
## initial value 26959.089071   
## iter 10 value 8017.722062  
## iter 20 value 5247.084761  
## iter 30 value 4480.312728  
## iter 40 value 3738.448424  
## iter 50 value 3220.183428  
## iter 60 value 3138.615727  
## iter 70 value 3114.822323  
## iter 80 value 3058.338077  
## iter 90 value 3022.726137  
## iter 100 value 3010.491971  
## final value 3010.491971   
## stopped after 100 iterations  
## # weights: 62  
## initial value 35104.216370   
## iter 10 value 6483.391417  
## iter 20 value 4890.381725  
## iter 30 value 3968.377257  
## iter 40 value 3601.383196  
## iter 50 value 3508.332126  
## iter 60 value 3475.916504  
## iter 70 value 3391.964488  
## iter 80 value 3261.791968  
## iter 90 value 3223.394021  
## iter 100 value 3205.021132  
## final value 3205.021132   
## stopped after 100 iterations  
## # weights: 62  
## initial value 38819.214037   
## iter 10 value 5697.972041  
## iter 20 value 4619.666363  
## iter 30 value 3973.983565  
## iter 40 value 3583.608368  
## iter 50 value 3436.358579  
## iter 60 value 3328.733748  
## iter 70 value 3267.598449  
## iter 80 value 3193.519942  
## iter 90 value 3108.954612  
## iter 100 value 2980.679935  
## final value 2980.679935   
## stopped after 100 iterations  
## # weights: 62  
## initial value 32039.077781   
## iter 10 value 8111.232504  
## iter 20 value 5420.802081  
## iter 30 value 4498.438231  
## iter 40 value 4148.657430  
## iter 50 value 3878.581177  
## iter 60 value 3401.912300  
## iter 70 value 3227.973492  
## iter 80 value 3204.279078  
## iter 90 value 3184.520300  
## iter 100 value 3173.132897  
## final value 3173.132897   
## stopped after 100 iterations  
## # weights: 62  
## initial value 37445.206609   
## iter 10 value 5429.092585  
## iter 20 value 3764.653607  
## iter 30 value 3526.272064  
## iter 40 value 3306.733051  
## iter 50 value 3190.179832  
## iter 60 value 3100.887719  
## iter 70 value 3046.700525  
## iter 80 value 3023.441888  
## iter 90 value 3005.822905  
## iter 100 value 2998.888772  
## final value 2998.888772   
## stopped after 100 iterations  
## # weights: 62  
## initial value 31287.984196   
## iter 10 value 6079.603646  
## iter 20 value 4570.149188  
## iter 30 value 4181.983314  
## iter 40 value 3598.110568  
## iter 50 value 3421.396713  
## iter 60 value 3286.008783  
## iter 70 value 3240.871874  
## iter 80 value 3218.348962  
## iter 90 value 3204.576101  
## iter 100 value 3175.740184  
## final value 3175.740184   
## stopped after 100 iterations  
## # weights: 62  
## initial value 26794.949255   
## iter 10 value 5598.110012  
## iter 20 value 4965.015483  
## iter 30 value 4518.894922  
## iter 40 value 3807.394313  
## iter 50 value 3378.427630  
## iter 60 value 3213.194834  
## iter 70 value 3142.592053  
## iter 80 value 3118.792102  
## iter 90 value 3086.087949  
## iter 100 value 3063.909032  
## final value 3063.909032   
## stopped after 100 iterations  
## # weights: 62  
## initial value 43440.447467   
## iter 10 value 6455.955135  
## iter 20 value 4470.867065  
## iter 30 value 3853.774463  
## iter 40 value 3486.695031  
## iter 50 value 3340.582315  
## iter 60 value 3268.582376  
## iter 70 value 3214.993962  
## iter 80 value 3172.211745  
## iter 90 value 3093.484534  
## iter 100 value 3079.523242  
## final value 3079.523242   
## stopped after 100 iterations  
## # weights: 62  
## initial value 31239.769360   
## iter 10 value 4538.710585  
## iter 20 value 4098.457931  
## iter 30 value 3893.657551  
## iter 40 value 3639.215430  
## iter 50 value 3477.540030  
## iter 60 value 3300.690772  
## iter 70 value 3242.672931  
## iter 80 value 3223.189747  
## iter 90 value 3217.711392  
## iter 100 value 3193.486925  
## final value 3193.486925   
## stopped after 100 iterations  
## # weights: 62  
## initial value 31241.236305   
## iter 10 value 6771.217635  
## iter 20 value 5290.205634  
## iter 30 value 3872.584140  
## iter 40 value 3542.170314  
## iter 50 value 3353.494019  
## iter 60 value 3184.756445  
## iter 70 value 3120.444182  
## iter 80 value 3007.669120  
## iter 90 value 2951.047729  
## iter 100 value 2936.044283  
## final value 2936.044283   
## stopped after 100 iterations

Ahora juntamos todos los resultados:

dataframe.resultados.perceptron.stats <- cbind(dataframe.resultados.1neu,   
 dataframe.resultados.1neu.soft,   
 dataframe.resultados.2neu,  
 dataframe.resultados.2neu.soft,  
 dataframe.resultados.3neu,  
 dataframe.resultados.3neu.soft)  
  
remove(dataframe.resultados.1neu)  
remove(dataframe.resultados.1neu.soft)  
remove(dataframe.resultados.2neu)  
remove(dataframe.resultados.2neu.soft)  
remove(dataframe.resultados.3neu)  
remove(dataframe.resultados.3neu.soft)

Ahora, con estos resultados en el dataframe, vamos a ver los mejores resultados que he obtenido con cada red neuronal:

head(dataframe.resultados.perceptron.stats[order(dataframe.resultados.perceptron.stats$Test\_1neu, decreasing = TRUE), 1:2])

## Ent\_1neu Test\_1neu  
## 8 0.9634222 0.9630200  
## 9 0.9616444 0.9607088  
## 10 0.9615778 0.9605547  
## 3 0.9621111 0.9604006  
## 1 0.9313111 0.9289676  
## 2 0.9234444 0.9208012

head(dataframe.resultados.perceptron.stats[order(dataframe.resultados.perceptron.stats$Test\_1neu\_soft, decreasing = TRUE), 3:4])

## Ent\_1neu\_soft Test\_1neu\_soft  
## 1 0.9616444 0.9610169  
## 6 0.9616667 0.9610169  
## 2 0.9617333 0.9608629  
## 3 0.9615556 0.9608629  
## 5 0.9616667 0.9608629  
## 7 0.9615778 0.9608629

head(dataframe.resultados.perceptron.stats[order(dataframe.resultados.perceptron.stats$Test\_2neu, decreasing = TRUE), 5:6])

## Ent\_2neu Test\_2neu  
## 4 0.9665333 0.9627119  
## 1 0.9645556 0.9620955  
## 6 0.9374889 0.9354391  
## 9 0.9321556 0.9326656  
## 3 0.9285778 0.9246533  
## 5 0.9251778 0.9228043

head(dataframe.resultados.perceptron.stats[order(dataframe.resultados.perceptron.stats$Test\_2neu\_soft, decreasing = TRUE), 7:8])

## Ent\_2neu\_soft Test\_2neu\_soft  
## 3 0.9694444 0.9676425  
## 9 0.9684222 0.9667180  
## 4 0.9691333 0.9662558  
## 8 0.9678222 0.9656394  
## 5 0.9674000 0.9648690  
## 10 0.9668889 0.9630200

head(dataframe.resultados.perceptron.stats[order(dataframe.resultados.perceptron.stats$Test\_3neu, decreasing = TRUE), 9:10])

## Ent\_3neu Test\_3neu  
## 7 0.9157778 0.9694915  
## 4 0.9157778 0.9616333  
## 2 0.9157778 0.9280431  
## 1 0.9157778 0.9235747  
## 6 0.9157778 0.9228043  
## 8 0.9157778 0.9163328

head(dataframe.resultados.perceptron.stats[order(dataframe.resultados.perceptron.stats$Test\_3neu\_soft, decreasing = TRUE), 11:12])

## Ent\_3neu\_soft Test\_3neu\_soft  
## 10 0.9711111 0.9704160  
## 5 0.9702222 0.9687211  
## 3 0.9705778 0.9684129  
## 7 0.9692444 0.9677966  
## 4 0.9690444 0.9671803  
## 8 0.9691556 0.9670262

Como podemos ver, el mejor resultado lo obtenemos con 3 neuronas y softmax, pero no difiere prácticamente nada con 1 neurona o 2 neuronas. De este modo, ante la igualdad de condiciones, la mejor red es la más simple, y por lo tanto la de 1 neurona.

#### KNN

K - Nearest Neighbours es otro algoritmo de clasificación muy utilizado. Se basa en la posición del nodo que se está analizando con los K nodos más cercanos mediante distancia euclídea. De este modo, calcula la similitud e indentifica a un nodo como de un grupo o de otro.

La teoría dice que para K-NN, el mejor número a escoger es la raíz cuadrada del total de observaciones que tenemos. Lo calculamos:

k <- round(sqrt(nrow(data.ml.stats.centscal)), 0)

Ahora creamos los grupos:

conjuntoEntrenamiento <- data.ml.stats.centscal[1:45000, ]  
conjuntoTest <- data.ml.stats.centscal[45001 : nrow(data.ml.stats.centscal), ] # Utilizo por supuesto la matriz de centrado y escalado  
  
etiquetasEntrenamiento <- data.ml[1:45000, 2]  
etiquetasTest <- data.ml[45001:nrow(data.ml.stats.centscal), 2]

Ahora lo que vamos a hacer es calcular para diferentes K’s el resultado que obtenemos, para ver qué tal clasifica:

###### K = 227

prediccion.knn.227 <- knn(train = conjuntoEntrenamiento,   
 test = conjuntoTest,   
 cl = etiquetasEntrenamiento,  
 k = 227)   
head(prediccion.knn.227)

## [1] 2 2 1 1 1 2  
## Levels: 1 2

Sacamos crosstable:

CrossTable(x = etiquetasTest ,  
 y = prediccion.knn.227,   
 prop.chisq = FALSE)

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 6490   
##   
##   
## | prediccion.knn.227   
## etiquetasTest | 1 | 2 | Row Total |   
## --------------|-----------|-----------|-----------|  
## 1 | 3098 | 156 | 3254 |   
## | 0.952 | 0.048 | 0.501 |   
## | 0.948 | 0.048 | |   
## | 0.477 | 0.024 | |   
## --------------|-----------|-----------|-----------|  
## 2 | 170 | 3066 | 3236 |   
## | 0.053 | 0.947 | 0.499 |   
## | 0.052 | 0.952 | |   
## | 0.026 | 0.472 | |   
## --------------|-----------|-----------|-----------|  
## Column Total | 3268 | 3222 | 6490 |   
## | 0.504 | 0.496 | |   
## --------------|-----------|-----------|-----------|  
##   
##

Ahora voy a hacer lo mismo con 150 y con 350, para ver las diferencias que puede haber con la predicción:

###### K = 150

prediccion.knn.150 <- knn(train = conjuntoEntrenamiento,   
 test = conjuntoTest,   
 cl = etiquetasEntrenamiento,  
 prob = TRUE,  
 k = 150)   
head(prediccion.knn.150)

## [1] 2 2 1 1 1 2  
## Levels: 1 2

Sacamos crosstable:

CrossTable(x = etiquetasTest ,  
 y = prediccion.knn.150,   
 prop.chisq = FALSE)

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 6490   
##   
##   
## | prediccion.knn.150   
## etiquetasTest | 1 | 2 | Row Total |   
## --------------|-----------|-----------|-----------|  
## 1 | 3116 | 138 | 3254 |   
## | 0.958 | 0.042 | 0.501 |   
## | 0.950 | 0.043 | |   
## | 0.480 | 0.021 | |   
## --------------|-----------|-----------|-----------|  
## 2 | 163 | 3073 | 3236 |   
## | 0.050 | 0.950 | 0.499 |   
## | 0.050 | 0.957 | |   
## | 0.025 | 0.473 | |   
## --------------|-----------|-----------|-----------|  
## Column Total | 3279 | 3211 | 6490 |   
## | 0.505 | 0.495 | |   
## --------------|-----------|-----------|-----------|  
##   
##

###### K = 350

prediccion.knn.350 <- knn(train = conjuntoEntrenamiento,   
 test = conjuntoTest,   
 cl = etiquetasEntrenamiento,  
 prob = TRUE,  
 k = 350)  
head(prediccion.knn.350)

## [1] 2 2 1 1 1 2  
## Levels: 1 2

Sacamos crosstable:

CrossTable(x = etiquetasTest ,  
 y = prediccion.knn.350,   
 prop.chisq = FALSE)

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 6490   
##   
##   
## | prediccion.knn.350   
## etiquetasTest | 1 | 2 | Row Total |   
## --------------|-----------|-----------|-----------|  
## 1 | 3104 | 150 | 3254 |   
## | 0.954 | 0.046 | 0.501 |   
## | 0.942 | 0.047 | |   
## | 0.478 | 0.023 | |   
## --------------|-----------|-----------|-----------|  
## 2 | 191 | 3045 | 3236 |   
## | 0.059 | 0.941 | 0.499 |   
## | 0.058 | 0.953 | |   
## | 0.029 | 0.469 | |   
## --------------|-----------|-----------|-----------|  
## Column Total | 3295 | 3195 | 6490 |   
## | 0.508 | 0.492 | |   
## --------------|-----------|-----------|-----------|  
##   
##

#### Random Forest

Random Forest es otro algoritmo supervisado que se basa en la creación de árboles de decisión, en los cuales se hacen preguntas y según la contestación obtenemos un resultado u otro. Finalmente, todos los bosques que se forman llegan a un acuerdo y se pone la decisión final.

Para el random forest no se necesita por su naturaleza un centrado y escalado anterior, de tal manera que directamente procedo con la parte de estadísticas del dataframe original:

data.ml.rf <- data.ml[, 1:18]  
data.ml.rf <- data.ml.rf[, -2] # Me quedo solo con la parte de stats y sin el ganador  
  
model <- randomForest(as.factor(data.ml[, 2]) ~ ., data = data.ml.rf, importance = TRUE, ntree = 300)  
model

##   
## Call:  
## randomForest(formula = as.factor(data.ml[, 2]) ~ ., data = data.ml.rf, importance = TRUE, ntree = 300)   
## Type of random forest: classification  
## Number of trees: 300  
## No. of variables tried at each split: 4  
##   
## OOB estimate of error rate: 2.81%  
## Confusion matrix:  
## 1 2 class.error  
## 1 25463 614 0.02354565  
## 2 835 24578 0.03285720

Aquí podemos ver la matriz de confusión, de la que obtenemos también el fallo por clases.

El Out-Of-Bag es un método de estimación de error que se usa en algunos algoritmos como Random Forest, y usa el modelo de Bagging para hacer muestras de submuestras usadas para el entrenamiento. El OOB es el error de predidcción medio de cada una de las muestras de entrenamiento.

Bagging es un meta-algoritmo usado para aumentar la estabilidad y precisión de algoritmos de Machine Learning de clasificación y regresión.

Ahora obtenemos el número de árboles que necesitamos realmente, y la importancia de las variables en este modelo:

plot(model, main="Random Forest - Solo Stats")
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varImpPlot(model, main = "Random Forest (Stats) - MDA y Gini") # Gracias a importance = true
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Lo exportamos a PDF…

pdf("../imagenes/RandomForest\_FT.pdf")  
plot(model, main="Random Forest - Solo Stats")  
varImpPlot(model, main = "Random Forest (Stats) - MDA y Gini")  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x00000000134d26f0>  
## <environment: namespace:grDevices>

Vamos a interpretar estos datos del modelo:

* MeanDecreaseAccuracy se refiere al decremento de la exactitud del modelo si se permutan los valores en cada característica. En otras palabras, MDA nos muestra la media de valores que se clasificarían mal si se quitara esa característica de la predicción. Los valores que nos da MDA son la media de las variables que no se clasificarían bien en caso de quitar esas variables del entrenamiento del modelo. En nuestro caso, game duration, los inhibidores y las torres son lo que más información le está aportando al modelo.
* MeanDecreaseGini se refiere a la medida de la ganancia media de pureza mediante la división de cierta variable. Cuanto más importante sea la variable, habrá un mayor descenso en el Gini. La importancia de este está íntimamente relacionada a la función de decisión local, que Random Forest usa para seleccionar cual es la mejor separación. Como vemos, las torres y los inhibidores vuelven a ser cruciales para determinar quién es el ganador de la partida.

Ahora lo voy a hacer con 10 fold X Validation:

result <- rfcv(data.ml.rf, as.factor(data.ml[, 2]), cv.fold=10)   
#head(result)

#### SVM Kernel Lineal

SVM es una técnica supervisada que es muy robusta frente a la dimensionalidad. En este caso, nuestro problema no tiene una dimensión excesiva, pero Vamos a usar esta técnica para ver qué resultados nos arroja. En este caso, con Kernel Lineal:

modelo.svm <- svm(data.ml.stats.centscal, as.factor(data.ml[, 2]), kernel = "linear") # Al poner los grupos como factor, estoy consiguiendo que no sean continuos para el modelo, sino "discretos", ya que los factor no son valores que puedan ser continuos. Con esto consigo una clasificación.  
summary(modelo.svm)

##   
## Call:  
## svm.default(x = data.ml.stats.centscal, y = as.factor(data.ml[, 2]), kernel = "linear")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 1   
## gamma: 0.05882353   
##   
## Number of Support Vectors: 4818  
##   
## ( 2407 2411 )  
##   
##   
## Number of Classes: 2   
##   
## Levels:   
## 1 2

Ahora que tenemos creado este primer modelo, toca predecir:

prediccion <- predict(modelo.svm, data.ml.stats.centscal)  
head(prediccion)

## 1 2 3 4 5 6   
## 1 1 1 1 1 1   
## Levels: 1 2

Ahora que hemos predicho, tenemos que sacar la matriz de confusión:

matriz.conf <- table(prediccion, data.ml[, 2])  
matriz.conf

##   
## prediccion 1 2  
## 1 25038 945  
## 2 1039 24468

sum(diag(matriz.conf))/nrow(data.ml)

## [1] 0.9614682

#### SVM Kernel Radial

Ahora vamos a probar SVM pero con Kernel Radial:

modelo\_svm.radial <- svm(data.ml.stats.centscal, as.factor(data.ml[, 2]), kernel="radial")  
summary(modelo\_svm.radial)

##   
## Call:  
## svm.default(x = data.ml.stats.centscal, y = as.factor(data.ml[, 2]), kernel = "radial")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: radial   
## cost: 1   
## gamma: 0.05882353   
##   
## Number of Support Vectors: 4273  
##   
## ( 2135 2138 )  
##   
##   
## Number of Classes: 2   
##   
## Levels:   
## 1 2

Aquí tenemos una C-Classification (necesaria para clasificar), con Kernel esta vez radial.

Ahora que tenemos creado este segundo modelo, toca predecir:

prediccion.radial <- predict(modelo\_svm.radial, data.ml.stats.centscal)  
head(prediccion.radial)

## 1 2 3 4 5 6   
## 1 1 1 1 1 1   
## Levels: 1 2

Ahora que hemos predicho, tenemos que sacar la matriz de confusión:

matriz.conf.radial <- table(prediccion.radial, data.ml[, 2])  
matriz.conf.radial

##   
## prediccion.radial 1 2  
## 1 25527 798  
## 2 550 24615

sum(diag(matriz.conf.radial))/nrow(data.ml)

## [1] 0.9738202

#### Epílogo Modelos Supervisados

Como hemos visto, solo con la parte de estadísticas podemos obtener una predicción de los resultados bastante acertada. Los otros dos dataframes que he creado (champions y total) tendríamos que probarlos ante los mismos métodos, pero el problema es que son demasiado grandes como para ejecutarlos en un ordenador de una manera medianamente rápida (según mis cálculos, en mi portátil son más de 2 días de computación contínua). De este modo, queda aquí indicado que la prueba de ellos (especialmente el de sólo campeones) sería una buena muestra de ver si se puede predecir el resultado de la partida sin las estadísticas principales.

### Algoritmos no supervisados

Como podemos ver, los datos de ninguna manera son perfectamente separables, sino que las partidas que gana el equipo 1 se centran más a la izquierda en esta componente discriminante que forma x, y las del dos se centran más a la derecha. Como podemos ver, está bastante difuminada la frontera.

#### Cluster Jerárquico

En este caso, el cluster lo haré con un número reducido de partidas, ya que si no el cluster no se verá demasiado bien:

#Usamos la matriz de centrado y escalado para que cada coordenada represente el mismo grado de diferencia  
  
d <- dist(data.ml.stats.centscal[1:60, ], method = "euclidean")  
  
cluster.jerarquico <- hclust(d, method = "complete" )  
  
plot(cluster.jerarquico, cex = 0.5, hang = -1, main="Dendrograma 75 primeras partidas")
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Exportamos a PDF…

pdf("../imagenes/clusterJerárquico.pdf")  
  
plot(cluster.jerarquico, cex = 0.5, hang = -1, main="Dendrograma 60 primeras partidas")  
  
dev.off()
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