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Borramos el environment lo primero para siempre tenerlo limpio en la ejecución:

rm(list=ls())

Importamos todas las librerías que vamos a ir necesitando:

#install.packages("ggplot2")  
#install.packages("caret")  
#install.packages("plyr")  
#install.packages("wordcloud")  
#install.packages("hexbin")  
#install.packages("RColorBrewer")  
#install.packages("corrplot")  
#install.packages("FactoMineR")  
#devtools::install\_github("kassambara/factoextra")  
#install.packages("factoextra")  
#install.packages("nnet")  
#install.packages("plotly")  
#install.packages("class")  
#install.packages("gmodels")  
#install.packages("randomForest")  
#install.packages("e1071")  
#install.packages("ape")  
#install.packages("cluster")  
#install.packages("fpc")  
#install.packages("RWeka")  
#install.packages("devtools")  
#devtools::install\_github("vqv/ggbiplot")  
#install.packages("party")  
#install.packages("pROC")  
  
library("ggplot2")  
library("caret")

## Loading required package: lattice

library("plyr")  
library("wordcloud")

## Loading required package: RColorBrewer

library("hexbin")  
library("RColorBrewer")  
library("corrplot")

## corrplot 0.84 loaded

library("FactoMineR")  
library("factoextra")

## Welcome! Related Books: `Practical Guide To Cluster Analysis in R` at https://goo.gl/13EFCZ

library("nnet")  
library("plotly")

##   
## Attaching package: 'plotly'

## The following objects are masked from 'package:plyr':  
##   
## arrange, mutate, rename, summarise

## The following object is masked from 'package:ggplot2':  
##   
## last\_plot

## The following object is masked from 'package:stats':  
##   
## filter

## The following object is masked from 'package:graphics':  
##   
## layout

library("class")  
library("gmodels")  
library("randomForest")

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

library("e1071")  
library("ape")  
library("cluster")  
library("fpc")  
library("RWeka")  
library("devtools")  
library("ggbiplot")

## Loading required package: scales

## Loading required package: grid

library("party")

## Loading required package: mvtnorm

## Loading required package: modeltools

## Loading required package: stats4

##   
## Attaching package: 'modeltools'

## The following object is masked from 'package:plyr':  
##   
## empty

## Loading required package: strucchange

## Loading required package: zoo

##   
## Attaching package: 'zoo'

## The following objects are masked from 'package:base':  
##   
## as.Date, as.Date.numeric

## Loading required package: sandwich

##   
## Attaching package: 'party'

## The following object is masked from 'package:ape':  
##   
## where

library("pROC")

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following object is masked from 'package:gmodels':  
##   
## ci

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

Lo primero que tengo que hacer es importar el dataset que he creado:

dataset <- read.csv("Datos/datos.txt", header = TRUE)

Ahora lo que hago es pasarlo a una matriz, quitando tanto el nombre (que no me interesa) como la etiqueta (que no la necesito por ahora):

matriz.pacientes.etiquetas <- dataset[, -1]  
matriz.pacientes.datos <- matriz.pacientes.etiquetas[, -25]

# Análisis Exploratorio

Primero compruebo que todos los datos tienen un tipo correcto.

sapply(matriz.pacientes.datos, class)

## edad sex rel\_ctxo\_rel\_mala rel\_ctxo\_trauma   
## "integer" "integer" "integer" "integer"   
## rel\_ctxo\_buena ed\_perm ed\_norm ed\_estr   
## "integer" "integer" "integer" "integer"   
## resil\_ba resil\_me resil\_al pen\_dic   
## "integer" "integer" "integer" "integer"   
## gen\_ex etiq fil\_men max\_min   
## "integer" "integer" "integer" "integer"   
## conc\_arb pseu\_res deb raz\_emo   
## "integer" "integer" "integer" "integer"   
## inhib asert agres impuls   
## "integer" "integer" "integer" "integer"

Veo la media de la edad de los pacientes y el rango en el que se mueve

mean(matriz.pacientes.datos[, 1])

## [1] 26.46269

range(matriz.pacientes.datos[, 1])

## [1] 13 52

Voy a ver estos datos gráficamente:

qplot(1, matriz.pacientes.datos[, 1], xlab = "Pacientes", ylab = "Edad", geom="boxplot")
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pdf("Imágenes Obtenidas/boxplotEdadPacientes.pdf")  
  
qplot(1, matriz.pacientes.datos[, 1], xlab = "Pacientes", ylab = "Edad", geom="boxplot")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Finalmente, veo un resúmen de cada columna

summary(matriz.pacientes.datos)

## edad sex rel\_ctxo\_rel\_mala rel\_ctxo\_trauma   
## Min. :13.00 Min. :0.000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:19.50 1st Qu.:0.000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :25.00 Median :0.000 Median :0.0000 Median :0.0000   
## Mean :26.46 Mean :0.209 Mean :0.1343 Mean :0.3582   
## 3rd Qu.:30.50 3rd Qu.:0.000 3rd Qu.:0.0000 3rd Qu.:1.0000   
## Max. :52.00 Max. :1.000 Max. :1.0000 Max. :1.0000   
## rel\_ctxo\_buena ed\_perm ed\_norm ed\_estr   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :1.0000 Median :0.0000 Median :0.0000 Median :0.0000   
## Mean :0.5075 Mean :0.2836 Mean :0.4925 Mean :0.2239   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:0.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.0000   
## resil\_ba resil\_me resil\_al pen\_dic   
## Min. :0.0000 Min. :0.0000 Min. :0.00000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.00000 1st Qu.:1.0000   
## Median :1.0000 Median :0.0000 Median :0.00000 Median :1.0000   
## Mean :0.5672 Mean :0.4179 Mean :0.01493 Mean :0.8955   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:0.00000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.00000 Max. :1.0000   
## gen\_ex etiq fil\_men max\_min   
## Min. :0.0000 Min. :0.0000 Min. :0.000 Min. :0.0000   
## 1st Qu.:1.0000 1st Qu.:0.5000 1st Qu.:1.000 1st Qu.:1.0000   
## Median :1.0000 Median :1.0000 Median :1.000 Median :1.0000   
## Mean :0.9552 Mean :0.7463 Mean :0.791 Mean :0.9701   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.000 Max. :1.0000   
## conc\_arb pseu\_res deb raz\_emo   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.000   
## 1st Qu.:1.0000 1st Qu.:0.0000 1st Qu.:1.0000 1st Qu.:1.000   
## Median :1.0000 Median :1.0000 Median :1.0000 Median :1.000   
## Mean :0.9851 Mean :0.5075 Mean :0.9403 Mean :0.791   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.000   
## inhib asert agres impuls   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :1.0000 Median :0.0000 Median :0.0000 Median :1.0000   
## Mean :0.6567 Mean :0.1343 Mean :0.2239 Mean :0.6119   
## 3rd Qu.:1.0000 3rd Qu.:0.0000 3rd Qu.:0.0000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.0000

Como se puede ver, los datos de los pacientes están muy distanciados, y además su media es muy alta. Así, la media de la edad difiere enormemente del resto de valores de la matriz. Debido a ello, debemos de hacer un preprocesado de los datos del problema.

# Preparación de los datos

Como he comentado antes, Lo que voy a hacer ahora es un centrado y escalado de los datos de la matriz. De esta manera, la red neuronal no tendrá ningún valor que destaque especialmente y con ello no dará de inicio más peso a unos valores que a otros, ya que no lo buscamos.

Ahora hacemos un centrado y escalado de los datos, ya que la edad no sigue el rango del resto de valores, y distorsionaría la predicción

preObjeto <- preProcess(matriz.pacientes.datos, method=c("center", "scale")) # Quiero hacer un centrado y escalado  
matriz.pacientes.datos.centscal <- predict(preObjeto, matriz.pacientes.datos) # Obtengo los valores en la matriz centscal

Después del preprocesado, aunque con los datos no preprocesados, voy a hacer la visualización de algunas relaciones entre variables, de tal manera que podamos ver gráficamente algunos aspectos interesantes:

## Visualización de Datos

Para empezar voy a sacar una nube de palabras para mostrar los nombres más comúnes en los datos facilitados:

# Lo primero que tengo que hacer es contar la frecuencia de los nombres  
  
dataNombres <- ddply(dataset,.(nom),nrow)  
dataNombres <- dataNombres[order(dataNombres$V1, decreasing = TRUE), ]

Una vez que tengo los nombres contados y ordenados, es el momento de crear la WordCloud

set.seed(9999) # Para el mantenimiento del mismo patrón  
  
wordcloud(words = dataNombres$nom, freq = dataNombres$V1, min.freq = 1, random.order=FALSE, rot.per=0.5, colors=c("Orange","Purple","Pink", "Red", "Yellow", "Green", "Blue", "Black"))
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Lo pasamos a PDF:

set.seed(9999)  
  
pdf("Imágenes Obtenidas/wordcloudNombresPacientes.pdf")  
  
wordcloud(words = dataNombres$nom, freq = dataNombres$V1, min.freq = 1, random.order=FALSE, rot.per=0.5, colors=c("Orange","Purple","Pink", "Red", "Yellow", "Green", "Blue", "Black"))  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Ahora voy a sacar un plot para ver la relación entre la edad y el sexo de las personas que están en consulta

plot(matriz.pacientes.datos[,1], matriz.pacientes.datos[,2], xlab="Edad", ylab="Sexo (0 - mujer, 1 - hombre)", main="Edad & Sexo")
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Lo pasamos a PDF:

pdf("Imágenes Obtenidas/GráficoEdad-Sexo.pdf")  
  
plot(matriz.pacientes.datos[,1], matriz.pacientes.datos[,2], xlab="Edad", ylab="Sexo (0 - mujer, 1 - hombre)", main="Edad & Sexo")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Otro plot para ver la correlación entre ser agresivo y ser impulsivo

rf <- colorRampPalette(rev(brewer.pal(4,'Spectral')))  
df <- data.frame(matriz.pacientes.datos[, 23], matriz.pacientes.datos[, 24])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Agresivo", ylab="Impulsivo", main="Agresivo Vs Impulsivo")
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Lo pasamos a PDF:

pdf("Imágenes Obtenidas/GraficoAgresivoVsImpulsivo.pdf")  
  
plot(h, colramp=rf, xlab="Agresivo", ylab="Impulsivo", main="Agresivo Vs Impulsivo")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Otro plot similar para ver la relación de ser inhibido e impulsivo

df <- data.frame(matriz.pacientes.datos[, 21], matriz.pacientes.datos[, 24])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Inhibido", ylab="Impulsivo", main="Inhibido Vs Impulsivo")
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Lo guardo en PDF:

pdf("Imágenes Obtenidas/GraficoInhibidoVsImpulsivo.pdf")  
  
plot(h, colramp=rf, xlab="Inhibido", ylab="Impulsivo", main="Inhibido Vs Impulsivo")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Voy a ver la relación entre el razonamiento emocional (actuar según tus sentimientos) y la impulsividad

df <- data.frame(matriz.pacientes.datos[, 20], matriz.pacientes.datos[, 24])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Razonamiento Emocional", ylab="Impulsivo", main="Razonamiento Emocional Vs Impulsivo")
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Lo guardo en PDF:

pdf("Imágenes Obtenidas/GraficoRazonamientoEmocionalVsImpulsivo.pdf")  
  
plot(h, colramp=rf, xlab="Razonamiento Emocional", ylab="Impulsivo", main="Razonamiento Emocional Vs Impulsivo")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Ahora quiero sacar una relación entre ser agresivo y ver el grupo en el que están

rf <- colorRampPalette(rev(brewer.pal(4,'Spectral')))  
df <- data.frame(matriz.pacientes.datos[, 23], matriz.pacientes.etiquetas[, 25])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Agresivo", ylab="Grupo", main="Agresivo Y Grupo Real")
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Lo guardo en PDF:

pdf("Imágenes Obtenidas/GraficoAgresivoVsGrupo.pdf")  
  
plot(h, colramp=rf, xlab="Agresivo", ylab="Grupo", main="Agresivo Y Grupo Real")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Voy a hacer lo mismo con la impulsividad

rf <- colorRampPalette(rev(brewer.pal(4,'Spectral')))  
df <- data.frame(matriz.pacientes.datos[, 24], matriz.pacientes.etiquetas[, 25])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Impulsivo", ylab="Grupo", main="Impulsivo y Grupo Real")
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Lo guardo en PDF:

pdf("Imágenes Obtenidas/GraficoImpulsivoVsGrupo.pdf")  
  
plot(h, colramp=rf, xlab="Impulsivo", ylab="Grupo", main="Impulsivo y Grupo Real")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

De estas gráficas estamos obteniendo información realmente interesante antes de la predicción de los datos. He preferido hacer gráficas en 2D porque las gráficas en 3D son mucho más difíciles de interpretar que estas bonitas gráficas en 2D

Vamos a ver la correlación que tienen mis variables

res <- cor(matriz.pacientes.datos[, 1:24], method = "spearman") # Por mi tipo de datos, hacemos la correlación por spearman  
options(width = 100)  
res.round <- round(res, 2)

Como saca una tabla enorme, lo que voy a hacer es usar una librería que me da una función para sacar de una forma bonita las correlaciones entre las variables.

corrplot(res.round, method="circle")
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Guardamos la matriz de correlación en PDF para tener mejor visualización:

pdf("Imágenes Obtenidas/Corrplot.pdf")  
  
corrplot(res.round, method="circle")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Como podemos ver, por ejemplo, resiliencia baja y media tienen una correlación de -1, ya que si hay una no hay la otra y viceversa. Esto pasa igual con las relaciones entre contexto, ya que buena - trauma, trauma - mala, mala - buena tienen que ser inversas.

Ahora voy a sacar un PCA para ver la importancia de las variables:

Para los cálculos, uso la matriz con el centrado y escalado ya hechos

resultado.pca <- PCA(matriz.pacientes.datos.centscal, graph = FALSE)  
  
#Con la siguiente línea podemos ver que podemos hacer con esto calculado  
print(resultado.pca)

## \*\*Results for the Principal Component Analysis (PCA)\*\*  
## The analysis was performed on 67 individuals, described by 24 variables  
## \*The results are available in the following objects:  
##   
## name description   
## 1 "$eig" "eigenvalues"   
## 2 "$var" "results for the variables"   
## 3 "$var$coord" "coord. for the variables"   
## 4 "$var$cor" "correlations variables - dimensions"  
## 5 "$var$cos2" "cos2 for the variables"   
## 6 "$var$contrib" "contributions of the variables"   
## 7 "$ind" "results for the individuals"   
## 8 "$ind$coord" "coord. for the individuals"   
## 9 "$ind$cos2" "cos2 for the individuals"   
## 10 "$ind$contrib" "contributions of the individuals"   
## 11 "$call" "summary statistics"   
## 12 "$call$centre" "mean of the variables"   
## 13 "$call$ecart.type" "standard error of the variables"   
## 14 "$call$row.w" "weights for the individuals"   
## 15 "$call$col.w" "weights for the variables"

Nos interesa ver los eigenvalues, que son los que presentarán la cantidad de varianza que aportan las variables:

eigenvalues.PCA <- resultado.pca$eig  
eigenvalues.PCA

## eigenvalue percentage of variance cumulative percentage of variance  
## comp 1 3.901309e+00 1.625546e+01 16.25546  
## comp 2 3.351564e+00 1.396485e+01 30.22031  
## comp 3 2.227420e+00 9.280918e+00 39.50122  
## comp 4 2.057473e+00 8.572804e+00 48.07403  
## comp 5 1.723129e+00 7.179706e+00 55.25373  
## comp 6 1.523874e+00 6.349473e+00 61.60321  
## comp 7 1.367911e+00 5.699627e+00 67.30283  
## comp 8 1.080649e+00 4.502703e+00 71.80554  
## comp 9 9.451881e-01 3.938284e+00 75.74382  
## comp 10 9.303616e-01 3.876507e+00 79.62033  
## comp 11 8.797962e-01 3.665817e+00 83.28615  
## comp 12 8.090124e-01 3.370885e+00 86.65703  
## comp 13 6.586878e-01 2.744533e+00 89.40156  
## comp 14 6.005323e-01 2.502218e+00 91.90378  
## comp 15 4.700232e-01 1.958430e+00 93.86221  
## comp 16 4.612585e-01 1.921910e+00 95.78412  
## comp 17 3.888962e-01 1.620401e+00 97.40452  
## comp 18 2.333650e-01 9.723542e-01 98.37688  
## comp 19 2.209107e-01 9.204610e-01 99.29734  
## comp 20 1.481544e-01 6.173101e-01 99.91465  
## comp 21 2.048464e-02 8.535265e-02 100.00000  
## comp 22 1.714689e-31 7.144538e-31 100.00000  
## comp 23 4.237219e-32 1.765508e-31 100.00000  
## comp 24 2.594448e-32 1.081020e-31 100.00000

Como se puede comprobar, de las 24 variables (componentes) que tenemos, la mitad de la varianza la conseguimos con aproximadamente 5 variables. También se puede ver que a parti de las 17 variables prácticamente no hay un aumento de la varianza. En el caso de un problema grande, sería interesante la eliminación de algunas de las variables, para dejar un dataset más pequeño con el que poder trabajar. En nuestro caso, nuestro problema es pequeño, y además las variables están escogidas a mano, por lo que no haré una reducción del dataset.

Ahora, para completar este apartado de PCA, lo que voy a hacer es sacar la gráfica de la varianza acumulada con los valores anteriores:

plotPCA <- fviz\_screeplot(resultado.pca, ncp=24)  
plot(plotPCA)
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fviz\_pca\_biplot(resultado.pca, repel = TRUE,  
 col.var = "#FF0040", # Color de las variables (vectores)  
 col.ind = "#21610B", # Color de cada individuo (puntos)  
 label = "var",  
 title = "Plot Binario - Elementos / Dimensiones",  
 geom.ind = "point",  
 pointshape = 4)
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ggbiplot(resultado.pca, ellipse=TRUE, labels=rownames(dataset), groups=dataset$grupo)
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Con esto puedo sacar conclusiones al igual que con el gran gráfico de correlaciones de variables, solo que esta representación está intencionada para más de 2 dimensiones.

Puedo ver algunas de las conclusiones fáciles que saqué anteriormente, como que resiliencia media es contraria a baja, o que la relación con el contexto de trauma y mala son contrarias a buena.

Otras relaciones también puedo ver, como que los deberías y el razonamiento emocional parecen ser ciertamente contrarios, o que el filtro mental no depende de prácticamente nada ya que está en todo el centro.

También es importante ver como, mediante dos componentes principales (dos dimensiones), solo estoy explicando un del 30,2% del total, lo que es muy poco. Por unirlo con los gráficos anteriores, estas dos componentes que se han elegido como x e y son las dos variables que más varianza (y por lo tanto, explicación) tenían en el gráfico de barras anterior.

Obtengo estos gráficos en PDF para tener una mejor visualización:

pdf("Imágenes Obtenidas/GraficoEigenvalues.pdf")  
  
plot(plotPCA)  
  
fviz\_pca\_biplot(resultado.pca, repel = TRUE,  
 col.var = "#FF0040", # Color de las variables (vectores)  
 col.ind = "#21610B", # Color de cada individuo (puntos)  
 label = "var",  
 title = "Plot Binario - Elementos / Dimensiones",  
 geom.ind = "point",  
 pointshape = 4)   
  
ggbiplot(resultado.pca, ellipse=TRUE, labels=rownames(dataset), groups=dataset$grupo)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Ahora voy a sacar un “Factor Map” de las variables. Esto lo puedo hacer gracias a las coordenadas que me da una de las variables tras hacer el PCA. Así, voy primero a ver la tabla y luego voy a sacar el mapa:

resultado.pca$var$coord

## Dim.1 Dim.2 Dim.3 Dim.4 Dim.5  
## edad 0.009449477 0.66220660 0.2012166 -0.01688598 0.034353130  
## sex -0.461817396 -0.11469866 0.1142057 0.04821226 0.138691683  
## rel\_ctxo\_rel\_mala -0.253565155 0.30698270 0.2523704 0.54165055 -0.331171378  
## rel\_ctxo\_trauma -0.406566127 0.12583417 -0.2367909 -0.10989250 0.353071033  
## rel\_ctxo\_buena 0.562872310 -0.33007031 0.0549572 -0.26405906 -0.112727268  
## ed\_perm -0.553298015 -0.33359344 0.2204075 0.17649166 -0.382130027  
## ed\_norm 0.210631011 0.33868151 -0.4992287 0.16199773 0.581029158  
## ed\_estr 0.345664380 -0.04548281 0.3604255 -0.38513556 -0.283661513  
## resil\_ba 0.036989747 -0.86064157 0.1925883 -0.06725075 0.209126794  
## resil\_me -0.060865419 0.80506164 -0.2729037 0.19505694 -0.175488418  
## resil\_al 0.096429585 0.24207008 0.3231128 -0.51861611 -0.140713832  
## pen\_dic 0.301692791 -0.09722286 0.6037969 0.09908508 0.162269610  
## gen\_ex 0.590510842 -0.11826460 0.1414008 0.27533229 0.139625847  
## etiq 0.490832373 -0.46558987 -0.1291992 0.20553979 0.163608829  
## fil\_men 0.054242913 -0.07841106 0.2818291 -0.38746594 0.409914887  
## max\_min 0.519764910 0.11369217 0.3655504 0.32864289 -0.062767279  
## conc\_arb 0.641299587 0.20703282 0.2929369 0.43016356 0.005040268  
## pseu\_res 0.452663235 0.21985405 -0.1133463 -0.14273197 0.451008261  
## deb 0.481970404 0.37956964 0.2376543 0.24593023 0.104409060  
## raz\_emo -0.256501489 -0.27198444 -0.1469739 0.45651306 0.026547345  
## inhib 0.569860339 -0.27821097 -0.4926674 0.08127591 -0.330837919  
## asert -0.118639889 0.57971021 0.2835803 -0.39517909 0.016646777  
## agres -0.600724015 -0.15246890 0.3900381 0.22510662 0.384194829  
## impuls -0.299148404 0.01187884 0.3756371 0.29777080 0.283406252

Como se puede ver, me está poniendo mis 24 variables en 5 dimensiones, con unas coordenadas concretas. Ahora, lo que voy a hacer, es representarlo. Con esta representación podré sacar algunas conclusiones:

Ahora mi siguiente paso es sacar un gráfico de los individuos, para ver donde están colocados en este sistema:

head(resultado.pca$ind$coord) # Solo saco los primeros para no ocupar demasiado espacio

## Dim.1 Dim.2 Dim.3 Dim.4 Dim.5  
## 1 -2.2940308 2.1634024 -0.75784032 2.6256358 -0.8316371  
## 2 2.4550347 -1.2849670 0.05998261 -1.1988926 -1.4255692  
## 3 0.6380076 -2.0755240 -0.22249577 0.6948728 -2.1789437  
## 4 -1.9455134 -1.8228537 1.57190908 0.9311446 0.9776417  
## 5 2.1050031 0.2444206 -0.28941341 -0.7153514 -1.1887786  
## 6 1.1614700 -1.3278368 -0.71761135 1.0750939 -0.2075874

Ahora, tras ver que todos mis individuos tienen unas ciertas coordenadas, vamos a representarlos gráficamente:

# Saco este gráfico para ver los individuos de una forma más clara  
  
fviz\_pca\_ind(resultado.pca, repel = T)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAwAAAAJACAMAAAANcPFkAAABZVBMVEUAAAAAADUAADoAAF4AAGYANTUANYQAOjoAOmYAOpAAXqgAZrY1AAA1ADU1AF41NTU1hMk6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZmY6ZpA6ZrY6kLY6kNtNTU1NTW5NTY5NbqtNjsheAABeADVeqOtmAABmADpmAGZmOgBmOpBmZmZmkJBmkNtmtttmtv9uTU1uTW5uTY5ubo5ubqtuq+SENQCEyeuOTU2OTW6OTY6Obk2OyP+QOgCQOmaQZgCQZjqQZmaQkLaQtpCQttuQ27aQ2/+oXgCoyYSo6+urbk2rbm6r5OSr5P+2ZgC2kDq2kGa2tpC2ttu225C229u22/+2/9u2///Ijk3I///JhDXJ6+vbkDrbkGbbtmbbtpDb25Db27bb29vb2//b/7bb/9vb///kq27k///rqF7ryYTr66jr68nr6+v/tmb/yI7/25D/27b/5Kv//7b//8j//9v//+T////ubF13AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO2dj5/ktnne2fNF0nmiVCtFbePcNpbjldU2Pjm1cnbiTZPKUSKlmtZV3LUt1m3T9iRZmdH69lbz94f4RYJDkARIAARePM/H1u7t7vAZYN4viZ8vqhMEFaxq6zcAQVsKAEBFCwBARQsAQEULAEBFCwBARQsAQEULAEBFywWA++tHz4Y/2/V/3v2D/cr2Mp3qiuuVn4q//W+/X1Uvf1/+7lg9cXi7EDSvVAGoeKzfXojvvyV+t6/MV4SgpfIBwOifLwLg4Q378uuq+aO7q+pb//d0+t/viDv/7cWbDz5weL8QNCtXAJr//+z3qwd/wv7964vqlX+QTwARt3dXOxHe+q8UCr9uWjPshfxn93/V/OP7BhMJwGnffK2rx/z72wuOTP3wk4vHK8oKQQO5A9A2UHhj5ZV3RJTfXrCbdNNI5+Hd+5UEoFYv1C5jaNJrANxfy+9P/8j+09IFQd60AIAdC/BdE48Pfnr6bfNP9WR4JqP20bP+r1RH4eHP2b1c8fKtZ/wfA7VNIObQ+z3rAqMbDPmVOwAsQFlo3vLmiIroU900z9mPRXj3fqV6A//4s7++qNRfvPwf/sFoojrB8nKaWKPo7EcQtFIL+gAyosXNuB0FYkF/lA2cs18JAOSIjvzZnn3/Bz8XF+ZB/1j7vqr+1c9PZ9EuX69aRRDkQ94AYP9h9+gxAO6uqn/zn//7/7tSP/tf73TR3AOgi/CuD/A/G1TUowHdYMijlgMg2jl3bUTXD/6G3bG7JhC/ge+7FpMY2NemDf7PfzK06DUA2lGguyvRt+DfohsMedRyAJqe7vdP911P9/bi37N4lp1g+aumqfMn4rsm9J+dfvtOJS5xrP6weWj8V8Owvg5ANw/AmlcChj2mAiCPWg5AE5JnY528RcP/0f5K/yPRghGXkP8y3M11ANqZ4F0X+EfMBkMetQIA1ox/5X90SyFqHpptC5//qmm+X1R/8P/Zd83dv3rlp3KgVEyEfcvQmukBcPrtX12ItUDtkGnXMYCg9cJqUKhoAQCoaAEAqGgBAKhoAQCoaAEAqGgBAKhoAQCoaAEAqGgFBOAQ7tLxbSi5RLKJc29dWxYAUJ4LANAEAMpzAQCaAEB5LqQKAwDyqOeUXEgVBgDkUc8puZAqDADIo55TciFVGACQRz2n5IJOsCYAUJ4LANAEAMpzAQCaAEB5LuFt7q6q6mElkxqEzWMDACiFJpEqExmhXnp2OoZP4gQAKIUmkSo7shQ2t69+cKr9p7DhD5cbnoWHZ4oCAJRCk1KVMQD23vNYiocLSy7LUrM9BgC0QpNSlTVNoLurN31nMxYPl9c/aP53OtUNCACAUmgSqrL6QSXSx96+ceP72jz6TwAgpg0llxg2dfVEhtbdlfczTfaib82vDAAohSaZKmOZXIMBUPM0sU0vmHEAACiFJpUq4wleq9OR58Z/23M677pNqs+uDwAohSaRKhNt9ENzk25C1fdcgJYfnz1cAACl0CRSZe2BoGzQ3nP8y+zh4uECAKLZUHIJZ9NEfWAXNQDUPlwAAKXQzLzK+H0/rIt22nSFTnBEG0oukQDwG1q9h4smAEApNDOvsoAA9C+tCQBQCs3cq6wXpAAg3KXj21ByyXFDDADY2GZ7l7FGsGcbf/Lrgj7Atjabu4zeAv3aeFQeLgAgExcAEMYFAGTiAgDCuACAXFyy6wMgK0S4S8e3oeQCADQBgPJcAIAmAJCii0p9wL5631cOAHQBgARdVOqD+2v2f/8EEKyyxQIACbqo1Af869FvWgXNJrDycAEAqbowAFjsqxXwgWzCKQ8XAJCqS9MEEk+AyntWhTwWKdgJAORRz84uLPUB6wvcXycOwOgMHTrB4S4d3ya2i0h9cHdVPXg/8SYQABgTAFjuoqU+SL0PAADGBAAWu8jUB20CzEA2fjTWBwAA4S4d3yaqS5f6YHe6vfDeBaBYZYsFABJ06eXV8R//FKtssQBAeS6kCgMA8qjnlFzW2OxFNh51PksgFwcBgDzqOSWXFTbsyBf9fJYpoRMc7tLxbSi5LLfhvXP9fJYpAYBwl45vQ8lluU0v0zMAmFHqn2axLstt6t2xPfRr9uALABDu0vFtKLkst9lXO/kYkOezBHFxEgDIo55TclkBAAt6deuf26iQR5UBgPJc1jSBTh0Ac22gPKoMAJTnsqITLA/9as9nCeLiJACQRz2n5LLchm9QrtlGZYvDv9AJDnfp+DaUXFbYqHNZ1NcpAYBwl45vQ8klkg0ACHfp+DaUXACAJgBQngupwgCAPOo5JRdShQEAedRzSi6BbM63RuZRZQCgPJcwNoPN8RMuajuBzbaCGQEASqGZc5UNAJgILbWdwGZbwYwAAKXQzLnKHABQ2wl8ZL2ICcABgsbVxH//39N//quXPu19jawlADgq59sZaZck5gFsl9TNCU0gSqFZTJWp7QQW2wpWuNgIAJTnEthGJo44/e30ciG1nWDl+QcAgFJoUqiyNnHEa3IDzYg8tYEAAKXQJFBlXeKIp6OJfdV2AqttBTMCAJRCk0CVqV0Cx0fjoaW2E1htK5gRAKAUmgSqTCWOqHdVm0BiIJdtBTMCAJRCk0CVqcQRezYrtvLubiMAQCk0CVSZShyxZ02gQft+7CyB5QIAlEKTQJWpxBH17jAEYPQ0meUCAJRCk0CVdYkjPuRfe78EANnaUHIJatMljnhtuNANAGRrQ8klrE07wvNnhhEe9AFytaHkksRiOF8CAJRCk1SVAYBwl45vQ8kFAGgCAOW5AABNAKA8F1KFAQB51HNKLqQKAwDyqOeUXEgVBgDkUc8puZAqDADIo55TckEnWBMAKM8FAGgCAOW5bAXA7UUlVkfsV2+D6QQAKIUmqSobhJbaHsOXyu0mXuiyYAgAUApN2lVWi6DnmwQmkqG4LRkFAJRCk3aV7UUaXJ4qYiIXBABI0SZPl5FIil+Yiu+PfJNvk59LhgIAUrTJ0mUslFbbiOQ/qk87otZFvonbi+YJcPvGjQRgPCs6+gAJ2mTpEgqA++sHH8ymfBDW5+/AUzqsTgAgy9CM4xIKgPplnth/YiBHeg/dm8Cf6wO4CQBkGZqRXML0AW7f+ITF8H7yaJdh+Kvt8nOjQG4CAHmG5pYuK23ur/lNXPVpRzQEoE2EuJ+ZB3ASAKAUmllUWdP0YQCoPu3Ynw2fPndXstO8rypf8Q8ASIVmDlXGYr7N+jzVlM+jygAAGRd2gxVNkvN8VF5tatG77Sf3N3U2MqiyEwCg43J3tVMnUuwfBASAiT0BVJ+W/ds44JN+lTEBACouxwfiZAr2JIgBgJ7c3wgAlkOHu3R8m0xc+K15N3Iwi1+brk/rAYDuyPi55tu5AEAmoRnHRTSBggMwkKkP4BJa3ZHxc823cwGATEIzikstoic+ACY5hFZ7ZPx88+1cACCP0IziUsuxmTQAcHVhAMw339a6nAsA0HFpWw9ZAiBHVAFAmjYZuNTtuoQtAeh6A04u7ZHxACBNm/RdtMjZEABtPMjVRayPAwBp2qTvos3QpgGAa2iJNhAASNOGkkt6AGh7ZABAmjaUXCL1ARxCS5tVBgBp2lBySW8eQDsyHgCkaUPJhVRhAEAe9ZySC6nCAIA86nlTl/OVOjEKI5OmHPXdAyEEALIOzSgug7WaMQpzfPRp+/3eWyrcoQBAzqEZx2UTAOpda3l0XN/mJACQc2jGcdkEgP1jZekvA4RJACDn0IzkskEfQEuaEvQBAADyDs3ILnK7VYTC3F40TwCRNGUf8gEAAIiEZhwXuWA6VmH44gZvSRDHXNYJAJTj0m63igqAtySIYy7rBADKcWm3W0UoTBP2B9HiqgOOgZ4AAI3QjOUSD4D76ycHsbwtbBcgNADP3728/MnCSwOA5FziAdAmTbm/nkwiPXydTItimx4lLAAvfvzx6fkPPl52aQCQnEtEAJY2LtTGZtv0KGEB+Oqt5j+/WPgIAADJuSQPgOqn26dHCd8HYE8BMZt4gDLXb159Gs9sSbx88U3xFtXXcLIG4OuP3lvIFp4AyblEfQIsc1EbYmw3xoR+Arz40dL4BwDpuSQKgL5UIzEAnr+7dAwIACTrklpheov10gJgTfwX+mlm4JJaYRIG4LNLJowC0XJJbBSoShiAVSL1aVJySQuAs/OEAUCaNpRcEgSg+ycASNOGkkvSALgKAFAKzSUu8lbpcrSQv8II1y6t1RKXVfEPABIOzSgu99dizYDL0UL+CsNd76/F8e/BXKYEAPKo52Au9cvywLoNAJCu/Bk0bLMnW2U9AYC8XW7f+IRFntvRQr4KI10BgFkAILzL/fUTGXlbACBdR5pAxtDay97C3tRrWCIAkGhoxnGpd6ftARgJZ1No7R+LPHH1o2ee0gUBgERDM4oLyzuyPQB3V7vmKTDY+24ILdVY8rhbHgCkGZpxXByORVpjMy7uyiN56G8IraN8TkhufORLAQBphmY8l+2fACMAGFzq3ZHni9OORForAJBuaMZx2R4A1gSymwfYVzv+GJAAuG2XNwsApBuacVy2B6DNADHrwilp7vx4AmRnk5jLtssH7OyNTaATD3z0AbKzSctl6wVkVvamTjC/87+NUaD8bNJyyRUAniWrFtNmmAfIyiYtl1wB6NaN7qvKT8pEAJBWaEZyyaEPEDC0NAGAxEIzAxdShQEAedRzSi6kCgMA8qjnlFxIFQYA5FHPKbmQKgwAyKOeU3KJZINOcLhLx7eh5OLPhu+JP3ZLUnsCAOEuHd+Gkos/m24n/nAt3CC01g3djgkAUArNvKpM24lvOgz7LLRWTt6NCQBQCs28qqzbiW9c1nDmAgCytqHk4s9GAWB6AACA3D7NYlz8A2A4CvXu7acnsVNAbXtBHyBnG0ou3gEwrezfP3gqEqa4npPqKABAKTRzqzIJwHBlP+sfV7Jp5Gfd/5gAAKXQzK3KJAD1YAyU9Y+r0e3yPgUAKIVmblWm8mIZxoAEAPwJMJwj8ygAQCk0c6syAYCxlc8BECmzAEBQUQpNQlV2+/rTk+gLvI8mUFBRCk1CVSYAEN8BgJCiFJq5VJnFkD4HgMf+sIvsUwCAUmhmUmU2k7ocALZE4vbCWxdAJqFms2vt0CoAoBSamVSZHQDsL1is+ot/kVu9n4kRAFAKzUyqbHlaFCZxHx/bRTAulVv92B7LxAQAKIVmLlW2Ji2KOiODf+/SPTjqfwwAIttQctl0S6R+oJhxEemoVG51LjSBIttQctm0MNp93DE5osqtzr6vW3QAAKXQLKDKtPu42wOgza3OLtL1HQAApdAsoMq0+7hpCdGEVG71/qHgAIBSaBZQZd193PV8AJVb/VTr66sBAKXQJFVl5tDq7uOu+wRUbvX+0goAQCk0SVWZObTa+7j7EgmZW73uzSAAAEqhSarKzKHVnpHh2gUYEQCgFJqkqmxktkydkeFprzAAoBSalKrMIQ3KmnwRAIBSaFKqMnsA5v5y8rcAgFJoUqoybwBM/xoAUApNUlXm0gICAKnbUHLZdBTI+JdzLSAAsLkNJZdwNr1F/h5CS0Q++gAJ2FByCWyjViqvDy2bbgQAoBSaFKqsXeMJAMJdOr4NAZcumELadIv817ukBsABylg8msLbfPEvnvq7WMB3vAQAR+EJkJSLdjsNadOt8MmjygBAKS5xANAW+edRZQCgGJcofQBtkT+OSQ136fg2lFxC2miL/F1Dq034JhPA2QkAUArN/KtMW+TvGFptwreaHatkvVcAAFAKTW8utxcVv42yxffDZffhCqMv8ncMLZXwzXG7JADILDTjuKjsO80N+e5qQEC6hWkA4Ft+7TfMA4B0P80NXWrRhBhJT55uYZomkNg0bADAPCkGANL9NDd02Wt3/YwAYAnfJACDx9bItDAASPbT3NDl7urNNo2m4WaaamF4wrexJwAA2NQmL5fbi+YGevvGDd+CPhxSTG0/gJRI+DbWBwAAm9pk6KKCaDiikiYAMuHb6CgQ+gBb2mToogAY3k2TBKBN+LbHPECCNnm5qPRrI+3pJAHoEr7tq8o+ZxYAyCs047jcXz/hcwHqayCbaYVz4Q8LmWDLKwASQi8ZuwDAli5sXY1Iv2ZaV5NZYc51f930lu+vm3I1rSV/ADR1JiO/rtxOLhgRAEjUZdpmTZo2e5c1ql9ungDqqCVvANx976b7ae8fS5XCpwkXVxuHjIYrXNbo9o1PQgDgXwl8mnBxtvEHQKDQavo1LPj9N4G8K4FPEy7ONskDUO/kiOnefydYdJ68dABOSXyacHG38dYHCAMAm99mALDtA/fXD288A7B/IqfQPSiFTxMu29mEAUBNF/ApDu+dYD5uDACIu2RfGPYE8A5A80xpWlRoAhXgott0+2/7Z8/5dfEs1QTy3Qm+vfByapMSAEjURbNh+wZELk8+uxTIxbfkgtEAneCjr1lgJgCQqEtnowbTT3J2KYxLUHGXFR338xdqh9CvFQBI1KWz6ZYJidklr4qXF2jN0G33OpZIgHUs9ugDEHfpbOrdUXzocnbJqzIDgJ9dfGSdgPu/vPHxzgBAqi6dzZ6tO2aPgXZ2yaN6IanytLhlvbJQAAB8CQAk6qIBwGLx7uqJml3yql5ItnlaHncnaHiRvz6AagJ5EwBI1EVvAp04AN1mlBAurVOv1x3CZYGwFqg8F60TLHeOse/DzgPIPC3DzTleXRYIAJTn0tnwTIYyb1BQAFSelrbXHcSlzQTJ5ggsB/TPAdCTO64UAEjURbPRdowFBUDlaWl73UFcVCZItlTaNpC7TvBVpeSJUACQqMtWi+Gazobqdftz6WEmM0HyPLuW+XW7dylmgfEEIOIihxvb4cdANhMyAaB63f5cBmWpZXpRyyea9i7Z6moAQMRFDTcamxvxAejnaXk74CgQo0s8AewGtc6yQjwBACRc2uHG2jSzEx+ALk/LY1O23hXql0VkghSbZRYA0LzylXcAAAGX9sa/N32cGxRmOk+LLxcm9pBp3B6879wE4tr7Ww8KALZzUcONeproADaTEi7edlhOumhSPQz3PoBvAYDtXNRwY5cmOojNpNQihbAE6GVRmSBHzgUxCgCQdOkNNw5GXagC0PU0dqfbC7uhJgBA0qU33LgRADy0ogLQ9jBYj8NyqBUTYSRdpocdQxWmvwJBhFb0PoCjtHdXe12jAQC2dFHDjeb00IEKc7YCIb+T4r2u0wYAm7rojYFY6dHPViDkB4BnAYAtXGyaHKEA6K9AiNvVXvp6AEDLxarTGfQJ0PY+41WZn03x3gUANnDZEoCzFQiZAYDzAUi4bAnA2QqEzABg716yixNiMnbZsA/A1fUBInaCffUB9jgjrASXUDZnKxAwChTu0vFtKLn4txF34LMVCAAg3KXj21By8W6j2uD9FQgAINyl49tQcgkGQFgXswBAHvWckgsA0AQAynMJ1QcI7XIuvuH/pZXLdwBAeS5UCsMX+Xl8AuzlQmjLhCqzwqeZqEvM/QAhxTc9+AOAJ9FgnXgAQNyFCgB8w783AMS2IbacAwAQdyECgNjw/+HKq5wBwCYzdABe/Ojy258vvDSpT5OSCxEAxIb/37tZd5V+E+jEJzM6AL7+6Cenz95aeGlSnyYll0U27cmM1gtlohTm7jsr0yzqnWCxBI5nSJR68ee/PD3/018uu3TCn2bZLkts+CmqLlmXMwTAoOc//Pz04scfn+RcR6NDI3wt7+uvfufVp+LfX3wjpm81/vsv2Ncv//jpsuvbAfDVtxUAC5Tu7axwlwU24hRVl6zL4Tc3iA3/XifC+NSanhalewIsULKfZuku7jbyFFWXrMtunWDWuRDHtep7+KcBEBv+P3VwMamfwvc8lTD6ABRd3G3kKaouWZedAGAXZqMwrJOhJSeZAYDL51qg4cEFX3/0HkaByLk427SnqDpkXXYCgD9aGofzQyTn498rALxR1RfmAQi6ONv0TlG17gO4zgMYALCQ19WgvuaAhRL9NOGyeB7AJeuyu8uwCRTC5VzTneBVSvjTLNtlMQAuWZedXWo+DbV3PT/DbxPI2+EYTAl/mmW7rJsJtp54cnOp2YVFL9vpBhy2E7xKCX+aZbt4sfE8PiOWIbhNNLi7GDTTCV6jjD7Nslx82FiMUJ7/euoFMjP5xgAMz9JZpXw+zcJctgFg6hUq5tV8gMMb8dsEqtAJLsAlPQDacVZjNvdJYVM8pdDMqMrm+wAOAKwQAKAUmqSrLEj8e90SiSZQGS6kCoMnQB71nJILqcIAgDzqOSWXCDZsWfNrp/PlzSHkE4CjtuTJg8h8mtRcItjsd6e76vFpwdoeV/kDQE5B3135er9kPk1qLuFt+Lh+c+tfsLrTVf4AUKv8vK0IovJpknOJZJMZAN06COv1rjMi9WlScoljc9c0pnNqAnUr4ZAZjriLP5vxof2m98u3qzsvb3YVAKAUmplV2fTk7hcPbxYsb3YVAKAUmplV2TQAX149WbC6UxffoNU8QFTOCJMAAKXQzKzKRgHgIbQegKPK1jmxRtQjAJUSAKDtEr4PwEdUmnv3guXNumqRpkfljDD+DWaCKYVmhlU2RkDDxrPTguXNuvbagDwA2NaGkovX5dDjAbQ6tMQBADfiH8GbQP6V0adZlovfDTGjEbQ6tMQBAGKXosgZYRAAoBSa+VSZBQB+CiMGZ+rRJWoAgFJo5lNl2gDQWAh5BGA/dv8HALRCM6Mq6waAggHAB1Hv3v5A5YxwcmGvE53x6aVtAKA8F0ebdjWDiKmhRmJodWHEAQBySd2YxlzEQ4Mty76aJAAAlOfiZsPGIsUQzERDxKT1oSUHUXu5ec9lLgtLY60mD6YXdwKA8lycbNoVzTKm7BX8nGAuc1mOu+6xAQDgssLmqMJHjykrbQmANnE2k/ATAJTn4mRT745qNsoEgPiZcdFzmNA6X30xA0DTC56eiQYA5bk42eyrnXoMGADgp6dq3YSlLtYarL+bfQLMLO4EAOW5uAHw6JlqRhgAqF9W52YMf5kKANNtIABQnotjE+g0DoA8PdXcyEgAADGTAADgstymnY0yACBPT9W6CUtctO0uFt1spz6AmkmYup7lu1ygBD9NuDjb8CQhtbkPIE9P1boJuixDS9szIHoUbppuAs0n5gIA5bm42XQxdA6AOj1V6ybosgwtbbsL71E4CmuBKIVmXlWmZmi1boIul9AS/Wjeo3AUAKAUmvlVGYtcrZugyyW02ENE9igcNV4WO38AUJ6LbwC0bsJCF77dRfYoHDXqYhnZAKA8F98AjHQ17V34dhfVo3DUmIttYAOA8lwmbfyd4zJwGbu0WGXaX/Np/TZGymJdCABQnsuUjceTvM5dxi6tbXdpnwCWb0Pb79J7eDgUAQCU5xIJAMM5waZL65HrCsB+d/pS7HfpTSG4FAAAlOeSFgB608cRAPbnB9H7bqcQXN8/ACjPJVIfYHAdl0vb9wE4AO0UgjPAAKA8l0g2cTbEfMkm4LopBAAAl1RsYrjI/S7dFAIAgEsqNpFcjg9v9CkE1yYcACjPpbNRCfgDnGaqLj2eTcWPDndXTybTRswIAJTn0tnINcwhjvI6PvpUfueYTcXF4+ENB4B9v/QUAgBQnktnIxPwhzjMsd6J0HLOpuIgtt/lcDSv1Z7cr68JAJTn0tnIBPwhANg/FqHlnE3FRVrTzbBd7YHIinV/vZu4BAAoz6W1UQn4AzSBtNz+G50TzKfGePtoMi0EACjPpbXpEvB7P820uXQlc/uHB8AUxGJqjHtP7ooHAOW59G2a8AhzmulhPJuKVxdjEMupsfm0EACgPJcBACsPcxx1cQGAh+uC4cyDOYbl1JgEYCI/NAAoz6W1UXsZAwDQXPIwlk3FpG41p2NfxAyAmhrDEwAuEzYqbc7K00xNai59GM+oOFS7mvPoOGh6aENYnwNWU2N++wAHiJi+/E5VvfRp9zXApQ+H37z6dPavf/N7fyf+6p/+7JuuTpX8wtS7ZnPFL7/z3cPhi298OHzVEgAchSdAoi7prQbtVnO6PgC6J8BgGRy/4h7zAHDZyMYhtLrVnPupYDXpoLWADACwAd7JSwKA8lySA6Bbzdk11y1XdWp/tmwrDwAozyW5wnSrOdtJW8t1/et3cAKA8lwC2ujh6OYis4OqoShDZLcpILRpawBAKzRzr7JePC4BoO0CGCJbHXmqn0cDAGiFZu5VthYAnmSxvZThD2p5arCePmLF+z0BgBJdIgEQIrQaAM4OIlhbFgBQnkukPkCA0GKDRP3zaPAEIBWauVWZXGlgOiApQGiJFBC982jQB6AVmplVGV/BNrqQKERoHR/e9M6jAQC0QjOzKuMr2LQjjsK46GIpIPTzaAAArdDMq8q0I40iAKBWNvfPo3GKf1NjDQCU5+LJRj/SyNQE8lwYtXb77Dyag/rt/KZOY2MNAJTn4slGO9KoNq3h9F0YFeP9WD/I31ls6zc21gBAeS5+bLR8hLVxF6O3LNOTrRxRlkFil9EXAQC4+LHpVrCNpH7zdczAdD/XDID2okpJ/BNNILh4ngeoz/uVUjEBOG8CVdVZ3CsNGmsAoDwXvwCMbvl1Oie414Xtha0VAIYrmM8jGzTWAEB5Ln4BGE3N7OCiL/AcRK9NH2CQ2cj8IkNjDQCU55JcYc5a8E6zW8LFLrGLqbEGAMpzSa4wZws8QwFg/D0AKM8lucL0F3i6Te92TaDZeQBjYw0AlOeS3Kb43gJPR8mysFUOiy4AAMpzSQ8AfYGn/fX5cwIbYiiFJqkqsw+t3gJP68uLngIAoBSapKrMPrT6CzxtL88BwI4wUqFJu8pksuj2+MhWZws8jZKb5mVmlJM+2bvqXQKA8ly2KoyYhjJ1dg2Lmc8CW6RPV5lR2r8AALRCk3KVqeMia6vsn+eRzTefqcwo43/mLgBQnss2hVHHRe4njmvpdBbZ2uazflNJPAZWvEsAUMszaK0AAA2+SURBVJ7LVp1gmUPiTXMSibMX9wDQNp+dDxYdxF/7e5f+ROrTpOSyKQDdyZQzr9aDut18JjKj6DqoP/f1Lv2J1KdJyWVTALgcx/y1zWeDU3/bsixEAACU55IdAL1FPGev1cqC8wHgkpLNwIUDsGjSS77YdOZjz0UhIOcLbI5dBQDluWwKgMpu4no19mLTa89cBAL6fMHMGlEAUJ7LpgAsXbfZzgSbO8GdGgT0+YK5U/cAQHkucQuzerWOlctQAoDpIyJPAKBEl6id4PVztdMaK4vsKsweuwoAynNJEwC10G0s2/qIzGVp5wtmj10FAOW5pAmA7LhabW7UNFoW05DR6LsMIlKfJiUXWxu1cNmwgNlGXWY2KzPZcR3Ntq5dWL/iaFl47B9nnyUAoDwXWxs14Lhut66L1EK3SQD6zxSTS3fzn9lkcAIAJbrY2qiFy3YLmJe6aGobLJNNoHkAuvmC2S4AACjQxdZGLVy2W8C81KVVt9DNmG291TwAWib12bcOAMpzsbRRC5ctFzAvdOlJNNnN2dY72fUBLAUAynOxtFELl20XMHOpQUzHwcz21ePZ1kcEACiFZnpVpprllus31SAm+1o5DGZqHdexbOsjAgCUQjO9KnMEQA1isq/VbLJaXarj6vSiEwCgFZpJVZlauGyzgLm/gVfEsBsAquM6mm19RACAUmjGqjKryanuWMbZBcz9gRnZ9Dk4NYGWCgBQCs1IVWa5PEEtXJ5fwNy7oBrE/JVTZ3aRmmfMQX5degkAUJ6L/xWa+gXVIObcYKYHsWxZh5PKmrVMAKA8lzUAjLyw+7EaxNw/eLrMwUEsW9ZBfl16DQBQnotlH8CkMXS69o8cxGy+Bt0Hw8SzZR16WbPcBQBKcpFt5eU2IwC0P1KNcfY1NAAiW9ZBz5q1QACgIBfVVg4HgBrEdB3MXCKRLevQZc1aJABQkItqK6+wmY5/i596k8yWdehlzXIXACjHpW0r+7YxB1FomsVD5rsrHzYAoBiXrq3s2WYkhiJUWfh5gOfvXl7+ZOGlAUBaLl1bGQB0mgbgxY8/Pj3/wcfLLg0AknLR2spebLreAGEAvnqr+c8vFj4CAEBSLlpb2YdNNx40FkLB5wG4wq8FYk8BUd4DlLl+8+pTX5eq2ogYi4u048UagK8/em8hW3gCJOfisQnUPgFGIyjUE6A/EhvuCfCLy8umAfTiR0vjHwBs6mIcsA/RB4gNwNlcXOAm0PN3l44BAYBNXSbXu/kszHgAzbksXJAUFYA18Q8AtnRJH4ClS1KjAvDZJRNGgfJziQXARPwEAiBaH2C1AMCWLlPRtcBG7AkeJjvZAAAnl1kBgPJcltjwfS6GzM0T8WP8lUqCfrLqA7TA7Uc3ZQIASqGZapU1gcgAGGZungof4+/007ssbCVwLDnjyBZ7AEApNFOtsuOuC/tVAOind1nYSuDECdvm5Q4AgFJoLnVRGfxZk8Hi9rrApgs//U48GT2jv7QGQDlP5WQBAGmHZhwXGSH31yyLzzwBawDoZW4eRo9MoMXa7J+OXMrxlOwGuHp3PO98q77E7e8uOryjEwCg4CIz+PMmw/yhKGsA6CU7MQSPSArB2+wvGcOyS4JuJwbcvtqdp+ZSfYmj2cVeAICCi8zgz2PfYmnwcgD6mZsHwSM7y6LN/urY+7BAtBUHbi/Sc2notX2J+pvWlzILABBwURn8xRNgfnfgYgD6mZuHsSM7y+JmPeri0AYSwPEH3PBVDID9a7aXGhEAIOCiMvizYcOmiREMgLOHy/gwD2+zm35teXSjkgTOnJ6XXebu6l8uOryjEwCg4iLioXrwfrgm0Nn+81EARJu9MrTOLRLtnl/sJE86Ohs7En2J24vX7A/vMAoAUHFR99UwfQCDjKEjAOBtduOTSJ3eZaUWOPOr+IPh4Dys1BcASMJFLgtY6KKaCLbTTKEBEG324MlxeeADAAoAqIVhC126TP67plEwHw1+NsQYfyo6wRzIP16eHX12mZDqSxwffjh7eMeM1fKXzgkAWGslAL1M/hZ3w9AAiDb78hH6+YWiHfLfXXyQt/Ra/tI5AQBrrQXAUV72BJt/LHogvM0+NhNsce35ldKqV3D3nXUTwQAgDZd1fQBXBQRg4LJk0b/LVgGsBSIBQFQXHzYWcSNyRiza9uLwGgBAKTTzqbKwADgIAFAKTVJVBgDCXTq+jV+XduDubNaKVJXJtEFT8e8BDgCQIwBqUeX58YaFVZmPxwMASOXTtJdcNHwaHm+YRZVpe14mxx8BQLhLx7fx6dLusB0cb5hFlcklymLieZULAMjHxq+Lmi46P94wgyqTjy++/mZ6Z4uFC/oA2diEAGB4vGEGVSYfX/w/06vQqJwPsFgZfJpbuYgYGh5vmEWVaevdnABoc2LN9h5cBACyBcBwvGEWVaYDMJWB4jy01D72+d6DiwBAtgD0vgnhMqpNngBqs4JF78FFAAAAOMsDABZ9AJNLA4DFK10EAACAszwAsGwUiL3KcV/8nABAjgBs6+IDALbv13UeQOxjt+g9uAgAUArNLKpM5ciqqumerMmliX48AbK0oeQSdTFcX03gow+QpQ0ll20AUHd+jAJlaUPJZRsA2pxY870HFwEASqFJqspMM8F8Bni29+AiAEApNFFl0V0AQHkupAoDAPKo55RcSBUGAORRzym5kCoMAMijnlNy2XAewL8AAKXQJFVlACDcpePbUHIBAJoAQHkuAEATACjPhVRhAEAe9ZySC6nCAIA86jklF1KFAQB51HNKLqQKAwDyqOeUXNAJ1gQAynMBAJoAQHkuAEBTgHfJjip8eHM6DvM+BRGl0AQAzkoPgLurnTgrnL21vb8ceGOiFJqkAMjDxT8Axwcyb9JBfh9YedRzSi6kCpMeAFwCAI9bP8eVRz2n5EKqMIkCIJpAMR4AmdRzSi6kCpMmADWL/APLBxxeedRzSi7oBGsK8i5rPvZz8Jf9aEqUQhMAOCtFAOQZiAd/2Y+mRCk0AYCzYgJwsNOvvvGh/OalTy1fAhFUtfUbmNQSAOzUZvw+ROkCkLo3k3oC5OHiH4D25J9/uvaVAntSedRzSi6kCpMSAGeHXuLTTNSFVGESAuD82GN8mom6kCoMAMijnlNy8WBze1Gps07PTnnqRG8UaO5SACAPFw82x3aR4/312HR/cQCgD5CJiwebuh3gq1/GE2BE2Xyapbl4sNmrAb7bNz4BACPK5tMszWW9zd3Vm3zTEzv2ZbQPkEeVAYDyXNbb3F48Zjf/G9YUAgBjyuXTLM7Fkw078bFhAACMKatPsyQXfwDUU/u+86gyAFCey3obceTp2/zWj3mAMeXyaRbnst6mPfL0BADGlcunWZyLBxuW+kbOhQGAMWXzaZbmssbmbLJz8k+XuzgIAFAKzeSr7Hy5SxgXFwGAPOo5JRcAoAkAlOcCADQBgPJcIvUB8qgyAFCeSyQbdILDXTq+DSUXAKAJAJTnAgA0AYDyXACAJgBQngupwgCAPOo5JRdShQEAedRzSi6kCgMA8qjnlFxIFQYA5FHPKbmgE6wJAJTnAgA0AYDyXACAJgBQngsA0AQAynMhVRgAkEc9p+RCqjAAII96TsmFVGEAQB71nJILqcIAgDzqOSUXdII1AYDyXACAJgBQngsA0AQAynMBAJrivMuQyr8EnSiVJZPC5PEup5R/CTpRKksmhcnjXU4p/xJ0olSWTAqTx7ucUv4l6ESpLJkUJo93CUGBBACgogUAoKIFAKCiBQCgopU9AM/fvfyjX279Jrzp649+svVb8KMXP7r89udbvwkb5Q7Aix9/fPosj6q20WeXNABgIH/21tbvwka5A/D8h5+fXvw5lUfA8//4FzQAYB/J8z/N4WPJHQBST4Cv//6/EGkC8ftS89Gkr9wByKexaaHP3qPSB/jq2wAgvH5xefnW8x98fPqKQC+Yl+WHn1MBAE+AWMrnVjOvzy6Z3tv6bfgQ+gCxROUJIEXlCfD1R+9hFCiOvrq8/Lc0HgBMVADIp2uWPQAQtEYAACpaAAAqWgAAKloAACpaAAAqWgAAKloAIIburyumXfPt7esfnP/27u0Puj980v1gX1WPnnUXeNx8Pcovu/7LoMUCADF0f/2Y/1fFc1/7B20k17vuB/vmNXv5iv3udHf1uPn/EwbQ3fdu2A+P5stBLgIAMSQAYPE7/N3dVdUCwG/q8gf8USGfF/xL/ejZ7Rs37BlRP5ZXNVwOchMAiCEJALvBN7F8+/r7F01T5rb5zxPWnOlaRTW7p8sfDO7vLQDyAYBHgA8BgBhSADQRywC4aAK3Zu37+uHNSesWqD8TN/xd0+Dnvxdijw/RBJIPAGN/AnIUAIihFoCHNxyA5sYv/sMjuI1j1UTiP9izPvNR6wXzp0Pz5GgeAHvRajI2qSAnAYAYOnsCvN5v4o8AwAJeD/GjfBzUj5uWECdDXRZaLgAQQypS97IPYAMAHxDSAZDf3/27ZzXnCAD4EACIIW0UyBoAfsOXY/3ie/Hb/ZOTAgBNoPUCADGkzQNMAcCH/tUP+Gtq0QfgA56iP3D7r5tryCYQOsHrBQBiSM4Es/CeBED2ecUP2Iuaf3MQ5Pdq7L8WneAaw6CrBQBSktvqBkyEeRAASEpiKYSlMA/mQQAgKbnc1LEYzocAAFS0AABUtAAAVLQAAFS0AABUtAAAVLQAAFS0/hlwJ8tgcrfOvgAAAABJRU5ErkJggg==)

Exporto a PDF las coordenadas de los individuos:

pdf("Imágenes Obtenidas/GraficoIndividuosPCA.pdf")  
  
fviz\_pca\_ind(resultado.pca, repel = T)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Se puede ver que la mayoría de los pacientes están en torno al centro, mientras que tenemos un outlayer, que es el número 27.

# Modelos de Inteligencia Artificial supervisados

Ahora lo que hago es coger un conjunto muy grande de los datos para hacer el entrenamiento

conjuntoEntrenamiento <- sample(1:67, 55)

1 NEURONA

Lo que voy a hacer ahora es entrenar la red neuronal con diferente cantidad de neuronas,y voy a ir comparando el resultado…

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.1neu <- data.frame(Ent\_1Neu = numeric(),  
 Test\_1Neu = numeric())  
  
for(i in 1:50)  
{  
 pacientes.1neu <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],   
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),   
 size=1,   
 trace = F)  
  
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 pacientes.prediccion.1neu <- predict( pacientes.1neu,   
 matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],   
 type="raw" )  
 head(pacientes.prediccion.1neu) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 pacientes.prediccion.1neu.class <- apply( pacientes.prediccion.1neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.1neu.class  
   
 # Lo visualizo en forma de tabla para ir viendo el error  
   
 table( pacientes.prediccion.1neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 #Calculo el acierto  
   
 acierto.ent.teorico.1neu <- sum( diag( table( pacientes.prediccion.1neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.1neu <- predict( pacientes.1neu,   
 matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24],   
 type="raw" )  
 pacientes.prediccion.test.1neu  
   
 pacientes.prediccion.test.1neu.class <- apply( pacientes.prediccion.test.1neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.1neu.class  
   
 table( pacientes.prediccion.test.1neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.test.teorico.1neu <- sum( diag( table( pacientes.prediccion.test.1neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
 dataframe.pasada <- data.frame(Ent\_1Neu = acierto.ent.teorico.1neu,  
 Test\_1Neu = acierto.test.teorico.1neu)  
   
 dataframe.resultados.1neu <- rbind(dataframe.resultados.1neu, dataframe.pasada)  
  
}  
  
head(dataframe.resultados.1neu[order(dataframe.resultados.1neu$Test\_1Neu, decreasing = T), ])

## Ent\_1Neu Test\_1Neu  
## 4 0.6181818 0.6666667  
## 7 0.6181818 0.6666667  
## 22 0.6363636 0.6666667  
## 45 0.6545455 0.6666667  
## 1 0.7272727 0.5833333  
## 8 0.6727273 0.5833333

Lo voy a entrenar también con el SOFTMAX = true. Esto optimiza la verosimilitud, no el error cuadrático medio… ###################### CON SOFTMAX ##############################

set.seed(1)  
  
dataframe.resultados.1neu.soft <- data.frame(Ent\_1Neu\_soft = numeric(),  
 Test\_1Neu\_soft = numeric())  
  
for(i in 1:50)  
{  
 pacientes.1neu.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=1,  
 softmax = T,  
 trace = F)  
  
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 pacientes.prediccion.1neu.softmax <- predict( pacientes.1neu.softmax,   
 matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],   
 type="raw" )  
 head(pacientes.prediccion.1neu.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 pacientes.prediccion.1neu.class.softmax <- apply( pacientes.prediccion.1neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.1neu.class.softmax  
   
 # Lo visualizo en forma de tabla para ir viendo el error  
   
 table( pacientes.prediccion.1neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 #Calculo el acierto  
   
 acierto.ent.teorico.1neu.soft <- sum( diag( table( pacientes.prediccion.1neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.1neu.softmax <- predict( pacientes.1neu.softmax,  
 matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24],   
 type="raw" )  
 pacientes.prediccion.test.1neu.softmax  
   
 pacientes.prediccion.test.1neu.class.softmax <- apply( pacientes.prediccion.test.1neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.1neu.class.softmax  
   
 table( pacientes.prediccion.test.1neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.test.teorico.1neu.soft <- sum(diag(table(pacientes.prediccion.test.1neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25])))/12  
   
 dataframe.pasada <- data.frame(Ent\_1Neu\_soft = acierto.ent.teorico.1neu.soft,  
 Test\_1Neu\_soft = acierto.test.teorico.1neu.soft)  
   
 dataframe.resultados.1neu.soft <- rbind(dataframe.resultados.1neu.soft ,dataframe.pasada)  
   
}  
  
head(dataframe.resultados.1neu.soft[order(dataframe.resultados.1neu.soft$Test\_1Neu\_soft, decreasing = T), ])

## Ent\_1Neu\_soft Test\_1Neu\_soft  
## 9 0.5272727 0.6666667  
## 15 0.6000000 0.6666667  
## 40 0.6000000 0.6666667  
## 43 0.6181818 0.6666667  
## 5 0.6363636 0.5833333  
## 13 0.6181818 0.5833333

2 NEURONAS

A partir de ahora voy a hacer exactamente lo mismo, por lo que haré chunks más grandes para evitar una sobrecarga de chunks, y reduciré la cantidad de comentarios, ya que serán redundantes

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.2neu <- data.frame(Ent\_2Neu = numeric(),  
 Test\_2Neu = numeric())  
  
for(i in 1:50)  
{  
  
 pacientes.2neu <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=2,  
 trace = F )  
   
 pacientes.prediccion.2neu <- predict( pacientes.2neu,  
 matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 type="raw" )  
 head(pacientes.prediccion.2neu) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.2neu.class <- apply( pacientes.prediccion.2neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.2neu.class  
   
   
 table( pacientes.prediccion.2neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.entrenamiento.2neu <- sum( diag( table( pacientes.prediccion.2neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.2neu <- predict( pacientes.2neu,  
 matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24],  
 type="raw" )  
 pacientes.prediccion.test.2neu  
   
 pacientes.prediccion.test.2neu.class <- apply( pacientes.prediccion.test.2neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.2neu.class  
   
 table( pacientes.prediccion.test.2neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.2neu <- sum( diag( table( pacientes.prediccion.test.2neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_2Neu = acierto.teorico.entrenamiento.2neu,  
 Test\_2neu = acierto.teorico.test.2neu)  
   
 dataframe.resultados.2neu <- rbind(dataframe.resultados.2neu, dataframe.pasada)  
   
   
}  
  
head(dataframe.resultados.2neu[order(dataframe.resultados.2neu$Test\_2neu, decreasing = T), ])

## Ent\_2Neu Test\_2neu  
## 2 0.7636364 0.6666667  
## 23 0.5818182 0.6666667  
## 29 0.8000000 0.6666667  
## 49 0.6363636 0.6666667  
## 10 0.6363636 0.5833333  
## 14 0.8181818 0.5833333

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.2neu.soft <- data.frame(Ent\_2Neu\_soft = numeric(),  
 Test\_2Neu\_soft = numeric())  
  
for(i in 1:50)  
{  
  
 pacientes.2neu.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=2,  
 softmax = T,  
 trace = F )  
   
 pacientes.prediccion.test.2neu.softmax <- predict( pacientes.2neu.softmax,   
 matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24],   
 type="raw" )  
 head(pacientes.prediccion.test.2neu.softmax)  
   
 pacientes.prediccion.test.2neu.class.softmax <- apply( pacientes.prediccion.test.2neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.2neu.class.softmax  
   
 table( pacientes.prediccion.test.2neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.ent.2neu.softmax <- sum( diag( table( pacientes.prediccion.test.2neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
 # TEST  
   
 pacientes.prediccion.test.2neu.softmax <- predict( pacientes.2neu.softmax,   
 matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24],  
 type="raw" )  
 pacientes.prediccion.test.2neu.softmax  
   
 pacientes.prediccion.test.2neu.class.softmax <- apply( pacientes.prediccion.test.2neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.2neu.class.softmax  
   
 table( pacientes.prediccion.test.2neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.2neu.softmax <- sum(diag(table(pacientes.prediccion.test.2neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_2Neu\_soft = acierto.teorico.ent.2neu.softmax,  
 Test\_2neu\_soft = acierto.teorico.test.2neu.softmax)  
   
 dataframe.resultados.2neu.soft <- rbind(dataframe.resultados.2neu.soft, dataframe.pasada)  
}  
  
head(dataframe.resultados.2neu.soft[order(dataframe.resultados.2neu.soft$Test\_2neu\_soft, decreasing = T), ])

## Ent\_2Neu\_soft Test\_2neu\_soft  
## 14 0.7500000 0.7500000  
## 8 0.6666667 0.6666667  
## 16 0.6666667 0.6666667  
## 20 0.6666667 0.6666667  
## 34 0.6666667 0.6666667  
## 43 0.6666667 0.6666667

3 NEURONAS

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.3neu <- data.frame(Ent\_3Neu = numeric(),  
 Test\_3Neu = numeric())  
  
for(i in 1:50)  
{  
  
 pacientes.3neu <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=3,  
 trace = F)  
   
 pacientes.prediccion.3neu <- predict( pacientes.3neu, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.3neu) # Vemos las probabilidades de pertenencia de cada valor  
   
   
 pacientes.prediccion.3neu.class <- apply( pacientes.prediccion.3neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.3neu.class  
   
   
 table( pacientes.prediccion.3neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
   
 acierto.teorico.entrenamiento.3neu <- sum( diag( table( pacientes.prediccion.3neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.3neu <- predict( pacientes.3neu, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.3neu  
   
 pacientes.prediccion.test.3neu.class <- apply( pacientes.prediccion.test.3neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.3neu.class  
   
 table( pacientes.prediccion.test.3neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.3neu <- sum( diag( table( pacientes.prediccion.test.3neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_3Neu = acierto.teorico.entrenamiento.3neu,  
 Test\_3neu = acierto.teorico.test.3neu)  
   
 dataframe.resultados.3neu <- rbind(dataframe.resultados.3neu, dataframe.pasada)  
}  
  
head(dataframe.resultados.3neu[order(dataframe.resultados.3neu$Test\_3neu, decreasing = T), ])

## Ent\_3Neu Test\_3neu  
## 14 0.5636364 0.7500000  
## 2 0.6363636 0.6666667  
## 12 0.6545455 0.6666667  
## 15 0.6363636 0.6666667  
## 3 0.8363636 0.5833333  
## 13 0.8181818 0.5833333

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.3neu.soft <- data.frame(Ent\_3Neu\_soft = numeric(),  
 Test\_3Neu\_soft = numeric())  
  
for(i in 1:50)  
{  
  
 pacientes.3neu.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=3,   
 softmax = T,   
 trace = F)  
   
 pacientes.prediccion.3neu.softmax <- predict( pacientes.3neu.softmax, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.3neu.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
   
 pacientes.prediccion.3neu.class.softmax <- apply(pacientes.prediccion.3neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.3neu.class.softmax  
   
   
 table( pacientes.prediccion.3neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
   
 acierto.teorico.ent.3neu.softmax <- sum( diag( table( pacientes.prediccion.3neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.3neu.softmax <- predict( pacientes.3neu.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.3neu.softmax  
   
 pacientes.prediccion.test.3neu.class.softmax <- apply( pacientes.prediccion.test.3neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.3neu.class.softmax  
   
 table( pacientes.prediccion.test.3neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.3neu.softmax <- sum( diag( table( pacientes.prediccion.test.3neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_3Neu\_soft = acierto.teorico.ent.3neu.softmax,  
 Test\_3neu\_soft = acierto.teorico.test.3neu.softmax)  
   
 dataframe.resultados.3neu.soft <- rbind(dataframe.resultados.3neu.soft, dataframe.pasada)  
}  
  
head(dataframe.resultados.3neu.soft[order(dataframe.resultados.3neu.soft$Test\_3neu\_soft, decreasing = T), ])

## Ent\_3Neu\_soft Test\_3neu\_soft  
## 35 0.8363636 0.7500000  
## 8 0.8000000 0.6666667  
## 11 0.8181818 0.6666667  
## 18 0.8545455 0.6666667  
## 30 0.8909091 0.6666667  
## 36 0.8181818 0.6666667

3 NEURONAS

Con Decay

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.3neu.decay <- data.frame(Ent\_3Neu\_decay = numeric(),  
 Test\_3Neu\_decay = numeric())  
  
for(i in 1:50)  
{  
  
 pacientes.3neu.decay <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=3,  
 decay = 0.2,   
 trace = F)  
   
 pacientes.prediccion.3neu.decay <- predict( pacientes.3neu.decay, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.3neu.decay) # Vemos las probabilidades de pertenencia de cada valor  
   
   
 pacientes.prediccion.3neu.class.decay <- apply( pacientes.prediccion.3neu.decay, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.3neu.class.decay  
   
   
 table( pacientes.prediccion.3neu.class.decay, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
   
 acierto.teorico.ent.3neu.decay <- sum( diag( table( pacientes.prediccion.3neu.class.decay, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.3neu.decay <- predict( pacientes.3neu.decay, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.3neu.decay  
   
 pacientes.prediccion.test.3neu.class.decay <- apply( pacientes.prediccion.test.3neu.decay, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.3neu.class.decay  
   
 table( pacientes.prediccion.test.3neu.class.decay , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.3neu.decay <- sum( diag( table( pacientes.prediccion.test.3neu.class.decay, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_3Neu\_decay = acierto.teorico.ent.3neu.decay,  
 Test\_3neu\_decay = acierto.teorico.test.3neu.decay)  
   
 dataframe.resultados.3neu.decay <- rbind(dataframe.resultados.3neu.decay, dataframe.pasada)  
   
}  
   
head(dataframe.resultados.3neu.decay[order(dataframe.resultados.3neu.decay$Test\_3neu\_decay, decreasing = T), ])

## Ent\_3Neu\_decay Test\_3neu\_decay  
## 4 0.6727273 0.75  
## 15 0.6545455 0.75  
## 17 0.6545455 0.75  
## 18 0.6545455 0.75  
## 19 0.6909091 0.75  
## 26 0.6909091 0.75

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.3neu.decay.softmax <- data.frame(Ent\_3Neu\_decay\_sf = numeric(),  
 Test\_3Neu\_decay\_sf = numeric())  
  
for(i in 1:50)  
{  
  
 pacientes.3neu.decay.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=3,   
 softmax = T,  
 decay = 0.03,   
 trace = F)  
   
 pacientes.prediccion.3neu.decay.softmax <- predict( pacientes.3neu.decay.softmax, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.3neu.decay.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
   
 pacientes.prediccion.3neu.class.decay.softmax <- apply( pacientes.prediccion.3neu.decay.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.3neu.class.decay.softmax  
   
   
 table( pacientes.prediccion.3neu.class.decay.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
   
 acierto.teorico.ent.3neu.decay.sf <- sum( diag( table( pacientes.prediccion.3neu.class.decay.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.3neu.decay.softmax <- predict( pacientes.3neu.decay.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.3neu.decay.softmax  
   
 pacientes.prediccion.test.3neu.class.decay.softmax <- apply( pacientes.prediccion.test.3neu.decay.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.3neu.class.decay.softmax  
   
 table( pacientes.prediccion.test.3neu.class.decay.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.3neu.decay.sf <- sum( diag( table( pacientes.prediccion.test.3neu.class.decay.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_3Neu\_decay\_sf = acierto.teorico.ent.3neu.decay.sf,  
 Test\_3neu\_decay\_sf = acierto.teorico.test.3neu.decay.sf)  
   
 dataframe.resultados.3neu.decay.softmax <- rbind(dataframe.resultados.3neu.decay.softmax, dataframe.pasada)  
}  
   
head(dataframe.resultados.3neu.decay.softmax[order(dataframe.resultados.3neu.decay.softmax$Test\_3neu\_decay\_sf, decreasing = T), ])

## Ent\_3Neu\_decay\_sf Test\_3neu\_decay\_sf  
## 25 0.8727273 0.6666667  
## 9 0.8727273 0.5833333  
## 10 0.8545455 0.5833333  
## 13 0.8545455 0.5833333  
## 17 0.8909091 0.5833333  
## 21 0.8909091 0.5833333

5 NEURONAS

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.5neu <- data.frame(Ent\_5Neu = numeric(),  
 Test\_5Neu = numeric())  
  
for(i in 1:50)  
{  
  
 pacientes.5neu <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=5,  
 trace = F )  
   
 pacientes.prediccion.5neu <- predict( pacientes.5neu, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.5neu) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.5neu.class <- apply( pacientes.prediccion.5neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.5neu.class  
   
 table( pacientes.prediccion.5neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.entrenamiento.5neu <- sum( diag( table( pacientes.prediccion.5neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.5neu <- predict( pacientes.5neu, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.5neu  
   
 pacientes.prediccion.test.5neu.class <- apply( pacientes.prediccion.test.5neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.5neu.class  
   
 table( pacientes.prediccion.test.5neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.5neu <- sum( diag( table( pacientes.prediccion.test.5neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_5Neu = acierto.teorico.entrenamiento.5neu,  
 Test\_5neu = acierto.teorico.test.5neu)  
   
 dataframe.resultados.5neu <- rbind(dataframe.resultados.5neu, dataframe.pasada)  
   
}  
  
head(dataframe.resultados.5neu[order(dataframe.resultados.5neu$Test\_5neu, decreasing = T), ])

## Ent\_5Neu Test\_5neu  
## 20 0.8727273 0.7500000  
## 26 0.9090909 0.6666667  
## 27 0.9090909 0.6666667  
## 1 0.6727273 0.5833333  
## 3 0.5272727 0.5833333  
## 36 0.4363636 0.5833333

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.5neu.soft <- data.frame(Ent\_5Neu\_soft = numeric(),  
 Test\_5Neu\_soft = numeric())  
  
for(i in 1:50)  
{  
  
 pacientes.5neu.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=5,  
 softmax = T,  
 trace = F )  
   
 pacientes.prediccion.5neu.softmax <- predict( pacientes.5neu.softmax, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.5neu.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.5neu.class.softmax <- apply( pacientes.prediccion.5neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.5neu.class.softmax  
   
 table( pacientes.prediccion.5neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.ent.5neu.softmax <- sum( diag( table( pacientes.prediccion.5neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.5neu.softmax <- predict( pacientes.5neu.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.5neu.softmax  
   
 pacientes.prediccion.test.5neu.class.softmax <- apply( pacientes.prediccion.test.5neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.5neu.class.softmax  
   
 table( pacientes.prediccion.test.5neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.5neu.softmax <- sum( diag( table( pacientes.prediccion.test.5neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_5Neu\_soft = acierto.teorico.ent.5neu.softmax,  
 Test\_5neu\_soft = acierto.teorico.test.5neu.softmax)  
   
 dataframe.resultados.5neu.soft <- rbind(dataframe.resultados.5neu.soft, dataframe.pasada)  
}  
  
head(dataframe.resultados.5neu.soft[order(dataframe.resultados.5neu.soft$Test\_5neu\_soft, decreasing = T), ])

## Ent\_5Neu\_soft Test\_5neu\_soft  
## 14 0.9636364 0.6666667  
## 27 0.8909091 0.6666667  
## 12 0.9454545 0.5833333  
## 31 0.9272727 0.5833333  
## 37 0.9272727 0.5833333  
## 5 0.9090909 0.5000000

5 NEURONAS

CON DECAY

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.5neu.decay <- data.frame(Ent\_5Neu\_decay = numeric(),  
 Test\_5Neu\_decay = numeric())  
  
for(i in 1:50)  
{  
  
 pacientes.5neu.decay <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ),  
 size=5,  
 decay=0.1,  
 trace = F)  
   
 pacientes.prediccion.5neu.decay <- predict( pacientes.5neu.decay, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.5neu.decay) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.5neu.decay.class <- apply( pacientes.prediccion.5neu.decay, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.5neu.decay.class  
   
 table( pacientes.prediccion.5neu.decay.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.ent.5neu.decay <- sum( diag( table( pacientes.prediccion.5neu.decay.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.decay.5neu <- predict( pacientes.5neu.decay, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.decay.5neu  
   
 pacientes.prediccion.test.decay.5neu.class <- apply( pacientes.prediccion.test.decay.5neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.decay.5neu.class  
   
 table( pacientes.prediccion.test.decay.5neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.5neu.decay <- sum( diag( table( pacientes.prediccion.test.decay.5neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_5Neu\_decay = acierto.teorico.ent.5neu.decay,  
 Test\_5neu\_decay = acierto.teorico.test.5neu.decay)  
   
 dataframe.resultados.5neu.decay <- rbind(dataframe.resultados.5neu.decay, dataframe.pasada)  
   
}  
  
head(dataframe.resultados.5neu.decay[order(dataframe.resultados.5neu.decay$Test\_5neu\_decay, decreasing = T), ])

## Ent\_5Neu\_decay Test\_5neu\_decay  
## 16 0.8727273 0.7500000  
## 20 0.9090909 0.6666667  
## 21 0.9090909 0.6666667  
## 23 0.9090909 0.6666667  
## 27 0.8909091 0.6666667  
## 28 0.9090909 0.6666667

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.5neu.decay.softmax <- data.frame(Ent\_5Neu\_decay\_sf = numeric(),  
 Test\_5Neu\_decay\_sf = numeric())  
  
for(i in 1:50)  
{  
  
  
 pacientes.5neu.decay.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24],  
 class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ,  
 size=5,  
 softmax = T,   
 decay = 0.05,  
 trace = F)  
   
 pacientes.prediccion.5neu.decay.softmax <- predict( pacientes.5neu.decay.softmax, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.5neu.decay.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.5neu.decay.class.softmax <- apply( pacientes.prediccion.5neu.decay.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.5neu.decay.class.softmax  
   
 table( pacientes.prediccion.5neu.decay.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.ent.5neu.decay.sf <- sum( diag( table( pacientes.prediccion.5neu.decay.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.decay.5neu.softmax <- predict( pacientes.5neu.decay.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.decay.5neu.softmax  
   
 pacientes.prediccion.test.decay.5neu.class.softmax <- apply( pacientes.prediccion.test.decay.5neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.decay.5neu.class.softmax  
   
 table( pacientes.prediccion.test.decay.5neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.5neu.decay.sf <- sum( diag( table( pacientes.prediccion.test.decay.5neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_5Neu\_decay\_sf = acierto.teorico.ent.5neu.decay.sf,  
 Test\_5neu\_decay\_sf = acierto.teorico.test.5neu.decay.sf)  
   
 dataframe.resultados.5neu.decay.softmax <- rbind(dataframe.resultados.5neu.decay.softmax, dataframe.pasada)  
   
}  
  
head(dataframe.resultados.5neu.decay.softmax[order(dataframe.resultados.5neu.decay.softmax$Test\_5neu\_decay\_sf, decreasing = T), ])

## Ent\_5Neu\_decay\_sf Test\_5neu\_decay\_sf  
## 13 0.9454545 0.5000000  
## 24 0.9818182 0.5000000  
## 47 0.9818182 0.5000000  
## 2 0.9818182 0.4166667  
## 6 0.9636364 0.4166667  
## 12 0.9818182 0.4166667

Ahora lo que hay que hacer es unir todos los resultados:

dataframe.resultados.perceptron <- cbind(dataframe.resultados.1neu,  
 dataframe.resultados.1neu.soft,  
 dataframe.resultados.2neu,  
 dataframe.resultados.2neu.soft,  
 dataframe.resultados.3neu,  
 dataframe.resultados.3neu.soft,  
 dataframe.resultados.3neu.decay,  
 dataframe.resultados.3neu.decay.softmax,  
 dataframe.resultados.5neu,  
 dataframe.resultados.5neu.soft,  
 dataframe.resultados.5neu.decay,  
 dataframe.resultados.5neu.decay.softmax)  
  
remove(dataframe.resultados.1neu)  
remove(dataframe.resultados.1neu.soft)  
remove(dataframe.resultados.2neu)  
remove(dataframe.resultados.2neu.soft)  
remove(dataframe.resultados.3neu)  
remove(dataframe.resultados.3neu.soft)  
remove(dataframe.resultados.3neu.decay)  
remove(dataframe.resultados.3neu.decay.softmax)  
remove(dataframe.resultados.5neu)  
remove(dataframe.resultados.5neu.soft)  
remove(dataframe.resultados.5neu.decay)  
remove(dataframe.resultados.5neu.decay.softmax)

Ahora visualizamos los mejores resultados de cada entrenamiento:

# Obtenemos los máximos de cada columna de test y guardamos:  
  
max.1neu <- max(dataframe.resultados.perceptron[, 2])  
max.1neu.s <- max(dataframe.resultados.perceptron[, 4])  
max.2neu <- max(dataframe.resultados.perceptron[, 6])  
max.2neu.s <- max(dataframe.resultados.perceptron[, 8])  
max.3neu <- max(dataframe.resultados.perceptron[, 10])  
max.3neu.s <- max(dataframe.resultados.perceptron[, 12])  
max.3neu.d <- max(dataframe.resultados.perceptron[, 14])  
max.3neu.d.s <- max(dataframe.resultados.perceptron[, 16])  
max.5neu <- max(dataframe.resultados.perceptron[, 18])  
max.5neu.s <- max(dataframe.resultados.perceptron[, 20])  
max.5neu.d <- max(dataframe.resultados.perceptron[, 22])  
max.5neu.d.s <- max(dataframe.resultados.perceptron[, 24])  
  
array.maximos.perceptron <- c(max.1neu,   
 max.1neu.s,   
 max.2neu,  
 max.2neu.s,  
 max.3neu,  
 max.3neu.s,  
 max.3neu.d,   
 max.3neu.d.s,   
 max.5neu,   
 max.5neu.s,   
 max.5neu.d,   
 max.5neu.d.s)  
  
barplot(array.maximos.perceptron,  
 main = "Mejores Resultados en Test con Perceptrones",  
 xlab = "Tipo de Perceptrón",  
 ylab = "Acierto (Tanto por 1)",  
 names.arg = c("1 Neu", "1 Neu Soft",   
 "2 Neu", "2 Neu Soft",   
 "3 Neu", "3 Neu Soft", "3 Neu Decay", "3 Neu Soft Decay",   
 "5 Neu", "5 Neu Soft", "5 Neu Decay", "5 Neu Soft Decay")  
 )
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Exporto a PDF este barplot:

pdf("Imágenes Obtenidas/BarplotResultadosPerceptron.pdf")  
  
barplot(array.maximos.perceptron,  
 main = "Mejores Resultados en Test con Perceptrones",  
 xlab = "Tipo de Perceptrón",  
 ylab = "Acierto (Tanto por 1)",  
 names.arg = c("1 Neu", "1 Neu Soft",   
 "2 Neu", "2 Neu Soft",   
 "3 Neu", "3 Neu Soft", "3 Neu Decay", "3 Neu Soft Decay",   
 "5 Neu", "5 Neu Soft", "5 Neu Decay", "5 Neu Soft Decay")  
 )  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

# Obtención de Resultados de Perceptrón

Importo los datos:

dataset.resultados <- read.csv2("Datos/Resultados.txt")

Ahora voy a sacar un gráfico interactivo donde comparo los resultados.

tipos = dataset.resultados[, 1]  
real = dataset.resultados[, 2]  
practico = dataset.resultados[, 3]  
  
p <- plot\_ly(dataset.resultados, x = ~tipos, y = ~real, type = 'bar', name = 'Real') %>% add\_trace(y = ~practico, name = 'Práctico') %>% layout(yaxis = list(title = 'Porcentaje'), barmode = 'group')  
  
p

#Mostramos el gráfico interactivo

Ahora que hemos sacado los resultados obtenidos con el perceptrón multicapa, vamos con otras técnicas supervisadas:

## KNN

Hacemos nuevos conjuntos:

# Para hacer la predicción con knn, voy a coger los grupos de una manera distinta:  
  
conjuntoEntrenamiento = matriz.pacientes.datos.centscal[1:55, 1:24]  
conjuntoTest = matriz.pacientes.datos.centscal[56:67, 1:24] # Utilizo por supuesto la matriz de centrado y escalado  
  
etiquetasEntrenamiento = matriz.pacientes.etiquetas[1:55, 25]  
etiquetasTest = matriz.pacientes.etiquetas[56:67, 25]

Si quisiéramos mostrar los conjuntos de entrenamiento y de test…

conjuntoEntrenamiento  
conjuntoTest  
etiquetasEntrenamiento  
etiquetasTest

Comenzamos las pruebas. Como sabemos, normalmente el mejor valor de K para KNN suele ser el valor que más se acerque a la raíz cuadrada del total de los valores. Por eso, empezaremos por K = 8:

### Para K = 8…

set.seed(2)  
  
prediccion.knn.8 <- knn(train = conjuntoEntrenamiento, test = conjuntoTest, cl = etiquetasEntrenamiento, k = 8)  
prediccion.knn.8

## [1] 1 2 4 1 2 1 2 2 2 1 2 2  
## Levels: 1 2 3 4

Sacamos crosstable:

CrossTable(x = etiquetasTest , y = prediccion.knn.8, prop.chisq = FALSE)

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 12   
##   
##   
## | prediccion.knn.8   
## etiquetasTest | 1 | 2 | 4 | Row Total |   
## --------------|-----------|-----------|-----------|-----------|  
## 1 | 1 | 2 | 1 | 4 |   
## | 0.250 | 0.500 | 0.250 | 0.333 |   
## | 0.250 | 0.286 | 1.000 | |   
## | 0.083 | 0.167 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 2 | 1 | 3 | 0 | 4 |   
## | 0.250 | 0.750 | 0.000 | 0.333 |   
## | 0.250 | 0.429 | 0.000 | |   
## | 0.083 | 0.250 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 3 | 0 | 2 | 0 | 2 |   
## | 0.000 | 1.000 | 0.000 | 0.167 |   
## | 0.000 | 0.286 | 0.000 | |   
## | 0.000 | 0.167 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 4 | 2 | 0 | 0 | 2 |   
## | 1.000 | 0.000 | 0.000 | 0.167 |   
## | 0.500 | 0.000 | 0.000 | |   
## | 0.167 | 0.000 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## Column Total | 4 | 7 | 1 | 12 |   
## | 0.333 | 0.583 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
##   
##

### Para K = 6

set.seed(2)  
  
prediccion.knn.6 <- knn(train = conjuntoEntrenamiento, test = conjuntoTest, cl = etiquetasEntrenamiento, k = 6)  
prediccion.knn.6

## [1] 4 2 2 1 2 1 2 2 2 1 2 2  
## Levels: 1 2 3 4

Obtenemos la crosstable:

CrossTable(x = etiquetasTest , y = prediccion.knn.6, prop.chisq = FALSE)

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 12   
##   
##   
## | prediccion.knn.6   
## etiquetasTest | 1 | 2 | 4 | Row Total |   
## --------------|-----------|-----------|-----------|-----------|  
## 1 | 0 | 3 | 1 | 4 |   
## | 0.000 | 0.750 | 0.250 | 0.333 |   
## | 0.000 | 0.375 | 1.000 | |   
## | 0.000 | 0.250 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 2 | 1 | 3 | 0 | 4 |   
## | 0.250 | 0.750 | 0.000 | 0.333 |   
## | 0.333 | 0.375 | 0.000 | |   
## | 0.083 | 0.250 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 3 | 0 | 2 | 0 | 2 |   
## | 0.000 | 1.000 | 0.000 | 0.167 |   
## | 0.000 | 0.250 | 0.000 | |   
## | 0.000 | 0.167 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 4 | 2 | 0 | 0 | 2 |   
## | 1.000 | 0.000 | 0.000 | 0.167 |   
## | 0.667 | 0.000 | 0.000 | |   
## | 0.167 | 0.000 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## Column Total | 3 | 8 | 1 | 12 |   
## | 0.250 | 0.667 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
##   
##

### Para k = 10

set.seed(2)  
  
prediccion.knn.10 <- knn(train = conjuntoEntrenamiento, test = conjuntoTest, cl = etiquetasEntrenamiento, k = 10)  
prediccion.knn.10

## [1] 1 2 2 1 2 1 2 2 4 1 2 2  
## Levels: 1 2 3 4

Obtenemos la crosstable:

CrossTable(x = etiquetasTest , y = prediccion.knn.10, prop.chisq = FALSE)

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 12   
##   
##   
## | prediccion.knn.10   
## etiquetasTest | 1 | 2 | 4 | Row Total |   
## --------------|-----------|-----------|-----------|-----------|  
## 1 | 1 | 3 | 0 | 4 |   
## | 0.250 | 0.750 | 0.000 | 0.333 |   
## | 0.250 | 0.429 | 0.000 | |   
## | 0.083 | 0.250 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 2 | 1 | 2 | 1 | 4 |   
## | 0.250 | 0.500 | 0.250 | 0.333 |   
## | 0.250 | 0.286 | 1.000 | |   
## | 0.083 | 0.167 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 3 | 0 | 2 | 0 | 2 |   
## | 0.000 | 1.000 | 0.000 | 0.167 |   
## | 0.000 | 0.286 | 0.000 | |   
## | 0.000 | 0.167 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 4 | 2 | 0 | 0 | 2 |   
## | 1.000 | 0.000 | 0.000 | 0.167 |   
## | 0.500 | 0.000 | 0.000 | |   
## | 0.167 | 0.000 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## Column Total | 4 | 7 | 1 | 12 |   
## | 0.333 | 0.583 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
##   
##

### Como se puede observar, la mejor predicción la hemos hecho con K = 8

## Random Forest

Ahora voy a implementar una solución mediante Random Forest:

set.seed(3) #Pongo una seed para reproducibilidad

Una vez instalado e importado, lo que tengo que hacer es crear el Random Forest, y ejecutarlo…

model <- randomForest(as.factor(dataset[, 26]) ~ ., data = dataset[, 2:25], importance = TRUE, ntree = 300)  
model

##   
## Call:  
## randomForest(formula = as.factor(dataset[, 26]) ~ ., data = dataset[, 2:25], importance = TRUE, ntree = 300)   
## Type of random forest: classification  
## Number of trees: 300  
## No. of variables tried at each split: 4  
##   
## OOB estimate of error rate: 52.24%  
## Confusion matrix:  
## 1 2 3 4 class.error  
## 1 5 7 1 4 0.7058824  
## 2 4 24 1 1 0.2000000  
## 3 2 5 0 1 1.0000000  
## 4 6 3 0 3 0.7500000

Aquí podemos ver la matriz de confusión, de la que obtenemos también el fallo por clases.

El Out-Of-Bag es un método de estimación de error que se usa en algunos algoritmos como Random Forest, y usa el modelo de Bagging para hacer muestras de submuestras usadas para el entrenamiento. El OOB es el error de predidcción medio de cada una de las muestras de entrenamiento.

Bagging es un meta-algoritmo usado para aumentar la estabilidad y precisión de algoritmos de Machine Learning de clasificación y regresión.

Vemos que el valor OOB (Out-Of-the-Bag) es una valor muy alto, de alrededor del 50%, por lo que nuestro modelo no está prediciendo bien.

Ahora obtenemos el número de árboles que necesitamos realmente, y la importancia de las variables en este modelo:

plot(model, main="Random Forest")
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varImpPlot(model, main = "Random Forest - MDA y Gini") # Gracias a importance = true
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Exporto a PDF los gráficos obtenidos:

pdf("Imágenes Obtenidas/ResultadosRandomForest.pdf")  
  
plot(model, main="Random Forest")  
varImpPlot(model, main = "Random Forest - MDA y Gini")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Vamos a interpretar estos datos del modelo:

* MeanDecreaseAccuracy se refiere al decremento de la exactitud del modelo si se permutan los valores en cada característica. En otras palabras, MDA nos muestra la media de valores que se clasificarían mal si se quitara esa característica de la predicción. Por ello, eliminar elementos coo la impulsividad o la pseudo-resiliencia sería fatal para el modelo, mientras que la eliminación de relación con el contexto mala, pensamiento dicotómico o generalización excesiva parece ser que mejorarían el sistema.
* MeanDecreaseGini se refiere a la medida de la ganancia media de pureza mediante la división de cierta variable. Cuanto más importante sea la variable, habrá un mayor descenso en el Gini. La importancia de este está íntimamente relacionada a la función de decisión local, que Random Forest usa para seleccionar cual es la mejor separación. Debido a esto, estamos viendo que la edad, la impulsividad y la pseudo-responsabilidad son valores que tienen un gran descenso en Gini, lo cual significa que Random Forest ha determinado que eran de gran importancia.

Un elemento que me gustaría destacar es que el modelo está bastante regularizado y es bastante robusto, ya que casi todas las variables son bastante resistentes a las permutaciones, y por lo tanto no tienen un peso extremo a la hora de tomar decisiones, a excepción de la impulsividad.

Obtego ROC:

rf.roc<-multiclass.roc(as.factor(dataset$grupo), model$votes[,2])  
auc(rf.roc)

## Multi-class area under the curve: 0.6832

Ahora, para probar a ver si hay diferencia, en vez del dataset normal voy a usar el dataset centrado y escalado, para ver si el OOB desciende:

# primero añado el grupo a la matriz, creando una nueva  
  
matriz.pacientes.datos.centscal.grupo <- cbind(matriz.pacientes.datos.centscal, dataset$grupo)  
colnames(matriz.pacientes.datos.centscal.grupo)[25] <- "grupo"

Ahora entrenamos el nuevo modelo:

set.seed(3)  
  
model\_centscal <- randomForest(as.factor(grupo) ~ ., data = matriz.pacientes.datos.centscal.grupo, importance = TRUE, ntree = 200)  
model\_centscal

##   
## Call:  
## randomForest(formula = as.factor(grupo) ~ ., data = matriz.pacientes.datos.centscal.grupo, importance = TRUE, ntree = 200)   
## Type of random forest: classification  
## Number of trees: 200  
## No. of variables tried at each split: 4  
##   
## OOB estimate of error rate: 50.75%  
## Confusion matrix:  
## 1 2 3 4 class.error  
## 1 5 9 0 3 0.7058824  
## 2 3 24 1 2 0.2000000  
## 3 2 5 0 1 1.0000000  
## 4 5 3 0 4 0.6666667

Podemos ver que obtenemos lo mismo. Vamos a ver si también obtenemos lo mismo en los grafos de importancia:

plot(model\_centscal, main="Random Forest Con Centrado y Escalado")
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varImpPlot(model\_centscal, main="Random Forest con Centrado y Escalado - MDA y Gini") # Gracias a importance = true
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Exporto a PDF estos resultados:

# Lo exporto de nuevo a PDF  
  
pdf("Imágenes Obtenidas/ResultadosRandomForestCentScal.pdf")  
  
plot(model\_centscal, main="Random Forest Con Centrado y Escalado")  
varImpPlot(model\_centscal, main="Random Forest con Centrado y Escalado - MDA y Gini")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

ROC:

rf.roc.centscal<-multiclass.roc(as.factor(dataset$grupo), model\_centscal$votes[,2])  
auc(rf.roc.centscal)

## Multi-class area under the curve: 0.6646

En este caso, el MDA me dice que el sexo es la gran lacra de este modelo, mientras que la impulsividad sigue siendo el factor más determinante para acertar. Del Gini obtengo resultados similares.

Ahora, ya que hemos visto que cambiando el dataset no mejoramos el modelo, lo que vamos a hacer es, con el primer dataset, quitar las columnas que en el MDA tengan un valor negativo, de tal manera que la precisión del modelo debería de aumentar.

# Las columnas que son una mayor lacra son las siguientes: Relación Contexto Mala, Pensamiento dicotómico, generalización excesiva, sexo, razonamiento emocional, deberías, asertivo, relación-contexto buena, etiquetado, relación contexto trauma.  
  
dataset.randomforest <- dataset[ , c(-1, -3, -4, -5, -6, -13, -14, -15, -20, -23)]  
head(dataset.randomforest)

## edad ed\_perm ed\_norm ed\_estr resil\_ba resil\_me resil\_al fil\_men max\_min conc\_arb pseu\_res raz\_emo  
## 1 20 0 1 0 0 1 0 0 1 1 0 1  
## 2 19 0 0 1 1 0 0 0 1 1 1 0  
## 3 23 1 0 0 1 0 0 0 1 1 0 1  
## 4 16 1 0 0 1 0 0 1 1 1 0 1  
## 5 23 0 0 1 0 1 0 1 1 1 1 1  
## 6 22 0 1 0 1 0 0 0 1 1 0 1  
## inhib agres impuls grupo  
## 1 0 1 1 1  
## 2 1 0 0 2  
## 3 1 0 0 2  
## 4 0 1 1 4  
## 5 1 0 0 2  
## 6 1 0 1 4

Ahora que tenemos el dataset creado, vamos a hacer la predicción de nuevo:

set.seed(3)  
  
model\_new <- randomForest(as.factor(grupo) ~ ., data = dataset.randomforest, importance = TRUE, ntree = 200)  
model\_new

##   
## Call:  
## randomForest(formula = as.factor(grupo) ~ ., data = dataset.randomforest, importance = TRUE, ntree = 200)   
## Type of random forest: classification  
## Number of trees: 200  
## No. of variables tried at each split: 3  
##   
## OOB estimate of error rate: 49.25%  
## Confusion matrix:  
## 1 2 3 4 class.error  
## 1 4 8 0 5 0.7647059  
## 2 3 27 0 0 0.1000000  
## 3 2 5 0 1 1.0000000  
## 4 6 3 0 3 0.7500000

Vamos a ver ahora ls gráficos…

plot(model\_new, main="Random Forest Nuevo")
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varImpPlot(model\_new, main = "Random Forest Nuevo - MDA y Gini")
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Exporto a PDF estos resultados del Random Forest corregido:

pdf("Imágenes Obtenidas/ResultadosRandomForestMejorado.pdf")  
  
plot(model\_new, main="Random Forest Nuevo")  
varImpPlot(model\_new, main = "Random Forest Nuevo - MDA y Gini")   
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Obtengo ROC:

rf.roc.new<-multiclass.roc(as.factor(dataset$grupo), model\_new$votes[,2])  
auc(rf.roc.new)

## Multi-class area under the curve: 0.6972

Como se puede observar, ahora hay nuevas variables que “lastran” el resultado del Random Forest.

Ahora lo voy a hacer con 10 fold X Validation:

set.seed(4)  
  
result <- rfcv(dataset[, 2:26], as.factor(dataset$grupo), cv.fold=10)  
head(result)

## $n.var  
## [1] 25 12 6 3 1  
##   
## $error.cv  
## 25 12 6 3 1   
## 0.1940299 0.1343284 0.1044776 0.1791045 0.0000000   
##   
## $predicted  
## $predicted$`25`  
## [1] 1 2 2 4 2 4 2 2 2 2 2 1 2 1 2 4 2 2 2 2 2 2 1 4 1 2 4 4 2 2 2 4 2 2 2 2 2 4 2 1 2 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 2 1 1 2 1 4 2 1 2 3 2 4 2 1  
## Levels: 1 2 3 4  
##   
## $predicted$`12`  
## [1] 1 2 2 4 2 4 2 2 2 2 2 1 2 1 2 4 4 2 2 2 2 2 1 4 1 3 4 4 2 2 2 4 2 2 2 2 2 4 2 1 2 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 3 1 1 3 1 4 2 1 2 3 2 4 2 1  
## Levels: 1 2 3 4  
##   
## $predicted$`6`  
## [1] 1 2 2 4 2 4 2 1 2 2 2 1 2 1 1 4 4 2 2 2 2 2 1 4 1 3 4 4 2 2 2 4 2 2 2 2 2 3 2 1 4 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 2 1 1 2 1 4 2 1 1 3 2 4 2 1  
## Levels: 1 2 3 4  
##   
## $predicted$`3`  
## [1] 1 2 2 4 2 4 2 2 2 2 2 1 2 1 2 4 4 2 2 2 2 2 1 2 1 2 4 4 2 2 2 2 2 2 2 2 2 2 2 1 4 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 2 1 1 2 1 4 2 2 1 2 2 4 2 1  
## Levels: 1 2 3 4  
##   
## $predicted$`1`  
## [1] 1 2 2 4 2 4 4 1 2 2 2 1 2 1 1 4 4 2 2 2 2 3 1 4 1 3 4 4 2 2 2 3 2 2 2 2 2 3 2 1 3 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 3 1 1 3 1 4 2 2 1 3 2 4 2 1  
## Levels: 1 2 3 4

Podemos ver el error, bajo la variable $error.cv, y podemos ver las predicciones que se han hecho para cada una de las n.var.

## SVM de Kernel Lineal

Lo bueno que tiene SVM es que es muy robusto frente a la dimensión, por lo que deberíamos de obtener a priori buenos resultados con este método.

Con este método no necesito tener un conjunto de entrenaminento y otro de test, por lo que sigo adelante.

Ahora que hemos instalado la librería, vamos a crear el SVM:

set.seed(5)  
  
modelo.svm <- svm(matriz.pacientes.datos.centscal, as.factor(dataset[, 26]), kernel = "linear") # Al poner los grupos como factor, estoy consiguiendo que no sean continuos para el modelo, sino "discretos", ya que los factor no son valores que puedan ser continuos. Con esto consigo una clasificación.  
summary(modelo.svm)

##   
## Call:  
## svm.default(x = matriz.pacientes.datos.centscal, y = as.factor(dataset[, 26]), kernel = "linear")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 1   
## gamma: 0.04166667   
##   
## Number of Support Vectors: 58  
##   
## ( 16 22 12 8 )  
##   
##   
## Number of Classes: 4   
##   
## Levels:   
## 1 2 3 4

Como vemos en el resumen, tenemos una C-Classification (necesitamos clasificar), con kernel lineal, y 58 vectores soporte.

Ahora que tenemos creado este primer modelo, toca predecir:

set.seed(5)  
  
prediccion <- predict(modelo.svm, matriz.pacientes.datos.centscal)  
prediccion

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33   
## 1 2 2 4 2 4 4 2 2 2 2 1 2 1 3 4 2 2 2 2 2 3 1 1 1 3 4 4 2 2 2 1 2   
## 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 64 65 66   
## 2 2 2 2 3 2 1 1 1 1 1 2 2 4 2 4 2 1 1 2 3 1 1 3 1 4 2 4 2 3 2 4 2   
## 67   
## 1   
## Levels: 1 2 3 4

Ahora que hemos predicho, tenemos que sacar la matriz de confusión:

matriz.conf <- table(prediccion, dataset[ ,26])  
matriz.conf

##   
## prediccion 1 2 3 4  
## 1 13 1 2 2  
## 2 2 28 0 1  
## 3 1 0 6 0  
## 4 1 1 0 9

sum(diag(matriz.conf))/67

## [1] 0.8358209

Veamos el área bajo la curva ROC que obtenemos:

prediccion <- c(prediccion)  
multiclass.roc(response = as.factor(matriz.pacientes.datos.centscal.grupo$grupo), predictor = prediccion )

##   
## Call:  
## multiclass.roc.default(response = as.factor(matriz.pacientes.datos.centscal.grupo$grupo), predictor = prediccion)  
##   
## Data: prediccion with 4 levels of as.factor(matriz.pacientes.datos.centscal.grupo$grupo): 1, 2, 3, 4.  
## Multi-class area under the curve: 0.7927

## SVM de Kernel RBF

set.seed(5)  
  
modelo\_svm.radial <- svm(matriz.pacientes.datos.centscal, as.factor(dataset[, 26]), kernel="radial")  
summary(modelo\_svm.radial)

##   
## Call:  
## svm.default(x = matriz.pacientes.datos.centscal, y = as.factor(dataset[, 26]), kernel = "radial")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: radial   
## cost: 1   
## gamma: 0.04166667   
##   
## Number of Support Vectors: 66  
##   
## ( 17 29 12 8 )  
##   
##   
## Number of Classes: 4   
##   
## Levels:   
## 1 2 3 4

Aquí tenemos una C-Classification (necesaria para clasificar), con Kernel esta vez radial y 66 vectores soporte.

Ahora que tenemos creado este primer modelo, toca predecir:

set.seed(5)  
  
prediccion.radial <- predict(modelo\_svm.radial, matriz.pacientes.datos.centscal)  
prediccion.radial

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33   
## 1 2 2 4 2 4 2 2 2 2 2 1 2 1 2 4 2 2 2 2 2 2 1 1 1 2 4 2 2 2 2 2 2   
## 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 64 65 66   
## 2 2 2 2 1 2 1 2 1 1 2 2 2 2 2 1 2 1 1 2 3 1 1 2 1 4 2 1 2 2 2 4 2   
## 67   
## 2   
## Levels: 1 2 3 4

Ahora que hemos predicho, tenemos que sacar la matriz de confusión:

matriz.conf.radial <- table(prediccion.radial, dataset[,26])  
matriz.conf.radial

##   
## prediccion.radial 1 2 3 4  
## 1 13 1 1 2  
## 2 4 29 6 4  
## 3 0 0 1 0  
## 4 0 0 0 6

sum(diag(matriz.conf.radial))/67

## [1] 0.7313433

Vemos el área bajo la ROC:

prediccion.radial <- c(prediccion.radial)  
multiclass.roc(response = as.factor(matriz.pacientes.datos.centscal.grupo$grupo), predictor = prediccion.radial )

##   
## Call:  
## multiclass.roc.default(response = as.factor(matriz.pacientes.datos.centscal.grupo$grupo), predictor = prediccion.radial)  
##   
## Data: prediccion.radial with 4 levels of as.factor(matriz.pacientes.datos.centscal.grupo$grupo): 1, 2, 3, 4.  
## Multi-class area under the curve: 0.7375

## SVM Radial CV

Usaré CV para ver si tengo overfitting, y en ese caso evitarlo y comprobar si mejoramos la predicción:

set.seed(5)  
  
modelo\_svm.radial.cv <- svm(matriz.pacientes.datos.centscal, as.factor(dataset[, 26]), kernel="radial", cross = 5)  
summary(modelo\_svm.radial.cv)

##   
## Call:  
## svm.default(x = matriz.pacientes.datos.centscal, y = as.factor(dataset[, 26]), kernel = "radial",   
## cross = 5)  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: radial   
## cost: 1   
## gamma: 0.04166667   
##   
## Number of Support Vectors: 66  
##   
## ( 17 29 12 8 )  
##   
##   
## Number of Classes: 4   
##   
## Levels:   
## 1 2 3 4  
##   
## 5-fold cross-validation on training data:  
##   
## Total Accuracy: 38.80597   
## Single Accuracies:  
## 23.07692 46.15385 50 53.84615 21.42857

Ahora predecimos y vemos el acierto:

set.seed(5)  
  
prediccion.radial.cv <- predict(modelo\_svm.radial.cv, matriz.pacientes.datos.centscal)  
  
matriz.conf.radial.cv <- table(prediccion.radial.cv, dataset[,26])  
matriz.conf.radial.cv

##   
## prediccion.radial.cv 1 2 3 4  
## 1 13 1 1 2  
## 2 4 29 6 4  
## 3 0 0 1 0  
## 4 0 0 0 6

sum(diag(matriz.conf.radial.cv))/67

## [1] 0.7313433

Como podemos ver, no hemos mejorado, lo que indica que no estabamos cayendo en overfitting.

### Como vemos, nos movemos en valores superiores al 75% de acierto

Por lo tanto, SVM es una buena técnica para la predicción en este problema.

Vemos el área bajo la ROC:

prediccion.radial.cv <- c(prediccion.radial.cv)  
multiclass.roc(response = as.factor(matriz.pacientes.datos.centscal.grupo$grupo), predictor = prediccion.radial.cv )

##   
## Call:  
## multiclass.roc.default(response = as.factor(matriz.pacientes.datos.centscal.grupo$grupo), predictor = prediccion.radial.cv)  
##   
## Data: prediccion.radial.cv with 4 levels of as.factor(matriz.pacientes.datos.centscal.grupo$grupo): 1, 2, 3, 4.  
## Multi-class area under the curve: 0.7375

Como se puede apreciar, esta tampoco ha cambiado.

Ahora pasamos a los modelos de inteligencia artificial no supervisados:

# Modelos de inteligencia artificial no supervisados

El primer modelo de inteligencia artificial no supervisado que voy a usar es un modelo de clustering llamado Dendrograma.

## Dendrograma

Para esto, lo que voy a hacer es dividirlo en 4 clusters, coincidiendo con los 4 grupos de trastornos que tengo.

set.seed(6)  
  
dd <- dist(scale(dataset[,2:25]), method = "euclidean") #Nos basamos en la distancia euclídea  
hier.clust <- hclust(dd, method = "ward.D2")  
colores.dendrograma <- c("red", "orange", "green", "black") # Creamos los colores con los que queremos el cluster  
cluster.4 <- cutree(hier.clust, 4) # Cluster jerárquico de 4...

Exporto a PDF el dendrograma obtenido:

pdf("Imágenes Obtenidas/dendrograma\_pacientes.pdf")  
  
plot(as.phylo(hier.clust), type = "fan", tip.color = colores.dendrograma[cluster.4], label.offset = 0.3, cex = 0.8) #Lo pintamos  
  
dev.off()

## png   
## 2

Como vemos, estamos obteniendo el indentificador de cada paciente en el dendrograma, donde los pacientes que mas se parecen estarán más juntos, mientras que los que menos se parecen estarán más separados. Es interesante analizar como los pacientes verdes y los naranjas surgen de la misma salida del centro, cosa que no ocurre con los rojos y los negros, lo cual quiere decir que algo tienen en común estos dos tipos de casos.

Ahora voy a hacer el mismo dendrograma pero con el DataSet de centrado y escalado, de tal manera que veamos a ver si hay diferencias:

set.seed(6)  
  
dd <- dist(scale(matriz.pacientes.datos.centscal), method = "euclidean")  
hier.clust <- hclust(dd, method = "ward.D2")  
colores.dendrograma <- c("red", "orange", "green", "black")  
cluster.4 <- cutree(hier.clust, 4)  
plot(as.phylo(hier.clust), type = "fan", tip.color = colores.dendrograma[cluster.4], label.offset = 0.3, cex = 0.8)
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Lo exportamos a PDF tras la creación:

pdf("Imágenes Obtenidas/dendrograma\_pacientes\_centscal.pdf")  
  
plot(as.phylo(hier.clust), type = "fan", tip.color = colores.dendrograma[cluster.4], label.offset = 0.3, cex = 0.8)  
  
dev.off()

Si lo comparamos, vemos que hemos obtenido exactamente el mismo resultado, por lo que en este caso el centrado y escalado no es necesario.

## K-Means

El algoritmo KMeans en principio no es el algoritmo más adecuado para este trabajo, ya que se basa en círculos para la clasificación de los individuos, cuando en principio en mis datos esto no es así. De todas formas, voy a clasificar a los pacientes siguiendo este algoritmo para comprobar la eficacia que tiene sobre mi problema:

Según Kmeans, ¿cual sería el número óptimo de clusters para este problema?

datos.kmeans <- matriz.pacientes.datos # Sin la clasificación dentro del dataset  
  
fviz\_nbclust(datos.kmeans, kmeans, method = "wss")
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Como podemos ver, en el momento en el que dobla el codo es aproximadamente entre el 3 y el 4, por lo que nuestra elección de 4 clusters es correcta.

Exporto esto a PDF:

pdf("Imágenes Obtenidas/optimalClusters.pdf")  
  
fviz\_nbclust(datos.kmeans, kmeans, method = "wss")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

Hacemos el clustering y vemos algunos resultados:

set.seed(7)  
  
clusters <- kmeans(datos.kmeans, centers=4)  
clusters$centers

## edad sex rel\_ctxo\_rel\_mala rel\_ctxo\_trauma rel\_ctxo\_buena ed\_perm ed\_norm  
## 1 23.82609 0.1739130 0.08695652 0.3043478 0.6086957 0.08695652 0.6956522  
## 2 16.61111 0.2777778 0.05555556 0.3888889 0.5555556 0.61111111 0.1666667  
## 3 30.94118 0.1176471 0.17647059 0.3529412 0.4705882 0.11764706 0.6470588  
## 4 44.44444 0.3333333 0.33333333 0.4444444 0.2222222 0.44444444 0.3333333  
## ed\_estr resil\_ba resil\_me resil\_al pen\_dic gen\_ex etiq fil\_men max\_min  
## 1 0.2173913 0.4782609 0.52173913 0.0000000 0.9130435 0.9565217 1.0000000 0.7826087 0.9565217  
## 2 0.2222222 0.9444444 0.05555556 0.0000000 0.8333333 0.9444444 0.7777778 0.7222222 0.9444444  
## 3 0.2352941 0.4705882 0.52941176 0.0000000 0.9411765 1.0000000 0.5882353 0.8235294 1.0000000  
## 4 0.2222222 0.2222222 0.66666667 0.1111111 0.8888889 0.8888889 0.3333333 0.8888889 1.0000000  
## conc\_arb pseu\_res deb raz\_emo inhib asert agres impuls  
## 1 1.0000000 0.6956522 1.0000000 0.9130435 0.7826087 0.08695652 0.1304348 0.5652174  
## 2 0.9444444 0.2222222 0.7777778 0.8333333 0.6666667 0.00000000 0.3333333 0.5000000  
## 3 1.0000000 0.6470588 1.0000000 0.7058824 0.5294118 0.23529412 0.2941176 0.7647059  
## 4 1.0000000 0.3333333 1.0000000 0.5555556 0.5555556 0.33333333 0.1111111 0.6666667

prediccion.kmeans <- clusters$cluster  
prediccion.kmeans

## [1] 2 2 1 2 1 1 1 1 1 2 3 2 1 2 2 2 4 1 1 1 1 2 4 1 4 2 2 1 4 2 3 1 3 1 2 1 2 3 3 3 3 1 1 2 4 4 3 1  
## [49] 3 3 3 3 4 2 2 4 3 3 2 1 1 3 3 1 3 4 1

Interpretando estos resultados, obtenemos:

* El cluster 1 destaca por sexo más hacia masculino que otros, una relación contexto ciertamente buena, una educación permisiva, una resiliencia baja, maximización y minimización, razonamiento emocional, cierta inhibición y poca agresividad.
* El cluster 2 destaca por una edad mayor, es el cluster con mejor relación con el contexto, y suelen tener las personas de este cluster una educación normal. Destaca por una resiliencia media, pensamiento dicotómico, generalización excesiva, etiquetado, conclusiones arbitrarias, deberías, razonamiento emocional e inhibición.
* El cluster número 3 destaca por tener una edad aún más elevada, más ratio de personas del sexo femenino que ningún otro cluster, y tienen una relación con el contexto bastante variable. La educación de estas personas es principalmente normal, con una resiliencia que puede ser tanto baja como media. Destacan por el pensamiento dicotómico, generalización excesiva, poco etiquetado, maximización y minimización, filtro mental, conclusiones arbitrarias, pseudoresponsabilidad, deberías, y suelen ser bastante inhibidos e impulsivos.
* Finalmente, el cluster 4 destaca por ser el que tiene la edad más elevada y el ratio de sexo más masculino. La relación con el contexto de estos individuos clasificados en este grupo es principalmente de trauma, aunque también hay buenas y malas. La educación de estos individuos es principalmente permisiva, y la resiliciencia tiende a media. Destacan por la poca etiquetación que hacen, pero un gran fitro mental, conclusiones arbitrarias, poca pseudo-responsabilidad, muchos deberías, poco razonamiento emocional, y son principalmente inhibidos e impulsivos.

Ahora sacamos la gráfica para poder ver como los ha clasificado sobre dos componentes principales artificiales:

# Representado sobre las dos componentes principales que más explicación nos dan de las variables  
  
clusplot(datos.kmeans, clusters$cluster, color = TRUE, main = "Representación 2D con Clusplot", labels = 4, xlab = "Comp 1", ylab = "Comp 2")
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# Ahora la siguiente representación será con componentes discriminantes, que son las dos dimensiones sobre las que la representación de datos es más linealmente separable respecto a la predicción de grupos que ha hecho KMeans  
  
plotcluster(datos.kmeans, clusters$cluster)

![](data:image/png;base64,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)

Exportamos a PDF los gráficos obtenidos del KMeans:

pdf("Imágenes Obtenidas/ResultadosKmeans.pdf")  
  
clusplot(datos.kmeans, clusters$cluster, color = TRUE, main = "Representación 2D con Clusplot", labels = 4, xlab = "Comp 1", ylab = "Comp 2")   
plotcluster(datos.kmeans, clusters$cluster)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000012837940>  
## <environment: namespace:grDevices>

## Minería de Reglas - Rules

Para esto usaremos la librería RWeka, que es la implementación en R de Weka. Como matriz de inicio, usaremos la matriz.pacientes.datos, que está ya limpia.

### Reglas de Sexo

# Lo primero que tengo que hacer es convertir el sexo en un factor si no lo es  
  
matriz.pacientes.datos.rm = matriz.pacientes.datos  
  
matriz.pacientes.datos.rm$sex <- as.factor(matriz.pacientes.datos.rm$sex)  
  
part\_sex <- PART(sex~., data = matriz.pacientes.datos.rm, control = Weka\_control(C = 0.5))  
oneR\_sex <- OneR(sex~., data = matriz.pacientes.datos.rm)  
jrip\_sex <- JRip(sex~., data = matriz.pacientes.datos.rm)  
  
print("Reglas sexo PART")

## [1] "Reglas sexo PART"

part\_sex

## PART decision list  
## ------------------  
##   
## agres <= 0 AND  
## rel\_ctxo\_rel\_mala <= 0 AND  
## pen\_dic > 0 AND  
## rel\_ctxo\_trauma <= 0 AND  
## resil\_ba <= 0: 0 (9.0)  
##   
## gen\_ex > 0 AND  
## pen\_dic > 0 AND  
## etiq > 0 AND  
## fil\_men > 0 AND  
## raz\_emo > 0 AND  
## edad > 15: 0 (25.0/5.0)  
##   
## pseu\_res > 0: 0 (12.0)  
##   
## etiq > 0 AND  
## rel\_ctxo\_trauma <= 0: 0 (8.0/1.0)  
##   
## rel\_ctxo\_buena <= 0 AND  
## deb > 0 AND  
## pen\_dic > 0 AND  
## ed\_perm > 0 AND  
## asert <= 0: 1 (3.0/1.0)  
##   
## rel\_ctxo\_rel\_mala <= 0: 1 (8.0/2.0)  
##   
## : 0 (2.0)  
##   
## Number of Rules : 7

print("Regla sexo OneR")

## [1] "Regla sexo OneR"

oneR\_sex

## edad:  
## < 49.5 -> 0  
## >= 49.5 -> 1  
## (54/67 instances correct)

print("Reglas sexo JRip")

## [1] "Reglas sexo JRip"

jrip\_sex

## JRIP rules:  
## ===========  
##   
## => sex=0 (67.0/14.0)  
##   
## Number of Rules : 1

Como podemos ver, del sexo no podemos sacar ninguna regla demasiado fiable, por lo que no podemos predecirlo demasiado bien.

### Reglas de impulsividad

# Lo primero que tengo que hacer es convertir el sexo en un factor si no lo es  
  
matriz.pacientes.datos.rm = matriz.pacientes.datos  
  
matriz.pacientes.datos.rm$impuls <- as.factor(matriz.pacientes.datos.rm$impuls)  
  
part\_imp <- PART(impuls~., data = matriz.pacientes.datos.rm, control = Weka\_control(C = 0.5))  
oneR\_imp <- OneR(impuls~., data = matriz.pacientes.datos.rm)  
jrip\_imp <- JRip(impuls~., data = matriz.pacientes.datos.rm)  
  
print("Reglas impulsividad PART")

## [1] "Reglas impulsividad PART"

part\_imp

## PART decision list  
## ------------------  
##   
## agres > 0: 1 (15.0)  
##   
## rel\_ctxo\_rel\_mala <= 0 AND  
## pen\_dic > 0 AND  
## ed\_perm > 0: 0 (7.0/1.0)  
##   
## pen\_dic <= 0: 0 (5.0)  
##   
## rel\_ctxo\_rel\_mala > 0: 1 (5.0)  
##   
## sex > 0 AND  
## pseu\_res <= 0: 0 (3.0)  
##   
## rel\_ctxo\_trauma <= 0 AND  
## etiq > 0 AND  
## inhib > 0 AND  
## pseu\_res <= 0: 1 (8.0/1.0)  
##   
## rel\_ctxo\_trauma > 0: 1 (8.0/1.0)  
##   
## etiq > 0 AND  
## inhib > 0 AND  
## edad <= 26: 0 (7.0)  
##   
## etiq > 0: 1 (7.0/1.0)  
##   
## : 0 (2.0)  
##   
## Number of Rules : 10

print("Regla impulsividad OneR")

## [1] "Regla impulsividad OneR"

oneR\_imp

## edad:  
## < 22.5 -> 1  
## < 25.5 -> 0  
## < 46.0 -> 1  
## >= 46.0 -> 0  
## (46/67 instances correct)

print("Reglas impulsividad JRip")

## [1] "Reglas impulsividad JRip"

jrip\_imp

## JRIP rules:  
## ===========  
##   
## (agres <= 0) and (edad <= 25) => impuls=0 (29.0/10.0)  
## => impuls=1 (38.0/7.0)  
##   
## Number of Rules : 2

De la impulsividad vemos que es un poco más predecible, pero tampoco obtenemos numerosas reglas generales.

### Reglas de agresividad

# Lo primero que tengo que hacer es convertir el sexo en un factor si no lo es  
  
matriz.pacientes.datos.rm = matriz.pacientes.datos  
  
matriz.pacientes.datos.rm$agres <- as.factor(matriz.pacientes.datos.rm$agres)  
  
part\_agr <- PART(agres~., data = matriz.pacientes.datos.rm, control = Weka\_control(C = 0.5))  
oneR\_agr <- OneR(agres~., data = matriz.pacientes.datos.rm)  
jrip\_agr <- JRip(agres~., data = matriz.pacientes.datos.rm)  
  
print("Reglas agresividad PART")

## [1] "Reglas agresividad PART"

part\_agr

## PART decision list  
## ------------------  
##   
## inhib > 0: 0 (44.0)  
##   
## asert <= 0: 1 (14.0)  
##   
## : 0 (9.0/1.0)  
##   
## Number of Rules : 3

print("Regla Agresividad OneR")

## [1] "Regla Agresividad OneR"

oneR\_agr

## inhib:  
## < 0.5 -> 1  
## >= 0.5 -> 0  
## (59/67 instances correct)

print("Reglas agresividad JRip")

## [1] "Reglas agresividad JRip"

jrip\_agr

## JRIP rules:  
## ===========  
##   
## (inhib <= 0) and (asert <= 0) => agres=1 (14.0/0.0)  
## => agres=0 (53.0/1.0)  
##   
## Number of Rules : 2

### Reglas de grupo

Las más importantes:

# Lo primero que tengo que hacer es convertir el sexo en un factor si no lo es  
  
matriz.pacientes.datos.rm = matriz.pacientes.datos  
matriz.pacientes.datos.rm <- cbind(matriz.pacientes.datos.rm, dataset$grupo)  
  
matriz.pacientes.datos.rm$`dataset$grupo` <- as.factor(matriz.pacientes.datos.rm$`dataset$grupo`)  
  
part\_gru <- PART(`dataset$grupo`~., data = matriz.pacientes.datos.rm, control = Weka\_control(C = 0.5))  
oneR\_gru <- OneR(`dataset$grupo`~., data = matriz.pacientes.datos.rm)  
jrip\_gru <- JRip(`dataset$grupo`~., data = matriz.pacientes.datos.rm)  
  
print("Reglas grupo PART")

## [1] "Reglas grupo PART"

part\_gru

## PART decision list  
## ------------------  
##   
## impuls <= 0 AND  
## fil\_men > 0 AND  
## pen\_dic > 0 AND  
## resil\_me <= 0 AND  
## rel\_ctxo\_trauma <= 0: 2 (9.0/3.0)  
##   
## impuls <= 0 AND  
## fil\_men <= 0: 2 (6.0)  
##   
## impuls <= 0 AND  
## resil\_ba <= 0 AND  
## pseu\_res <= 0: 2 (4.0)  
##   
## impuls <= 0 AND  
## ed\_estr <= 0: 3 (5.0/1.0)  
##   
## impuls > 0 AND  
## deb > 0 AND  
## resil\_ba <= 0 AND  
## ed\_estr <= 0 AND  
## sex <= 0 AND  
## ed\_perm <= 0 AND  
## pseu\_res > 0: 2 (6.0)  
##   
## impuls > 0 AND  
## gen\_ex > 0 AND  
## etiq > 0 AND  
## fil\_men > 0 AND  
## rel\_ctxo\_rel\_mala <= 0 AND  
## pseu\_res > 0 AND  
## rel\_ctxo\_trauma <= 0: 1 (5.0/1.0)  
##   
## impuls > 0 AND  
## gen\_ex > 0 AND  
## etiq > 0 AND  
## fil\_men <= 0: 4 (3.0)  
##   
## impuls > 0 AND  
## fil\_men <= 0: 1 (3.0/1.0)  
##   
## impuls <= 0: 2 (2.0)  
##   
## rel\_ctxo\_rel\_mala > 0 AND  
## edad <= 37: 1 (2.0)  
##   
## rel\_ctxo\_rel\_mala <= 0 AND  
## max\_min > 0 AND  
## raz\_emo > 0 AND  
## inhib > 0: 4 (6.0/3.0)  
##   
## rel\_ctxo\_rel\_mala <= 0 AND  
## rel\_ctxo\_trauma > 0 AND  
## ed\_norm <= 0: 4 (7.0/2.0)  
##   
## rel\_ctxo\_rel\_mala <= 0 AND  
## raz\_emo > 0: 2 (4.0/1.0)  
##   
## rel\_ctxo\_rel\_mala <= 0: 1 (3.0/1.0)  
##   
## : 2 (2.0)  
##   
## Number of Rules : 15

print("Regla grupo OneR")

## [1] "Regla grupo OneR"

oneR\_gru

## agres:  
## < 0.5 -> 2  
## >= 0.5 -> 1  
## (33/67 instances correct)

print("Reglas grupo JRip")

## [1] "Reglas grupo JRip"

jrip\_gru

## JRIP rules:  
## ===========  
##   
## => dataset$grupo=2 (67.0/37.0)  
##   
## Number of Rules : 1