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Borramos el environment lo primero para siempre tenerlo limpio en la ejecución:

rm(list=ls())

Importamos todas las librerías que vamos a ir necesitando:

#install.packages("ggplot2")  
#install.packages("caret")  
#install.packages("plyr")  
#install.packages("wordcloud")  
#install.packages("hexbin")  
#install.packages("RColorBrewer")  
#install.packages("corrplot")  
#install.packages("FactoMineR")  
#devtools::install\_github("kassambara/factoextra")  
#install.packages("factoextra")  
#install.packages("nnet")  
#install.packages("plotly")  
#install.packages("class")  
#install.packages("gmodels")  
#install.packages("randomForest")  
#install.packages("e1071")  
#install.packages("ape")  
#install.packages("cluster")  
#install.packages("fpc")  
#install.packages("RWeka")  
  
library("ggplot2")  
library("caret")

## Loading required package: lattice

library("plyr")  
library("wordcloud")

## Loading required package: RColorBrewer

library("hexbin")  
library("RColorBrewer")  
library("corrplot")

## corrplot 0.84 loaded

library("FactoMineR")  
library("factoextra")

## Welcome! Related Books: `Practical Guide To Cluster Analysis in R` at https://goo.gl/13EFCZ

library("nnet")  
library("plotly")

##   
## Attaching package: 'plotly'

## The following objects are masked from 'package:plyr':  
##   
## arrange, mutate, rename, summarise

## The following object is masked from 'package:ggplot2':  
##   
## last\_plot

## The following object is masked from 'package:stats':  
##   
## filter

## The following object is masked from 'package:graphics':  
##   
## layout

library("class")  
library("gmodels")  
library("randomForest")

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:ggplot2':  
##   
## margin

library("e1071")  
library("ape")  
library("cluster")  
library("fpc")  
library("RWeka")

Lo primero que tengo que hacer es importar el dataset que he creado:

dataset <- read.csv("Datos/datos.txt", header = TRUE)

Ahora lo que hago es pasarlo a una matriz, quitando tanto el nombre (que no me interesa) como la etiqueta (que no la necesito por ahora):

matriz.pacientes.etiquetas <- dataset[, -1]  
matriz.pacientes.datos <- matriz.pacientes.etiquetas[, -25]

# Análisis Exploratorio

Primero compruebo que todos los datos tienen un tipo correcto.

sapply(matriz.pacientes.datos, class)

## edad sex rel\_ctxo\_rel\_mala rel\_ctxo\_trauma   
## "integer" "integer" "integer" "integer"   
## rel\_ctxo\_buena ed\_perm ed\_norm ed\_estr   
## "integer" "integer" "integer" "integer"   
## resil\_ba resil\_me resil\_al pen\_dic   
## "integer" "integer" "integer" "integer"   
## gen\_ex etiq fil\_men max\_min   
## "integer" "integer" "integer" "integer"   
## conc\_arb pseu\_res deb raz\_emo   
## "integer" "integer" "integer" "integer"   
## inhib asert agres impuls   
## "integer" "integer" "integer" "integer"

Veo la media de la edad de los pacientes y el rango en el que se mueve

mean(matriz.pacientes.datos[, 1])

## [1] 26.46269

range(matriz.pacientes.datos[, 1])

## [1] 13 52

Voy a ver estos datos gráficamente:

qplot(1, matriz.pacientes.datos[, 1], xlab = "Pacientes", ylab = "Edad", geom="boxplot")
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pdf("Imágenes Obtenidas/boxplotEdadPacientes.pdf")  
  
qplot(1, matriz.pacientes.datos[, 1], xlab = "Pacientes", ylab = "Edad", geom="boxplot")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Finalmente, veo un resúmen de cada columna

summary(matriz.pacientes.datos)

## edad sex rel\_ctxo\_rel\_mala rel\_ctxo\_trauma   
## Min. :13.00 Min. :0.000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:19.50 1st Qu.:0.000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :25.00 Median :0.000 Median :0.0000 Median :0.0000   
## Mean :26.46 Mean :0.209 Mean :0.1343 Mean :0.3582   
## 3rd Qu.:30.50 3rd Qu.:0.000 3rd Qu.:0.0000 3rd Qu.:1.0000   
## Max. :52.00 Max. :1.000 Max. :1.0000 Max. :1.0000   
## rel\_ctxo\_buena ed\_perm ed\_norm ed\_estr   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.0000   
## Median :1.0000 Median :0.0000 Median :0.0000 Median :0.0000   
## Mean :0.5075 Mean :0.2836 Mean :0.4925 Mean :0.2239   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:0.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.0000   
## resil\_ba resil\_me resil\_al pen\_dic   
## Min. :0.0000 Min. :0.0000 Min. :0.00000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.00000 1st Qu.:1.0000   
## Median :1.0000 Median :0.0000 Median :0.00000 Median :1.0000   
## Mean :0.5672 Mean :0.4179 Mean :0.01493 Mean :0.8955   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:0.00000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.00000 Max. :1.0000   
## gen\_ex etiq fil\_men max\_min   
## Min. :0.0000 Min. :0.0000 Min. :0.000 Min. :0.0000   
## 1st Qu.:1.0000 1st Qu.:0.5000 1st Qu.:1.000 1st Qu.:1.0000   
## Median :1.0000 Median :1.0000 Median :1.000 Median :1.0000   
## Mean :0.9552 Mean :0.7463 Mean :0.791 Mean :0.9701   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.000 Max. :1.0000   
## conc\_arb pseu\_res deb raz\_emo   
## Min. :0.0000 Min. :0.0000 Min. :0.0000 Min. :0.000   
## 1st Qu.:1.0000 1st Qu.:0.0000 1st Qu.:1.0000 1st Qu.:1.000   
## Median :1.0000 Median :1.0000 Median :1.0000 Median :1.000   
## Mean :0.9851 Mean :0.5075 Mean :0.9403 Mean :0.791   
## 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.0000 3rd Qu.:1.000   
## Max. :1.0000 Max. :1.0000 Max. :1.0000 Max. :1.000   
## inhib asert agres impuls   
## Min. :0.0000 Min. :0.0000 Min. :0.000 Min. :0.0000   
## 1st Qu.:0.0000 1st Qu.:0.0000 1st Qu.:0.000 1st Qu.:0.0000   
## Median :1.0000 Median :0.0000 Median :0.000 Median :1.0000   
## Mean :0.6567 Mean :0.1343 Mean :0.209 Mean :0.6119   
## 3rd Qu.:1.0000 3rd Qu.:0.0000 3rd Qu.:0.000 3rd Qu.:1.0000   
## Max. :1.0000 Max. :1.0000 Max. :1.000 Max. :1.0000

Como se puede ver, los datos de los pacientes están muy distanciados, y además su media es muy alta. Así, la media de la edad difiere enormemente del resto de valores de la matriz. Debido a ello, debemos de hacer un preprocesado de los datos del problema.

# Preparación de los datos

Como he comentado antes, Lo que voy a hacer ahora es un centrado y escalado de los datos de la matriz. De esta manera, la red neuronal no tendrá ningún valor que destaque especialmente y con ello no dará de inicio más peso a unos valores que a otros, ya que no lo buscamos.

Ahora hacemos un centrado y escalado de los datos, ya que la edad no sigue el rango del resto de valores, y distorsionaría la predicción

preObjeto <- preProcess(matriz.pacientes.datos, method=c("center", "scale")) # Quiero hacer un centrado y escalado  
matriz.pacientes.datos.centscal <- predict(preObjeto, matriz.pacientes.datos) # Obtengo los valores en la matriz centscal

Después del preprocesado, aunque con los datos no preprocesados, voy a hacer la visualización de algunas relaciones entre variables, de tal manera que podamos ver gráficamente algunos aspectos interesantes:

## Visualización de Datos

Para empezar voy a sacar una nube de palabras para mostrar los nombres más comúnes en los datos facilitados:

# Lo primero que tengo que hacer es contar la frecuencia de los nombres  
  
dataNombres <- ddply(dataset,.(nom),nrow)  
dataNombres <- dataNombres[order(dataNombres$V1, decreasing = TRUE), ]

Una vez que tengo los nombres contados y ordenados, es el momento de crear la WordCloud

set.seed(9999) # Para el mantenimiento del mismo patrón  
  
wordcloud(words = dataNombres$nom, freq = dataNombres$V1, min.freq = 1, random.order=FALSE, rot.per=0.5, colors=c("Orange","Purple","Pink", "Red", "Yellow", "Green", "Blue", "Black"))

## Warning in wordcloud(words = dataNombres$nom, freq = dataNombres$V1,  
## min.freq = 1, : Yolanda could not be fit on page. It will not be plotted.
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Lo pasamos a PDF:

set.seed(9999)  
  
pdf("Imágenes Obtenidas/wordcloudNombresPacientes.pdf")  
  
wordcloud(words = dataNombres$nom, freq = dataNombres$V1, min.freq = 1, random.order=FALSE, rot.per=0.5, colors=c("Orange","Purple","Pink", "Red", "Yellow", "Green", "Blue", "Black"))  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Ahora voy a sacar un plot para ver la relación entre la edad y el sexo de las personas que están en consulta

plot(matriz.pacientes.datos[,1], matriz.pacientes.datos[,2], xlab="Edad", ylab="Sexo (0 - mujer, 1 - hombre)", main="Edad & Sexo")

![](data:image/png;base64,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)

Lo pasamos a PDF:

pdf("Imágenes Obtenidas/GráficoEdad-Sexo.pdf")  
  
plot(matriz.pacientes.datos[,1], matriz.pacientes.datos[,2], xlab="Edad", ylab="Sexo (0 - mujer, 1 - hombre)", main="Edad & Sexo")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Otro plot para ver la correlación entre ser agresivo y ser impulsivo

rf <- colorRampPalette(rev(brewer.pal(4,'Spectral')))  
df <- data.frame(matriz.pacientes.datos[, 23], matriz.pacientes.datos[, 24])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Agresivo", ylab="Impulsivo", main="Agresivo Vs Impulsivo")
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Lo pasamos a PDF:

pdf("Imágenes Obtenidas/GraficoAgresivoVsImpulsivo.pdf")  
  
plot(h, colramp=rf, xlab="Agresivo", ylab="Impulsivo", main="Agresivo Vs Impulsivo")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Otro plot similar para ver la relación de ser inhibido e impulsivo

df <- data.frame(matriz.pacientes.datos[, 21], matriz.pacientes.datos[, 24])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Inhibido", ylab="Impulsivo", main="Inhibido Vs Impulsivo")
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Lo guardo en PDF:

pdf("Imágenes Obtenidas/GraficoInhibidoVsImpulsivo.pdf")  
  
plot(h, colramp=rf, xlab="Inhibido", ylab="Impulsivo", main="Inhibido Vs Impulsivo")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Voy a ver la relación entre el razonamiento emocional (actuar según tus sentimientos) y la impulsividad

df <- data.frame(matriz.pacientes.datos[, 20], matriz.pacientes.datos[, 24])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Razonamiento Emocional", ylab="Impulsivo", main="Razonamiento Emocional Vs Impulsivo")
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Lo guardo en PDF:

pdf("Imágenes Obtenidas/GraficoRazonamientoEmocionalVsImpulsivo.pdf")  
  
plot(h, colramp=rf, xlab="Razonamiento Emocional", ylab="Impulsivo", main="Razonamiento Emocional Vs Impulsivo")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Ahora quiero sacar una relación entre ser agresivo y ver el grupo en el que están

rf <- colorRampPalette(rev(brewer.pal(4,'Spectral')))  
df <- data.frame(matriz.pacientes.datos[, 23], matriz.pacientes.etiquetas[, 25])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Agresivo", ylab="Grupo", main="Agresivo Y Grupo Real")
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Lo guardo en PDF:

pdf("Imágenes Obtenidas/GraficoAgresivoVsGrupo.pdf")  
  
plot(h, colramp=rf, xlab="Agresivo", ylab="Grupo", main="Agresivo Y Grupo Real")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Voy a hacer lo mismo con la impulsividad

rf <- colorRampPalette(rev(brewer.pal(4,'Spectral')))  
df <- data.frame(matriz.pacientes.datos[, 24], matriz.pacientes.etiquetas[, 25])  
h <- hexbin(df)  
  
plot(h, colramp=rf, xlab="Impulsivo", ylab="Grupo", main="Impulsivo y Grupo Real")
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Lo guardo en PDF:

pdf("Imágenes Obtenidas/GraficoImpulsivoVsGrupo.pdf")  
  
plot(h, colramp=rf, xlab="Impulsivo", ylab="Grupo", main="Impulsivo y Grupo Real")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

De estas gráficas estamos obteniendo información realmente interesante antes de la predicción de los datos. He preferido hacer gráficas en 2D porque las gráficas en 3D son mucho más difíciles de interpretar que estas bonitas gráficas en 2D

Vamos a ver la correlación que tienen mis variables

res <- cor(matriz.pacientes.datos[, 1:24], method = "spearman") # Por mi tipo de datos, hacemos la correlación por spearman  
options(width = 100)  
res.round <- round(res, 2)

Como saca una tabla enorme, lo que voy a hacer es usar una librería que me da una función para sacar de una forma bonita las correlaciones entre las variables.

corrplot(res.round, method="circle")
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Guardamos la matriz de correlación en PDF para tener mejor visualización:

pdf("Imágenes Obtenidas/Corrplot.pdf")  
  
corrplot(res.round, method="circle")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Como podemos ver, por ejemplo, resiliencia baja y media tienen una correlación de -1, ya que si hay una no hay la otra y viceversa. Esto pasa igual con las relaciones entre contexto, ya que buena - trauma, trauma - mala, mala - buena tienen que ser inversas.

Ahora voy a sacar un PCA para ver la importancia de las variables:

Para los cálculos, uso la matriz con el centrado y escalado ya hechos

resultado.pca <- PCA(matriz.pacientes.datos.centscal, graph = FALSE)  
  
#Con la siguiente línea podemos ver que podemos hacer con esto calculado  
print(resultado.pca)

## \*\*Results for the Principal Component Analysis (PCA)\*\*  
## The analysis was performed on 67 individuals, described by 24 variables  
## \*The results are available in the following objects:  
##   
## name description   
## 1 "$eig" "eigenvalues"   
## 2 "$var" "results for the variables"   
## 3 "$var$coord" "coord. for the variables"   
## 4 "$var$cor" "correlations variables - dimensions"  
## 5 "$var$cos2" "cos2 for the variables"   
## 6 "$var$contrib" "contributions of the variables"   
## 7 "$ind" "results for the individuals"   
## 8 "$ind$coord" "coord. for the individuals"   
## 9 "$ind$cos2" "cos2 for the individuals"   
## 10 "$ind$contrib" "contributions of the individuals"   
## 11 "$call" "summary statistics"   
## 12 "$call$centre" "mean of the variables"   
## 13 "$call$ecart.type" "standard error of the variables"   
## 14 "$call$row.w" "weights for the individuals"   
## 15 "$call$col.w" "weights for the variables"

Nos interesa ver los eigenvalues, que son los que presentarán la cantidad de varianza que aportan las variables:

eigenvalues.PCA <- resultado.pca$eig  
eigenvalues.PCA

## eigenvalue percentage of variance cumulative percentage of variance  
## comp 1 3.896946e+00 1.623727e+01 16.23727  
## comp 2 3.348839e+00 1.395349e+01 30.19077  
## comp 3 2.189584e+00 9.123265e+00 39.31403  
## comp 4 2.044520e+00 8.518834e+00 47.83287  
## comp 5 1.737900e+00 7.241252e+00 55.07412  
## comp 6 1.521215e+00 6.338397e+00 61.41252  
## comp 7 1.374042e+00 5.725176e+00 67.13769  
## comp 8 1.079722e+00 4.498843e+00 71.63653  
## comp 9 9.591848e-01 3.996603e+00 75.63314  
## comp 10 9.311536e-01 3.879807e+00 79.51294  
## comp 11 8.644377e-01 3.601824e+00 83.11477  
## comp 12 8.099267e-01 3.374695e+00 86.48946  
## comp 13 6.658121e-01 2.774217e+00 89.26368  
## comp 14 5.935233e-01 2.473014e+00 91.73669  
## comp 15 4.698651e-01 1.957771e+00 93.69447  
## comp 16 4.632196e-01 1.930082e+00 95.62455  
## comp 17 3.922638e-01 1.634433e+00 97.25898  
## comp 18 2.445767e-01 1.019069e+00 98.27805  
## comp 19 2.251255e-01 9.380229e-01 99.21607  
## comp 20 1.497768e-01 6.240699e-01 99.84014  
## comp 21 3.836592e-02 1.598580e-01 100.00000  
## comp 22 9.366318e-32 3.902633e-31 100.00000  
## comp 23 8.328156e-32 3.470065e-31 100.00000  
## comp 24 3.135473e-32 1.306447e-31 100.00000

Como se puede comprobar, de las 24 variables (componentes) que tenemos, la mitad de la varianza la conseguimos con aproximadamente 5 variables. También se puede ver que a parti de las 17 variables prácticamente no hay un aumento de la varianza. En el caso de un problema grande, sería interesante la eliminación de algunas de las variables, para dejar un dataset más pequeño con el que poder trabajar. En nuestro caso, nuestro problema es pequeño, y además las variables están escogidas a mano, por lo que no haré una reducción del dataset.

Ahora, para completar este apartado de PCA, lo que voy a hacer es sacar la gráfica de la varianza acumulada con los valores anteriores:

plotPCA <- fviz\_screeplot(resultado.pca, ncp=24)  
plot(plotPCA)
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Obtengo este gráfico en PDF para tener una mejor visualización:

pdf("Imágenes Obtenidas/GraficoEigenvalues.pdf")  
  
plot(plotPCA)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Ahora voy a sacar un “Factor Map” de las variables. Esto lo puedo hacer gracias a las coordenadas que me da una de las variables tras hacer el PCA. Así, voy primero a ver la tabla y luego voy a sacar el mapa:

resultado.pca$var$coord

## Dim.1 Dim.2 Dim.3 Dim.4 Dim.5  
## edad 0.007991017 0.66451493 0.19586260 0.007841951 0.02805228  
## sex -0.447913174 -0.11533971 0.10245651 0.057192465 0.11492883  
## rel\_ctxo\_rel\_mala -0.234645431 0.31242667 0.16869825 0.565844840 -0.35019764  
## rel\_ctxo\_trauma -0.417381244 0.11742230 -0.21001522 -0.136376092 0.34458474  
## rel\_ctxo\_buena 0.560339731 -0.32571613 0.08634947 -0.255162421 -0.09161091  
## ed\_perm -0.553915390 -0.34063941 0.23874352 0.241008740 -0.33289199  
## ed\_norm 0.195717913 0.33691768 -0.54551596 0.069259334 0.57202966  
## ed\_estr 0.364218109 -0.03574847 0.39611368 -0.343671891 -0.32610946  
## resil\_ba 0.051112365 -0.85796492 0.20216746 -0.039061871 0.21241196  
## resil\_me -0.074743641 0.80191325 -0.29969255 0.153867444 -0.18199709  
## resil\_al 0.095173049 0.24393919 0.39293737 -0.466258490 -0.12766293  
## pen\_dic 0.311964031 -0.08886036 0.58511514 0.186141485 0.18431008  
## gen\_ex 0.595148670 -0.10912103 0.08286185 0.282531851 0.16255400  
## etiq 0.499365039 -0.45912251 -0.17281954 0.173075672 0.14741419  
## fil\_men 0.059354773 -0.07552104 0.31916448 -0.355626217 0.39559535  
## max\_min 0.524773891 0.12325520 0.31096225 0.378637566 -0.01643986  
## conc\_arb 0.645068936 0.21765964 0.22093906 0.466271365 0.04542650  
## pseu\_res 0.443972323 0.22314014 -0.11950533 -0.176808668 0.43526671  
## deb 0.484524206 0.38834362 0.18502988 0.268386661 0.11400205  
## raz\_emo -0.251049993 -0.27394959 -0.20413968 0.433531845 0.02071493  
## inhib 0.563528317 -0.27772651 -0.48974596 0.018053816 -0.35529325  
## asert -0.126327074 0.57800397 0.34437650 -0.343315766 0.04021108  
## agres -0.591302668 -0.14500954 0.29219301 0.239210208 0.43081535  
## impuls -0.289816690 0.01403726 0.32193103 0.339678159 0.27914883

Como se puede ver, me está poniendo mis 24 variables en 5 dimensiones, con unas coordenadas concretas. Ahora, lo que voy a hacer, es representarlo. Con esta representación podré sacar algunas conclusiones:

fviz\_pca\_var(resultado.pca)
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Exporto a PDF este gráfico de coordenadas:

pdf("Imágenes Obtenidas/GraficoVectoresVariablesPCA.pdf")  
  
fviz\_pca\_var(resultado.pca)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Con esto puedo sacar conclusiones al igual que con el gran gráfico de correlaciones de variables, solo que esta representación está intencionada para más de 2 dimensiones.

Puedo ver algunas de las conclusiones fáciles que saqué anteriormente, como que resiliencia media es contraria a baja, o que la relación con el contexto de trauma y mala son contrarias a buena.

Otras relaciones también puedo ver, como que los deberías y el razonamiento emocional parecen ser ciertamente contrarios, o que el filtro mental no depende de prácticamente nada ya que está en todo el centro.

También es importante ver como, mediante dos componentes principales (dos dimensiones), solo estoy explicando un del 30,2% del total, lo que es muy poco. Por unirlo con los gráficos anteriores, estas dos componentes que se han elegido como x e y son las dos variables que más varianza (y por lo tanto, explicación) tenían en el gráfico de barras anterior.

Ahora mi siguiente paso es sacar un gráfico de los individuos, para ver donde están colocados en este sistema:

head(resultado.pca$ind$coord) # Solo saco los primeros para no ocupar demasiado espacio

## Dim.1 Dim.2 Dim.3 Dim.4 Dim.5  
## 1 -2.3243690 2.147815 -1.1849618 2.4481512 -0.7586328  
## 2 2.4647257 -1.262473 0.2217190 -1.1784100 -1.4473760  
## 3 0.6387125 -2.080331 -0.1818521 0.7676582 -2.0265412  
## 4 -1.9384395 -1.832160 1.4628618 1.1820858 1.1852182  
## 5 2.0986406 0.262897 -0.2150152 -0.7686587 -1.2663434  
## 6 1.1578332 -1.323444 -0.8453683 0.9774806 -0.1661987

Ahora, tras ver que todos mis individuos tienen unas ciertas coordenadas, vamos a representarlos gráficamente:

fviz\_pca\_ind(resultado.pca)

![](data:image/png;base64,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)

Exporto a PDF las coordenadas de los individuos:

pdf("Imágenes Obtenidas/GraficoIndividuosPCA.pdf")  
  
fviz\_pca\_ind(resultado.pca)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Se puede ver que la mayoría de los pacientes están en torno al centro, mientras que tenemos un outlayer, que es el número 27.

# Modelos de Inteligencia Artificial supervisados

Ahora lo que hago es coger un conjunto muy grande de los datos para hacer el entrenamiento

conjuntoEntrenamiento <- sample(1:67, 55)

1 NEURONA

Lo que voy a hacer ahora es entrenar la red neuronal con diferente cantidad de neuronas,y voy a ir comparando el resultado…

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.1neu <- data.frame(Ent\_1Neu = numeric(),  
 Test\_1Neu = numeric())  
  
for(i in 1:20)  
{  
 pacientes.1neu <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=1)  
  
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 pacientes.prediccion.1neu <- predict( pacientes.1neu, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.1neu) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 pacientes.prediccion.1neu.class <- apply( pacientes.prediccion.1neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.1neu.class  
   
 # Lo visualizo en forma de tabla para ir viendo el error  
   
 table( pacientes.prediccion.1neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 #Calculo el acierto  
   
 acierto.ent.teorico.1neu <- sum( diag( table( pacientes.prediccion.1neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.1neu <- predict( pacientes.1neu, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.1neu  
   
 pacientes.prediccion.test.1neu.class <- apply( pacientes.prediccion.test.1neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.1neu.class  
   
 table( pacientes.prediccion.test.1neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.test.teorico.1neu <- sum( diag( table( pacientes.prediccion.test.1neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
 dataframe.pasada <- data.frame(Ent\_1Neu = acierto.ent.teorico.1neu,  
 Test\_1Neu = acierto.test.teorico.1neu)  
   
 dataframe.resultados.1neu <- rbind(dataframe.resultados.1neu, dataframe.pasada)  
  
}

Lo voy a entrenar también con el SOFTMAX = true. Esto optimiza la verosimilitud, no el error cuadrático medio… ###################### CON SOFTMAX ##############################

set.seed(1)  
  
dataframe.resultados.1neu.soft <- data.frame(Ent\_1Neu\_soft = numeric(),  
 Test\_1Neu\_soft = numeric())  
  
for(i in 1:20)  
{  
 pacientes.1neu.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=1, softmax = T )  
  
 #Una vez que lo tengo entrenado, lo que voy a hacer es calcular el error tanto en el entrenamiento como en el test de cada uno  
   
 pacientes.prediccion.1neu.softmax <- predict( pacientes.1neu.softmax, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.1neu.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
 # Ahora que los tengo todos entrenados, Determinamos cual es la máxima, es decir, la clase a la que hay que asignar los objetos  
   
 pacientes.prediccion.1neu.class.softmax <- apply( pacientes.prediccion.1neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.1neu.class.softmax  
   
 # Lo visualizo en forma de tabla para ir viendo el error  
   
 table( pacientes.prediccion.1neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 #Calculo el acierto  
   
 acierto.ent.teorico.1neu.soft <- sum( diag( table( pacientes.prediccion.1neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.1neu.softmax <- predict( pacientes.1neu.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.1neu.softmax  
   
 pacientes.prediccion.test.1neu.class.softmax <- apply( pacientes.prediccion.test.1neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.1neu.class.softmax  
   
 table( pacientes.prediccion.test.1neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.test.teorico.1neu.soft <- sum( diag( table( pacientes.prediccion.test.1neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
 dataframe.pasada <- data.frame(Ent\_1Neu\_soft = acierto.ent.teorico.1neu.soft,  
 Test\_1Neu\_soft = acierto.test.teorico.1neu.soft)  
   
 dataframe.resultados.1neu.soft <- rbind(dataframe.resultados.1neu.soft ,dataframe.pasada)  
   
}

2 NEURONAS

A partir de ahora voy a hacer exactamente lo mismo, por lo que haré chunks más grandes para evitar una sobrecarga de chunks, y reduciré la cantidad de comentarios, ya que serán redundantes

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.2neu <- data.frame(Ent\_2Neu = numeric(),  
 Test\_2Neu = numeric())  
  
for(i in 1:20)  
{  
  
 pacientes.2neu <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=2 )  
   
 pacientes.prediccion.2neu <- predict( pacientes.2neu, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.2neu) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.2neu.class <- apply( pacientes.prediccion.2neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.2neu.class  
   
   
 table( pacientes.prediccion.2neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.entrenamiento.2neu <- sum( diag( table( pacientes.prediccion.2neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.2neu <- predict( pacientes.2neu, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.2neu  
   
 pacientes.prediccion.test.2neu.class <- apply( pacientes.prediccion.test.2neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.2neu.class  
   
 table( pacientes.prediccion.test.2neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.2neu <- sum( diag( table( pacientes.prediccion.test.2neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_2Neu = acierto.teorico.entrenamiento.2neu,  
 Test\_2neu = acierto.teorico.test.2neu)  
   
 dataframe.resultados.2neu <- rbind(dataframe.resultados.2neu, dataframe.pasada)  
   
   
}

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.2neu.soft <- data.frame(Ent\_2Neu\_soft = numeric(),  
 Test\_2Neu\_soft = numeric())  
  
for(i in 1:20)  
{  
  
 pacientes.2neu.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=2, softmax = T )  
   
 pacientes.prediccion.test.2neu.softmax <- predict( pacientes.2neu.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.test.2neu.softmax)  
   
 pacientes.prediccion.test.2neu.class.softmax <- apply( pacientes.prediccion.test.2neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.2neu.class.softmax  
   
 table( pacientes.prediccion.test.2neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.ent.2neu.softmax <- sum( diag( table( pacientes.prediccion.test.2neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
 # TEST  
   
 pacientes.prediccion.test.2neu.softmax <- predict( pacientes.2neu.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.2neu.softmax  
   
 pacientes.prediccion.test.2neu.class.softmax <- apply( pacientes.prediccion.test.2neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.2neu.class.softmax  
   
 table( pacientes.prediccion.test.2neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.2neu.softmax <- sum(diag(table(pacientes.prediccion.test.2neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_2Neu\_soft = acierto.teorico.ent.2neu.softmax,  
 Test\_2neu\_soft = acierto.teorico.test.2neu.softmax)  
   
 dataframe.resultados.2neu.soft <- rbind(dataframe.resultados.2neu.soft, dataframe.pasada)  
}

3 NEURONAS

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.3neu <- data.frame(Ent\_3Neu = numeric(),  
 Test\_3Neu = numeric())  
  
for(i in 1:20)  
{  
  
 pacientes.3neu <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=3)  
   
 pacientes.prediccion.3neu <- predict( pacientes.3neu, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.3neu) # Vemos las probabilidades de pertenencia de cada valor  
   
   
 pacientes.prediccion.3neu.class <- apply( pacientes.prediccion.3neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.3neu.class  
   
   
 table( pacientes.prediccion.3neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
   
 acierto.teorico.entrenamiento.3neu <- sum( diag( table( pacientes.prediccion.3neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.3neu <- predict( pacientes.3neu, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.3neu  
   
 pacientes.prediccion.test.3neu.class <- apply( pacientes.prediccion.test.3neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.3neu.class  
   
 table( pacientes.prediccion.test.3neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.3neu <- sum( diag( table( pacientes.prediccion.test.3neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_3Neu = acierto.teorico.entrenamiento.3neu,  
 Test\_3neu = acierto.teorico.test.3neu)  
   
 dataframe.resultados.3neu <- rbind(dataframe.resultados.3neu, dataframe.pasada)  
}

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.3neu.soft <- data.frame(Ent\_3Neu\_soft = numeric(),  
 Test\_3Neu\_soft = numeric())  
  
for(i in 1:20)  
{  
  
 pacientes.3neu.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=3, softmax = T)  
   
 pacientes.prediccion.3neu.softmax <- predict( pacientes.3neu.softmax, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.3neu.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
   
 pacientes.prediccion.3neu.class.softmax <- apply(pacientes.prediccion.3neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.3neu.class.softmax  
   
   
 table( pacientes.prediccion.3neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
   
 acierto.teorico.ent.3neu.softmax <- sum( diag( table( pacientes.prediccion.3neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.3neu.softmax <- predict( pacientes.3neu.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.3neu.softmax  
   
 pacientes.prediccion.test.3neu.class.softmax <- apply( pacientes.prediccion.test.3neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.3neu.class.softmax  
   
 table( pacientes.prediccion.test.3neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.3neu.softmax <- sum( diag( table( pacientes.prediccion.test.3neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_3Neu\_soft = acierto.teorico.ent.3neu.softmax,  
 Test\_3neu\_soft = acierto.teorico.test.3neu.softmax)  
   
 dataframe.resultados.3neu.soft <- rbind(dataframe.resultados.3neu.soft, dataframe.pasada)  
}

3 NEURONAS

Con Decay

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.3neu.decay <- data.frame(Ent\_3Neu\_decay = numeric(),  
 Test\_3Neu\_decay = numeric())  
  
for(i in 1:20)  
{  
  
 pacientes.3neu.decay <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=3, decay = 0.2)  
   
 pacientes.prediccion.3neu.decay <- predict( pacientes.3neu.decay, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.3neu.decay) # Vemos las probabilidades de pertenencia de cada valor  
   
   
 pacientes.prediccion.3neu.class.decay <- apply( pacientes.prediccion.3neu.decay, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.3neu.class.decay  
   
   
 table( pacientes.prediccion.3neu.class.decay, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
   
 acierto.teorico.ent.3neu.decay <- sum( diag( table( pacientes.prediccion.3neu.class.decay, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.3neu.decay <- predict( pacientes.3neu.decay, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.3neu.decay  
   
 pacientes.prediccion.test.3neu.class.decay <- apply( pacientes.prediccion.test.3neu.decay, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.3neu.class.decay  
   
 table( pacientes.prediccion.test.3neu.class.decay , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.3neu.decay <- sum( diag( table( pacientes.prediccion.test.3neu.class.decay, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_3Neu\_decay = acierto.teorico.ent.3neu.decay,  
 Test\_3neu\_decay = acierto.teorico.test.3neu.decay)  
   
 dataframe.resultados.3neu.decay <- rbind(dataframe.resultados.3neu.decay, dataframe.pasada)  
   
}

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.3neu.decay.softmax <- data.frame(Ent\_3Neu\_decay\_sf = numeric(),  
 Test\_3Neu\_decay\_sf = numeric())  
  
for(i in 1:20)  
{  
  
 pacientes.3neu.decay.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=3, softmax = T, decay = 0.03)  
   
 pacientes.prediccion.3neu.decay.softmax <- predict( pacientes.3neu.decay.softmax, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.3neu.decay.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
   
 pacientes.prediccion.3neu.class.decay.softmax <- apply( pacientes.prediccion.3neu.decay.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.3neu.class.decay.softmax  
   
   
 table( pacientes.prediccion.3neu.class.decay.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
   
 acierto.teorico.ent.3neu.decay.sf <- sum( diag( table( pacientes.prediccion.3neu.class.decay.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.3neu.decay.softmax <- predict( pacientes.3neu.decay.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.3neu.decay.softmax  
   
 pacientes.prediccion.test.3neu.class.decay.softmax <- apply( pacientes.prediccion.test.3neu.decay.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.3neu.class.decay.softmax  
   
 table( pacientes.prediccion.test.3neu.class.decay.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.3neu.decay.sf <- sum( diag( table( pacientes.prediccion.test.3neu.class.decay.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_3Neu\_decay\_sf = acierto.teorico.ent.3neu.decay.sf,  
 Test\_3neu\_decay\_sf = acierto.teorico.test.3neu.decay.sf)  
   
 dataframe.resultados.3neu.decay.softmax <- rbind(dataframe.resultados.3neu.decay.softmax, dataframe.pasada)  
}

5 NEURONAS

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.5neu <- data.frame(Ent\_5Neu = numeric(),  
 Test\_5Neu = numeric())  
  
for(i in 1:20)  
{  
  
 pacientes.5neu <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=5 )  
   
 pacientes.prediccion.5neu <- predict( pacientes.5neu, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.5neu) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.5neu.class <- apply( pacientes.prediccion.5neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.5neu.class  
   
 table( pacientes.prediccion.5neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.entrenamiento.5neu <- sum( diag( table( pacientes.prediccion.5neu.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 #TEST  
   
 pacientes.prediccion.test.5neu <- predict( pacientes.5neu, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.5neu  
   
 pacientes.prediccion.test.5neu.class <- apply( pacientes.prediccion.test.5neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.5neu.class  
   
 table( pacientes.prediccion.test.5neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.5neu <- sum( diag( table( pacientes.prediccion.test.5neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_5Neu = acierto.teorico.entrenamiento.5neu,  
 Test\_5neu = acierto.teorico.test.5neu)  
   
 dataframe.resultados.5neu <- rbind(dataframe.resultados.5neu, dataframe.pasada)  
   
}

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.5neu.soft <- data.frame(Ent\_5Neu\_soft = numeric(),  
 Test\_5Neu\_soft = numeric())  
  
for(i in 1:20)  
{  
  
 pacientes.5neu.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=5, softmax = T )  
   
 pacientes.prediccion.5neu.softmax <- predict( pacientes.5neu.softmax, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.5neu.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.5neu.class.softmax <- apply( pacientes.prediccion.5neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.5neu.class.softmax  
   
 table( pacientes.prediccion.5neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.ent.5neu.softmax <- sum( diag( table( pacientes.prediccion.5neu.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.5neu.softmax <- predict( pacientes.5neu.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.5neu.softmax  
   
 pacientes.prediccion.test.5neu.class.softmax <- apply( pacientes.prediccion.test.5neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.5neu.class.softmax  
   
 table( pacientes.prediccion.test.5neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.5neu.softmax <- sum( diag( table( pacientes.prediccion.test.5neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_5Neu\_soft = acierto.teorico.ent.5neu.softmax,  
 Test\_5neu\_soft = acierto.teorico.test.5neu.softmax)  
   
 dataframe.resultados.5neu.soft <- rbind(dataframe.resultados.5neu.soft, dataframe.pasada)  
}

5 NEURONAS

CON DECAY

SIN SOFTMAX

set.seed(1)  
  
dataframe.resultados.5neu.decay <- data.frame(Ent\_5Neu\_decay = numeric(),  
 Test\_5Neu\_decay = numeric())  
  
for(i in 1:20)  
{  
  
 pacientes.5neu.decay <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=5, decay=0.1)  
   
 pacientes.prediccion.5neu.decay <- predict( pacientes.5neu.decay, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.5neu.decay) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.5neu.decay.class <- apply( pacientes.prediccion.5neu.decay, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.5neu.decay.class  
   
 table( pacientes.prediccion.5neu.decay.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.ent.5neu.decay <- sum( diag( table( pacientes.prediccion.5neu.decay.class, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.decay.5neu <- predict( pacientes.5neu.decay, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.decay.5neu  
   
 pacientes.prediccion.test.decay.5neu.class <- apply( pacientes.prediccion.test.decay.5neu, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.decay.5neu.class  
   
 table( pacientes.prediccion.test.decay.5neu.class , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.5neu.decay <- sum( diag( table( pacientes.prediccion.test.decay.5neu.class, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_5Neu\_decay = acierto.teorico.ent.5neu.decay,  
 Test\_5neu\_decay = acierto.teorico.test.5neu.decay)  
   
 dataframe.resultados.5neu.decay <- rbind(dataframe.resultados.5neu.decay, dataframe.pasada)  
   
}

CON SOFTMAX

set.seed(1)  
  
dataframe.resultados.5neu.decay.softmax <- data.frame(Ent\_5Neu\_decay\_sf = numeric(),  
 Test\_5Neu\_decay\_sf = numeric())  
  
for(i in 1:20)  
{  
  
  
 pacientes.5neu.decay.softmax <- nnet( matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], class.ind( matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) , size=5, softmax = T, decay = 0.05)  
   
 pacientes.prediccion.5neu.decay.softmax <- predict( pacientes.5neu.decay.softmax, matriz.pacientes.datos.centscal[conjuntoEntrenamiento, 1:24], type="raw" )  
 head(pacientes.prediccion.5neu.decay.softmax) # Vemos las probabilidades de pertenencia de cada valor  
   
 pacientes.prediccion.5neu.decay.class.softmax <- apply( pacientes.prediccion.5neu.decay.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.5neu.decay.class.softmax  
   
 table( pacientes.prediccion.5neu.decay.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) # Lo vemos en forma de tabla.  
   
 acierto.teorico.ent.5neu.decay.sf <- sum( diag( table( pacientes.prediccion.5neu.decay.class.softmax, matriz.pacientes.etiquetas[conjuntoEntrenamiento, 25] ) ) )/55 # Esta cuenta nos da el índice de acierto  
   
 # TEST  
   
 pacientes.prediccion.test.decay.5neu.softmax <- predict( pacientes.5neu.decay.softmax, matriz.pacientes.datos.centscal[-conjuntoEntrenamiento, 1:24], type="raw" )  
 pacientes.prediccion.test.decay.5neu.softmax  
   
 pacientes.prediccion.test.decay.5neu.class.softmax <- apply( pacientes.prediccion.test.decay.5neu.softmax, MARGIN=1, FUN='which.is.max')  
 pacientes.prediccion.test.decay.5neu.class.softmax  
   
 table( pacientes.prediccion.test.decay.5neu.class.softmax , matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] )  
 acierto.teorico.test.5neu.decay.sf <- sum( diag( table( pacientes.prediccion.test.decay.5neu.class.softmax, matriz.pacientes.etiquetas[-conjuntoEntrenamiento, 25] ) ) )/12  
   
   
 dataframe.pasada <- data.frame(Ent\_5Neu\_decay\_sf = acierto.teorico.ent.5neu.decay.sf,  
 Test\_5neu\_decay\_sf = acierto.teorico.test.5neu.decay.sf)  
   
 dataframe.resultados.5neu.decay.softmax <- rbind(dataframe.resultados.5neu.decay.softmax, dataframe.pasada)  
   
}

Ahora lo que hay que hacer es unir todos los resultados:

dataframe.resultados.perceptron <- cbind(dataframe.resultados.1neu,  
 dataframe.resultados.1neu.soft,  
 dataframe.resultados.2neu,  
 dataframe.resultados.2neu.soft,  
 dataframe.resultados.3neu,  
 dataframe.resultados.3neu.soft,  
 dataframe.resultados.3neu.decay,  
 dataframe.resultados.3neu.decay.softmax,  
 dataframe.resultados.5neu,  
 dataframe.resultados.5neu.soft,  
 dataframe.resultados.5neu.decay,  
 dataframe.resultados.5neu.decay.softmax)  
  
remove(dataframe.resultados.1neu)  
remove(dataframe.resultados.1neu.soft)  
remove(dataframe.resultados.2neu)  
remove(dataframe.resultados.2neu.soft)  
remove(dataframe.resultados.3neu)  
remove(dataframe.resultados.3neu.soft)  
remove(dataframe.resultados.3neu.decay)  
remove(dataframe.resultados.3neu.decay.softmax)  
remove(dataframe.resultados.5neu)  
remove(dataframe.resultados.5neu.soft)  
remove(dataframe.resultados.5neu.decay)  
remove(dataframe.resultados.5neu.decay.softmax)

Ahora visualizamos los mejores resultados de cada entrenamiento:

# Obtenemos los máximos de cada columna de test y guardamos:  
  
max.1neu <- max(dataframe.resultados.perceptron[, 2])  
max.1neu.s <- max(dataframe.resultados.perceptron[, 4])  
max.2neu <- max(dataframe.resultados.perceptron[, 6])  
max.2neu.s <- max(dataframe.resultados.perceptron[, 8])  
max.3neu <- max(dataframe.resultados.perceptron[, 10])  
max.3neu.s <- max(dataframe.resultados.perceptron[, 12])  
max.3neu.d <- max(dataframe.resultados.perceptron[, 14])  
max.3neu.d.s <- max(dataframe.resultados.perceptron[, 16])  
max.5neu <- max(dataframe.resultados.perceptron[, 18])  
max.5neu.s <- max(dataframe.resultados.perceptron[, 20])  
max.5neu.d <- max(dataframe.resultados.perceptron[, 22])  
max.5neu.d.s <- max(dataframe.resultados.perceptron[, 24])  
  
array.maximos.perceptron <- c(max.1neu,   
 max.1neu.s,   
 max.2neu,  
 max.2neu.s,  
 max.3neu,  
 max.3neu.s,  
 max.3neu.d,   
 max.3neu.d.s,   
 max.5neu,   
 max.5neu.s,   
 max.5neu.d,   
 max.5neu.d.s)  
  
barplot(array.maximos.perceptron,  
 main = "Mejores Resultados en Test con Perceptrones",  
 xlab = "Tipo de Perceptrón",  
 ylab = "Acierto (Tanto por 1)",  
 names.arg = c("1 Neu", "1 Neu Soft",   
 "2 Neu", "2 Neu Soft",   
 "3 Neu", "3 Neu Soft", "3 Neu Decay", "3 Neu Soft Decay",   
 "5 Neu", "5 Neu Soft", "5 Neu Decay", "5 Neu Soft Decay")  
 )

![](data:image/png;base64,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)

Exporto a PDF este barplot:

pdf("Imágenes Obtenidas/BarplotResultadosPerceptron.pdf")  
  
barplot(array.maximos.perceptron,  
 main = "Mejores Resultados en Test con Perceptrones",  
 xlab = "Tipo de Perceptrón",  
 ylab = "Acierto (Tanto por 1)",  
 names.arg = c("1 Neu", "1 Neu Soft",   
 "2 Neu", "2 Neu Soft",   
 "3 Neu", "3 Neu Soft", "3 Neu Decay", "3 Neu Soft Decay",   
 "5 Neu", "5 Neu Soft", "5 Neu Decay", "5 Neu Soft Decay")  
 )  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

# Obtención de Resultados de Perceptrón

Importo los datos:

dataset.resultados <- read.csv2("Datos/Resultados.txt")

Ahora voy a sacar un gráfico interactivo donde comparo los resultados.

tipos = dataset.resultados[, 1]  
real = dataset.resultados[, 2]  
practico = dataset.resultados[, 3]  
  
p <- plot\_ly(dataset.resultados, x = ~tipos, y = ~real, type = 'bar', name = 'Real') %>% add\_trace(y = ~practico, name = 'Práctico') %>% layout(yaxis = list(title = 'Porcentaje'), barmode = 'group')  
  
p

#Mostramos el gráfico interactivo

Ahora que hemos sacado los resultados obtenidos con el perceptrón multicapa, vamos con otras técnicas supervisadas:

## KNN

Hacemos nuevos conjuntos:

# Para hacer la predicción con knn, voy a coger los grupos de una manera distinta:  
  
conjuntoEntrenamiento = matriz.pacientes.datos.centscal[1:55, 1:24]  
conjuntoTest = matriz.pacientes.datos.centscal[56:67, 1:24] # Utilizo por supuesto la matriz de centrado y escalado  
  
etiquetasEntrenamiento = matriz.pacientes.etiquetas[1:55, 25]  
etiquetasTest = matriz.pacientes.etiquetas[56:67, 25]

Si quisiéramos mostrar los conjuntos de entrenamiento y de test…

conjuntoEntrenamiento  
conjuntoTest  
etiquetasEntrenamiento  
etiquetasTest

Comenzamos las pruebas. Como sabemos, normalmente el mejor valor de K para KNN suele ser el valor que más se acerque a la raíz cuadrada del total de los valores. Por eso, empezaremos por K = 8:

### Para K = 8…

set.seed(2)  
  
prediccion.knn.8 <- knn(train = conjuntoEntrenamiento, test = conjuntoTest, cl = etiquetasEntrenamiento, k = 8)  
prediccion.knn.8

## [1] 1 2 2 1 2 1 2 2 2 1 2 2  
## Levels: 1 2 3 4

Sacamos crosstable:

CrossTable(x = etiquetasTest , y = prediccion.knn.8, prop.chisq = FALSE)

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 12   
##   
##   
## | prediccion.knn.8   
## etiquetasTest | 1 | 2 | Row Total |   
## --------------|-----------|-----------|-----------|  
## 1 | 1 | 3 | 4 |   
## | 0.250 | 0.750 | 0.333 |   
## | 0.250 | 0.375 | |   
## | 0.083 | 0.250 | |   
## --------------|-----------|-----------|-----------|  
## 2 | 1 | 3 | 4 |   
## | 0.250 | 0.750 | 0.333 |   
## | 0.250 | 0.375 | |   
## | 0.083 | 0.250 | |   
## --------------|-----------|-----------|-----------|  
## 3 | 0 | 2 | 2 |   
## | 0.000 | 1.000 | 0.167 |   
## | 0.000 | 0.250 | |   
## | 0.000 | 0.167 | |   
## --------------|-----------|-----------|-----------|  
## 4 | 2 | 0 | 2 |   
## | 1.000 | 0.000 | 0.167 |   
## | 0.500 | 0.000 | |   
## | 0.167 | 0.000 | |   
## --------------|-----------|-----------|-----------|  
## Column Total | 4 | 8 | 12 |   
## | 0.333 | 0.667 | |   
## --------------|-----------|-----------|-----------|  
##   
##

### Para K = 6

set.seed(2)  
  
prediccion.knn.6 <- knn(train = conjuntoEntrenamiento, test = conjuntoTest, cl = etiquetasEntrenamiento, k = 6)  
prediccion.knn.6

## [1] 4 2 2 1 2 1 2 2 2 1 2 2  
## Levels: 1 2 3 4

Obtenemos la crosstable:

CrossTable(x = etiquetasTest , y = prediccion.knn.6, prop.chisq = FALSE)

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 12   
##   
##   
## | prediccion.knn.6   
## etiquetasTest | 1 | 2 | 4 | Row Total |   
## --------------|-----------|-----------|-----------|-----------|  
## 1 | 0 | 3 | 1 | 4 |   
## | 0.000 | 0.750 | 0.250 | 0.333 |   
## | 0.000 | 0.375 | 1.000 | |   
## | 0.000 | 0.250 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 2 | 1 | 3 | 0 | 4 |   
## | 0.250 | 0.750 | 0.000 | 0.333 |   
## | 0.333 | 0.375 | 0.000 | |   
## | 0.083 | 0.250 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 3 | 0 | 2 | 0 | 2 |   
## | 0.000 | 1.000 | 0.000 | 0.167 |   
## | 0.000 | 0.250 | 0.000 | |   
## | 0.000 | 0.167 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 4 | 2 | 0 | 0 | 2 |   
## | 1.000 | 0.000 | 0.000 | 0.167 |   
## | 0.667 | 0.000 | 0.000 | |   
## | 0.167 | 0.000 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## Column Total | 3 | 8 | 1 | 12 |   
## | 0.250 | 0.667 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
##   
##

### Para k = 10

set.seed(2)  
  
prediccion.knn.10 <- knn(train = conjuntoEntrenamiento, test = conjuntoTest, cl = etiquetasEntrenamiento, k = 10)  
prediccion.knn.10

## [1] 1 2 2 1 2 1 2 2 4 1 2 2  
## Levels: 1 2 3 4

Obtenemos la crosstable:

CrossTable(x = etiquetasTest , y = prediccion.knn.10, prop.chisq = FALSE)

##   
##   
## Cell Contents  
## |-------------------------|  
## | N |  
## | N / Row Total |  
## | N / Col Total |  
## | N / Table Total |  
## |-------------------------|  
##   
##   
## Total Observations in Table: 12   
##   
##   
## | prediccion.knn.10   
## etiquetasTest | 1 | 2 | 4 | Row Total |   
## --------------|-----------|-----------|-----------|-----------|  
## 1 | 1 | 3 | 0 | 4 |   
## | 0.250 | 0.750 | 0.000 | 0.333 |   
## | 0.250 | 0.429 | 0.000 | |   
## | 0.083 | 0.250 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 2 | 1 | 2 | 1 | 4 |   
## | 0.250 | 0.500 | 0.250 | 0.333 |   
## | 0.250 | 0.286 | 1.000 | |   
## | 0.083 | 0.167 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 3 | 0 | 2 | 0 | 2 |   
## | 0.000 | 1.000 | 0.000 | 0.167 |   
## | 0.000 | 0.286 | 0.000 | |   
## | 0.000 | 0.167 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## 4 | 2 | 0 | 0 | 2 |   
## | 1.000 | 0.000 | 0.000 | 0.167 |   
## | 0.500 | 0.000 | 0.000 | |   
## | 0.167 | 0.000 | 0.000 | |   
## --------------|-----------|-----------|-----------|-----------|  
## Column Total | 4 | 7 | 1 | 12 |   
## | 0.333 | 0.583 | 0.083 | |   
## --------------|-----------|-----------|-----------|-----------|  
##   
##

### Como se puede observar, la mejor predicción la hemos hecho con K = 8

## Random Forest

Ahora voy a implementar una solución mediante Random Forest:

set.seed(3) #Pongo una seed para reproducibilidad

Una vez instalado e importado, lo que tengo que hacer es crear el Random Forest, y ejecutarlo…

model <- randomForest(as.factor(dataset[, 26]) ~ ., data = dataset[, 2:25], importance = TRUE, ntree = 300)  
model

##   
## Call:  
## randomForest(formula = as.factor(dataset[, 26]) ~ ., data = dataset[, 2:25], importance = TRUE, ntree = 300)   
## Type of random forest: classification  
## Number of trees: 300  
## No. of variables tried at each split: 4  
##   
## OOB estimate of error rate: 50.75%  
## Confusion matrix:  
## 1 2 3 4 class.error  
## 1 5 9 1 2 0.7058824  
## 2 4 26 0 0 0.1333333  
## 3 2 5 0 1 1.0000000  
## 4 7 3 0 2 0.8333333

Aquí podemos ver la matriz de confusión, de la que obtenemos también el fallo por clases.

El Out-Of-Bag es un método de estimación de error que se usa en algunos algoritmos como Random Forest, y usa el modelo de Bagging para hacer muestras de submuestras usadas para el entrenamiento. El OOB es el error de predidcción medio de cada una de las muestras de entrenamiento.

Bagging es un meta-algoritmo usado para aumentar la estabilidad y precisión de algoritmos de Machine Learning de clasificación y regresión.

Vemos que el valor OOB (Out-Of-the-Bag) es una valor muy alto, de alrededor del 50%, por lo que nuestro modelo no está prediciendo bien.

Ahora obtenemos el número de árboles que necesitamos realmente, y la importancia de las variables en este modelo:

plot(model, main="Random Forest")
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varImpPlot(model, main = "Random Forest - MDA y Gini") # Gracias a importance = true
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Exporto a PDF los gráficos obtenidos:

pdf("Imágenes Obtenidas/ResultadosRandomForest.pdf")  
  
plot(model, main="Random Forest")  
varImpPlot(model, main = "Random Forest - MDA y Gini")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Vamos a interpretar estos datos del modelo:

* MeanDecreaseAccuracy se refiere al decremento de la exactitud del modelo si se permutan los valores en cada característica. En otras palabras, MDA nos muestra la media de valores que se clasificarían mal si se quitara esa característica de la predicción. Por ello, eliminar elementos coo la impulsividad o la pseudo-resiliencia sería fatal para el modelo, mientras que la eliminación de relación con el contexto mala, pensamiento dicotómico o generalización excesiva parece ser que mejorarían el sistema.
* MeanDecreaseGini se refiere a la medida de la ganancia media de pureza mediante la división de cierta variable. Cuanto más importante sea la variable, habrá un mayor descenso en el Gini. La importancia de este está íntimamente relacionada a la función de decisión local, que Random Forest usa para seleccionar cual es la mejor separación. Debido a esto, estamos viendo que la edad, la impulsividad y la pseudo-responsabilidad son valores que tienen un gran descenso en Gini, lo cual significa que Random Forest ha determinado que eran de gran importancia.

Un elemento que me gustaría destacar es que el modelo está bastante regularizado y es bastante robusto, ya que casi todas las variables son bastante resistentes a las permutaciones, y por lo tanto no tienen un peso extremo a la hora de tomar decisiones, a excepción de la impulsividad.

Ahora, para probar a ver si hay diferencia, en vez del dataset normal voy a usar el dataset centrado y escalado, para ver si el OOB desciende:

# primero añado el grupo a la matriz, creando una nueva  
  
matriz.pacientes.datos.centscal.grupo <- cbind(matriz.pacientes.datos.centscal, dataset$grupo)  
colnames(matriz.pacientes.datos.centscal.grupo)[25] <- "grupo"

Ahora entrenamos el nuevo modelo:

set.seed(3)  
  
model\_centscal <- randomForest(as.factor(grupo) ~ ., data = matriz.pacientes.datos.centscal.grupo, importance = TRUE, ntree = 200)  
model\_centscal

##   
## Call:  
## randomForest(formula = as.factor(grupo) ~ ., data = matriz.pacientes.datos.centscal.grupo, importance = TRUE, ntree = 200)   
## Type of random forest: classification  
## Number of trees: 200  
## No. of variables tried at each split: 4  
##   
## OOB estimate of error rate: 49.25%  
## Confusion matrix:  
## 1 2 3 4 class.error  
## 1 5 9 1 2 0.7058824  
## 2 4 26 0 0 0.1333333  
## 3 2 5 0 1 1.0000000  
## 4 6 3 0 3 0.7500000

Podemos ver que obtenemos lo mismo. Vamos a ver si también obtenemos lo mismo en los grafos de importancia:

plot(model\_centscal, main="Random Forest Con Centrado y Escalado")
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varImpPlot(model\_centscal, main="Random Forest con Centrado y Escalado - MDA y Gini") # Gracias a importance = true
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Exporto a PDF estos resultados:

# Lo exporto de nuevo a PDF  
  
pdf("Imágenes Obtenidas/ResultadosRandomForestCentScal.pdf")  
  
plot(model\_centscal, main="Random Forest Con Centrado y Escalado")  
varImpPlot(model\_centscal, main="Random Forest con Centrado y Escalado - MDA y Gini")  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

En este caso, el MDA me dice que el sexo es la gran lacra de este modelo, mientras que la impulsividad sigue siendo el factor más determinante para acertar. Del Gini obtengo resultados similares.

Ahora, ya que hemos visto que cambiando el dataset no mejoramos el modelo, lo que vamos a hacer es, con el primer dataset, quitar las columnas que en el MDA tengan un valor negativo, de tal manera que la precisión del modelo debería de aumentar.

# Las columnas que son una mayor lacra son las siguientes: Relación Contexto Mala, Pensamiento dicotómico, generalización excesiva, sexo, razonamiento emocional, deberías, asertivo, relación-contexto buena, etiquetado, relación contexto trauma.  
  
dataset.randomforest <- dataset[ , c(-1, -3, -4, -5, -6, -13, -14, -15, -20, -23)]  
head(dataset.randomforest)

## edad ed\_perm ed\_norm ed\_estr resil\_ba resil\_me resil\_al fil\_men max\_min conc\_arb pseu\_res raz\_emo  
## 1 20 0 1 0 0 1 0 0 1 1 0 1  
## 2 19 0 0 1 1 0 0 0 1 1 1 0  
## 3 23 1 0 0 1 0 0 0 1 1 0 1  
## 4 16 1 0 0 1 0 0 1 1 1 0 1  
## 5 23 0 0 1 0 1 0 1 1 1 1 1  
## 6 22 0 1 0 1 0 0 0 1 1 0 1  
## inhib agres impuls grupo  
## 1 0 1 1 1  
## 2 1 0 0 2  
## 3 1 0 0 2  
## 4 0 1 1 4  
## 5 1 0 0 2  
## 6 1 0 1 4

Ahora que tenemos el dataset creado, vamos a hacer la predicción de nuevo:

set.seed(3)  
  
model\_new <- randomForest(as.factor(grupo) ~ ., data = dataset.randomforest, importance = TRUE, ntree = 200)  
model\_new

##   
## Call:  
## randomForest(formula = as.factor(grupo) ~ ., data = dataset.randomforest, importance = TRUE, ntree = 200)   
## Type of random forest: classification  
## Number of trees: 200  
## No. of variables tried at each split: 3  
##   
## OOB estimate of error rate: 46.27%  
## Confusion matrix:  
## 1 2 3 4 class.error  
## 1 4 9 0 4 0.7647059  
## 2 2 27 0 1 0.1000000  
## 3 2 5 0 1 1.0000000  
## 4 4 3 0 5 0.5833333

Vamos a ver ahora ls gráficos…

plot(model\_new, main="Random Forest Nuevo")
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varImpPlot(model\_new, main = "Random Forest Nuevo - MDA y Gini")
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Exporto a PDF estos resultados del Random Forest corregido:

pdf("Imágenes Obtenidas/ResultadosRandomForestMejorado.pdf")  
  
plot(model\_new, main="Random Forest Nuevo")  
varImpPlot(model\_new, main = "Random Forest Nuevo - MDA y Gini")   
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

Como se puede observar, ahora hay nuevas variables que “lastran” el resultado del Random Forest. De todas maneras, hemos conseguido una bajada del 50% de media en OOB Error al 45% de media en OOB Error (entrenando), lo cual es una disminución menos notable de lo esperado, pero es una disminución.

Ahora lo voy a hacer con 10 fold X Validation:

set.seed(4)  
  
result <- rfcv(dataset[, 2:26], as.factor(dataset$grupo), cv.fold=10)  
head(result)

## $n.var  
## [1] 25 12 6 3 1  
##   
## $error.cv  
## 25 12 6 3 1   
## 0.1940299 0.1492537 0.1194030 0.1343284 0.0000000   
##   
## $predicted  
## $predicted$`25`  
## [1] 2 2 2 4 2 4 2 2 2 2 2 1 2 1 2 4 2 2 2 2 2 2 1 4 1 2 4 4 2 2 2 4 2 2 2 2 2 4 2 1 2 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 2 1 1 2 1 4 2 1 1 3 2 4 2 1  
## Levels: 1 2 3 4  
##   
## $predicted$`12`  
## [1] 1 2 2 4 2 4 2 1 2 2 2 1 2 1 1 4 4 2 2 2 2 2 1 4 1 2 4 4 2 2 2 4 2 2 2 2 2 4 2 1 2 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 3 1 1 2 1 4 2 1 2 2 2 4 2 1  
## Levels: 1 2 3 4  
##   
## $predicted$`6`  
## [1] 1 2 2 4 2 4 2 1 2 2 2 1 2 1 1 4 2 2 2 2 2 2 1 4 1 3 4 4 2 2 2 4 2 2 2 2 2 4 2 1 2 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 3 1 1 2 1 4 2 1 1 3 2 4 2 1  
## Levels: 1 2 3 4  
##   
## $predicted$`3`  
## [1] 1 2 2 4 2 4 2 1 2 2 2 1 2 1 1 4 4 2 2 2 2 2 1 4 1 2 4 4 2 2 2 2 2 2 2 2 2 2 2 1 2 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 2 1 1 2 1 4 2 2 1 2 2 4 2 1  
## Levels: 1 2 3 4  
##   
## $predicted$`1`  
## [1] 1 2 2 4 2 4 4 1 2 2 2 1 2 1 1 4 4 2 2 2 2 3 1 4 1 3 4 4 2 2 2 3 2 2 2 2 2 3 2 1 3 1 1 2 2 2 4 2  
## [49] 1 2 4 1 2 3 1 1 3 1 4 2 2 1 3 2 4 2 1  
## Levels: 1 2 3 4

Podemos ver el error, bajo la variable $error.cv, y podemos ver las predicciones que se han hecho para cada una de las n.var.

## SVM de Kernel Lineal

Lo bueno que tiene SVM es que es muy robusto frente a la dimensión, por lo que deberíamos de obtener a priori buenos resultados con este método.

Con este método no necesito tener un conjunto de entrenaminento y otro de test, por lo que sigo adelante.

Ahora que hemos instalado la librería, vamos a crear el SVM:

set.seed(5)  
  
modelo.svm <- svm(matriz.pacientes.datos.centscal, as.factor(dataset[, 26]), kernel = "linear") # Al poner los grupos como factor, estoy consiguiendo que no sean continuos para el modelo, sino "discretos", ya que los factor no son valores que puedan ser continuos. Con esto consigo una clasificación.  
summary(modelo.svm)

##   
## Call:  
## svm.default(x = matriz.pacientes.datos.centscal, y = as.factor(dataset[, 26]), kernel = "linear")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: linear   
## cost: 1   
## gamma: 0.04166667   
##   
## Number of Support Vectors: 58  
##   
## ( 16 22 12 8 )  
##   
##   
## Number of Classes: 4   
##   
## Levels:   
## 1 2 3 4

Como vemos en el resumen, tenemos una C-Classification (necesitamos clasificar), con kernel lineal, y 58 vectores soporte.

Ahora que tenemos creado este primer modelo, toca predecir:

set.seed(5)  
  
prediccion <- predict(modelo.svm, matriz.pacientes.datos.centscal)  
prediccion

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33   
## 1 2 2 4 2 4 4 2 2 2 2 1 2 1 3 4 2 2 2 2 2 3 1 1 1 3 4 4 2 2 2 1 2   
## 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 64 65 66   
## 2 2 2 2 3 2 1 3 1 1 1 2 2 2 2 4 2 1 1 2 3 1 1 3 1 4 2 4 2 3 2 4 2   
## 67   
## 1   
## Levels: 1 2 3 4

Ahora que hemos predicho, tenemos que sacar la matriz de confusión:

matriz.conf <- table(prediccion, dataset[ ,26])  
matriz.conf

##   
## prediccion 1 2 3 4  
## 1 13 1 1 2  
## 2 2 28 0 2  
## 3 1 0 7 0  
## 4 1 1 0 8

sum(diag(matriz.conf))/67

## [1] 0.8358209

## SVM de Kernel RBF

set.seed(5)  
  
modelo\_svm.radial <- svm(matriz.pacientes.datos.centscal, as.factor(dataset[, 26]), kernel="radial")  
summary(modelo\_svm.radial)

##   
## Call:  
## svm.default(x = matriz.pacientes.datos.centscal, y = as.factor(dataset[, 26]), kernel = "radial")  
##   
##   
## Parameters:  
## SVM-Type: C-classification   
## SVM-Kernel: radial   
## cost: 1   
## gamma: 0.04166667   
##   
## Number of Support Vectors: 66  
##   
## ( 17 29 12 8 )  
##   
##   
## Number of Classes: 4   
##   
## Levels:   
## 1 2 3 4

Aquí tenemos una C-Classification (necesaria para clasificar), con Kernel esta vez radial y 66 vectores soporte.

Ahora que tenemos creado este primer modelo, toca predecir:

set.seed(5)  
  
prediccion.radial <- predict(modelo\_svm.radial, matriz.pacientes.datos.centscal)  
prediccion.radial

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33   
## 1 2 2 4 2 4 2 2 2 2 2 1 2 1 2 4 2 2 2 2 2 2 1 1 1 2 4 2 2 2 2 2 2   
## 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62 63 64 65 66   
## 2 2 2 2 1 2 1 2 1 1 2 2 2 2 2 1 2 1 1 2 3 1 1 2 1 4 2 1 2 2 2 4 2   
## 67   
## 2   
## Levels: 1 2 3 4

Ahora que hemos predicho, tenemos que sacar la matriz de confusión:

matriz.conf.radial <- table(prediccion.radial, dataset[,26])  
matriz.conf.radial

##   
## prediccion.radial 1 2 3 4  
## 1 13 1 1 2  
## 2 4 29 6 4  
## 3 0 0 1 0  
## 4 0 0 0 6

sum(diag(matriz.conf.radial))/67

## [1] 0.7313433

### Como vemos, nos movemos en valores superiores al 75% de acierto

Por lo tanto, SVM es una buena técnica para la predicción en este problema.

Ahora pasamos a los modelos de inteligencia artificial no supervisados:

# Modelos de inteligencia artificial no supervisados

El primer modelo de inteligencia artificial no supervisado que voy a usar es un modelo de clustering llamado Dendrograma.

## Dendrograma

Para esto, lo que voy a hacer es dividirlo en 4 clusters, coincidiendo con los 4 grupos de trastornos que tengo.

set.seed(6)  
  
dd <- dist(scale(dataset[,2:25]), method = "euclidean") #Nos basamos en la distancia euclídea  
hier.clust <- hclust(dd, method = "ward.D2")  
colores.dendrograma <- c("red", "orange", "green", "black") # Creamos los colores con los que queremos el cluster  
cluster.4 <- cutree(hier.clust, 4) # Cluster jerárquico de 4...

Exporto a PDF el dendrograma obtenido:

pdf("Imágenes Obtenidas/dendrograma\_pacientes.pdf")  
  
plot(as.phylo(hier.clust), type = "fan", tip.color = colores.dendrograma[cluster.4], label.offset = 0.3, cex = 0.8) #Lo pintamos  
  
dev.off()

## png   
## 2

Como vemos, estamos obteniendo el indentificador de cada paciente en el dendrograma, donde los pacientes que mas se parecen estarán más juntos, mientras que los que menos se parecen estarán más separados. Es interesante analizar como los pacientes verdes y los naranjas surgen de la misma salida del centro, cosa que no ocurre con los rojos y los negros, lo cual quiere decir que algo tienen en común estos dos tipos de casos.

Ahora voy a hacer el mismo dendrograma pero con el DataSet de centrado y escalado, de tal manera que veamos a ver si hay diferencias:

set.seed(6)  
  
dd <- dist(scale(matriz.pacientes.datos.centscal), method = "euclidean")  
hier.clust <- hclust(dd, method = "ward.D2")  
colores.dendrograma <- c("red", "orange", "green", "black")  
cluster.4 <- cutree(hier.clust, 4)  
plot(as.phylo(hier.clust), type = "fan", tip.color = colores.dendrograma[cluster.4], label.offset = 0.3, cex = 0.8)
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Lo exportamos a PDF tras la creación:

pdf("Imágenes Obtenidas/dendrograma\_pacientes\_centscal.pdf")  
  
plot(as.phylo(hier.clust), type = "fan", tip.color = colores.dendrograma[cluster.4], label.offset = 0.3, cex = 0.8)  
  
dev.off()

## png   
## 2

Si lo comparamos, vemos que hemos obtenido exactamente el mismo resultado, por lo que en este caso el centrado y escalado no es necesario.

## K-Means

El algoritmo KMeans en principio no es el algoritmo más adecuado para este trabajo, ya que se basa en círculos para la clasificación de los individuos, cuando en principio en mis datos esto no es así. De todas formas, voy a clasificar a los pacientes siguiendo este algoritmo para comprobar la eficacia que tiene sobre mi problema:

Hacemos el clustering y vemos algunos resultados:

set.seed(7)  
  
datos.kmeans <- matriz.pacientes.datos # Sin la clasificación dentro del dataset  
  
clusters <- kmeans(datos.kmeans, centers=4)  
clusters$centers

## edad sex rel\_ctxo\_rel\_mala rel\_ctxo\_trauma rel\_ctxo\_buena ed\_perm ed\_norm  
## 1 23.82609 0.1739130 0.08695652 0.3043478 0.6086957 0.08695652 0.6956522  
## 2 16.61111 0.2777778 0.05555556 0.3888889 0.5555556 0.61111111 0.1666667  
## 3 30.94118 0.1176471 0.17647059 0.3529412 0.4705882 0.11764706 0.6470588  
## 4 44.44444 0.3333333 0.33333333 0.4444444 0.2222222 0.44444444 0.3333333  
## ed\_estr resil\_ba resil\_me resil\_al pen\_dic gen\_ex etiq fil\_men max\_min  
## 1 0.2173913 0.4782609 0.52173913 0.0000000 0.9130435 0.9565217 1.0000000 0.7826087 0.9565217  
## 2 0.2222222 0.9444444 0.05555556 0.0000000 0.8333333 0.9444444 0.7777778 0.7222222 0.9444444  
## 3 0.2352941 0.4705882 0.52941176 0.0000000 0.9411765 1.0000000 0.5882353 0.8235294 1.0000000  
## 4 0.2222222 0.2222222 0.66666667 0.1111111 0.8888889 0.8888889 0.3333333 0.8888889 1.0000000  
## conc\_arb pseu\_res deb raz\_emo inhib asert agres impuls  
## 1 1.0000000 0.6956522 1.0000000 0.9130435 0.7826087 0.08695652 0.1304348 0.5652174  
## 2 0.9444444 0.2222222 0.7777778 0.8333333 0.6666667 0.00000000 0.3333333 0.5000000  
## 3 1.0000000 0.6470588 1.0000000 0.7058824 0.5294118 0.23529412 0.2352941 0.7647059  
## 4 1.0000000 0.3333333 1.0000000 0.5555556 0.5555556 0.33333333 0.1111111 0.6666667

prediccion.kmeans <- clusters$cluster  
prediccion.kmeans

## [1] 2 2 1 2 1 1 1 1 1 2 3 2 1 2 2 2 4 1 1 1 1 2 4 1 4 2 2 1 4 2 3 1 3 1 2 1 2 3 3 3 3 1 1 2 4 4 3 1  
## [49] 3 3 3 3 4 2 2 4 3 3 2 1 1 3 3 1 3 4 1

Interpretando estos resultados, obtenemos:

* El cluster 1 destaca por sexo más hacia masculino que otros, una relación contexto ciertamente buena, una educación permisiva, una resiliencia baja, maximización y minimización, razonamiento emocional, cierta inhibición y poca agresividad.
* El cluster 2 destaca por una edad mayor, es el cluster con mejor relación con el contexto, y suelen tener las personas de este cluster una educación normal. Destaca por una resiliencia media, pensamiento dicotómico, generalización excesiva, etiquetado, conclusiones arbitrarias, deberías, razonamiento emocional e inhibición.
* El cluster número 3 destaca por tener una edad aún más elevada, más ratio de personas del sexo femenino que ningún otro cluster, y tienen una relación con el contexto bastante variable. La educación de estas personas es principalmente normal, con una resiliencia que puede ser tanto baja como media. Destacan por el pensamiento dicotómico, generalización excesiva, poco etiquetado, maximización y minimización, filtro mental, conclusiones arbitrarias, pseudoresponsabilidad, deberías, y suelen ser bastante inhibidos e impulsivos.
* Finalmente, el cluster 4 destaca por ser el que tiene la edad más elevada y el ratio de sexo más masculino. La relación con el contexto de estos individuos clasificados en este grupo es principalmente de trauma, aunque también hay buenas y malas. La educación de estos individuos es principalmente permisiva, y la resiliciencia tiende a media. Destacan por la poca etiquetación que hacen, pero un gran fitro mental, conclusiones arbitrarias, poca pseudo-responsabilidad, muchos deberías, poco razonamiento emocional, y son principalmente inhibidos e impulsivos.

Ahora sacamos la gráfica para poder ver como los ha clasificado sobre dos componentes principales artificiales:

# Representado sobre las dos componentes principales que más explicación nos dan de las variables  
  
clusplot(datos.kmeans, clusters$cluster, color = TRUE, main = "Representación 2D con Clusplot", labels = 4, xlab = "Comp 1", ylab = "Comp 2")
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# Ahora la siguiente representación será con componentes discriminantes, que son las dos dimensiones sobre las que la representación de datos es más linealmente separable respecto a la predicción de grupos que ha hecho KMeans  
  
plotcluster(datos.kmeans, clusters$cluster)

![](data:image/png;base64,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)

Exportamos a PDF los gráficos obtenidos del KMeans:

pdf("Imágenes Obtenidas/ResultadosKmeans.pdf")  
  
clusplot(datos.kmeans, clusters$cluster, color = TRUE, main = "Representación 2D con Clusplot", labels = 4, xlab = "Comp 1", ylab = "Comp 2")   
plotcluster(datos.kmeans, clusters$cluster)  
  
dev.off

## function (which = dev.cur())   
## {  
## if (which == 1)   
## stop("cannot shut down device 1 (the null device)")  
## .External(C\_devoff, as.integer(which))  
## dev.cur()  
## }  
## <bytecode: 0x0000000015716200>  
## <environment: namespace:grDevices>

## Minería de Reglas - Rules

Para esto usaremos la librería RWeka, que es la implementación en R de Weka. Como matriz de inicio, usaremos la matriz.pacientes.datos, que está ya limpia.

### Reglas de Sexo

# Lo primero que tengo que hacer es convertir el sexo en un factor si no lo es  
  
matriz.pacientes.datos.rm = matriz.pacientes.datos  
  
matriz.pacientes.datos.rm$sex <- as.factor(matriz.pacientes.datos.rm$sex)  
  
part\_sex <- PART(sex~., data = matriz.pacientes.datos.rm)  
oneR\_sex <- OneR(sex~., data = matriz.pacientes.datos.rm)  
jrip\_sex <- JRip(sex~., data = matriz.pacientes.datos.rm)  
  
print("Reglas sexo PART")

## [1] "Reglas sexo PART"

part\_sex

## PART decision list  
## ------------------  
##   
## agres <= 0 AND  
## pen\_dic > 0 AND  
## rel\_ctxo\_trauma <= 0: 0 (34.0/4.0)  
##   
## gen\_ex > 0 AND  
## pen\_dic > 0 AND  
## ed\_estr <= 0 AND  
## edad <= 32 AND  
## impuls > 0 AND  
## raz\_emo > 0 AND  
## edad > 15: 0 (9.0/2.0)  
##   
## gen\_ex > 0 AND  
## agres <= 0 AND  
## ed\_norm <= 0: 0 (8.0)  
##   
## gen\_ex > 0 AND  
## pen\_dic > 0 AND  
## pseu\_res <= 0: 1 (6.0/1.0)  
##   
## resil\_ba <= 0: 0 (8.0/1.0)  
##   
## : 1 (2.0)  
##   
## Number of Rules : 6

print("Regla sexo OneR")

## [1] "Regla sexo OneR"

oneR\_sex

## edad:  
## < 49.5 -> 0  
## >= 49.5 -> 1  
## (54/67 instances correct)

print("Reglas sexo JRip")

## [1] "Reglas sexo JRip"

jrip\_sex

## JRIP rules:  
## ===========  
##   
## => sex=0 (67.0/14.0)  
##   
## Number of Rules : 1

Como podemos ver, del sexo no podemos sacar ninguna regla demasiado fiable, por lo que no podemos predecirlo demasiado bien.

### Reglas de impulsividad

# Lo primero que tengo que hacer es convertir el sexo en un factor si no lo es  
  
matriz.pacientes.datos.rm = matriz.pacientes.datos  
  
matriz.pacientes.datos.rm$impuls <- as.factor(matriz.pacientes.datos.rm$impuls)  
  
part\_imp <- PART(impuls~., data = matriz.pacientes.datos.rm)  
oneR\_imp <- OneR(impuls~., data = matriz.pacientes.datos.rm)  
jrip\_imp <- JRip(impuls~., data = matriz.pacientes.datos.rm)  
  
print("Reglas impulsividad PART")

## [1] "Reglas impulsividad PART"

part\_imp

## PART decision list  
## ------------------  
##   
## agres > 0: 1 (14.0)  
##   
## rel\_ctxo\_rel\_mala <= 0 AND  
## pen\_dic > 0 AND  
## ed\_perm > 0: 0 (7.0/1.0)  
##   
## pen\_dic > 0 AND  
## rel\_ctxo\_rel\_mala > 0: 1 (6.0)  
##   
## pen\_dic <= 0: 0 (5.0)  
##   
## sex > 0 AND  
## pseu\_res <= 0: 0 (3.0)  
##   
## rel\_ctxo\_trauma <= 0 AND  
## etiq > 0 AND  
## inhib > 0 AND  
## pseu\_res <= 0: 1 (8.0/1.0)  
##   
## rel\_ctxo\_trauma > 0: 1 (8.0/1.0)  
##   
## etiq > 0 AND  
## inhib > 0 AND  
## edad <= 26: 0 (7.0)  
##   
## etiq > 0: 1 (7.0/1.0)  
##   
## : 0 (2.0)  
##   
## Number of Rules : 10

print("Regla impulsividad OneR")

## [1] "Regla impulsividad OneR"

oneR\_imp

## edad:  
## < 22.5 -> 1  
## < 25.5 -> 0  
## < 46.0 -> 1  
## >= 46.0 -> 0  
## (46/67 instances correct)

print("Reglas impulsividad JRip")

## [1] "Reglas impulsividad JRip"

jrip\_imp

## JRIP rules:  
## ===========  
##   
## (agres <= 0) and (edad <= 25) => impuls=0 (29.0/10.0)  
## => impuls=1 (38.0/7.0)  
##   
## Number of Rules : 2

De la impulsividad vemos que es un poco más predecible, pero tampoco obtenemos numerosas reglas generales.

### Reglas de agresividad

# Lo primero que tengo que hacer es convertir el sexo en un factor si no lo es  
  
matriz.pacientes.datos.rm = matriz.pacientes.datos  
  
matriz.pacientes.datos.rm$agres <- as.factor(matriz.pacientes.datos.rm$agres)  
  
part\_agr <- PART(agres~., data = matriz.pacientes.datos.rm)  
oneR\_agr <- OneR(agres~., data = matriz.pacientes.datos.rm)  
jrip\_agr <- JRip(agres~., data = matriz.pacientes.datos.rm)  
  
print("Reglas agresividad PART")

## [1] "Reglas agresividad PART"

part\_agr

## PART decision list  
## ------------------  
##   
## inhib > 0: 0 (44.0)  
##   
## asert <= 0: 1 (14.0/1.0)  
##   
## : 0 (9.0/1.0)  
##   
## Number of Rules : 3

print("Regla Agresividad OneR")

## [1] "Regla Agresividad OneR"

oneR\_agr

## inhib:  
## < 0.5 -> 1  
## >= 0.5 -> 0  
## (58/67 instances correct)

print("Reglas agresividad JRip")

## [1] "Reglas agresividad JRip"

jrip\_agr

## JRIP rules:  
## ===========  
##   
## (inhib <= 0) and (asert <= 0) => agres=1 (14.0/1.0)  
## => agres=0 (53.0/1.0)  
##   
## Number of Rules : 2

### Reglas de grupo

Las más importantes:

# Lo primero que tengo que hacer es convertir el sexo en un factor si no lo es  
  
matriz.pacientes.datos.rm = matriz.pacientes.datos  
matriz.pacientes.datos.rm <- cbind(matriz.pacientes.datos.rm, dataset$grupo)  
  
matriz.pacientes.datos.rm$`dataset$grupo` <- as.factor(matriz.pacientes.datos.rm$`dataset$grupo`)  
  
part\_gru <- PART(`dataset$grupo`~., data = matriz.pacientes.datos.rm)  
oneR\_gru <- OneR(`dataset$grupo`~., data = matriz.pacientes.datos.rm)  
jrip\_gru <- JRip(`dataset$grupo`~., data = matriz.pacientes.datos.rm)  
  
print("Reglas grupo PART")

## [1] "Reglas grupo PART"

part\_gru

## PART decision list  
## ------------------  
##   
## impuls <= 0 AND  
## fil\_men > 0 AND  
## pen\_dic > 0 AND  
## resil\_me <= 0 AND  
## rel\_ctxo\_trauma <= 0: 2 (9.0/3.0)  
##   
## impuls <= 0 AND  
## fil\_men <= 0: 2 (6.0)  
##   
## impuls <= 0 AND  
## resil\_ba <= 0 AND  
## pseu\_res <= 0: 2 (4.0)  
##   
## impuls <= 0 AND  
## ed\_estr <= 0: 3 (5.0/1.0)  
##   
## impuls > 0 AND  
## deb > 0 AND  
## resil\_ba <= 0 AND  
## ed\_estr <= 0 AND  
## sex <= 0 AND  
## ed\_perm <= 0 AND  
## pseu\_res > 0: 2 (6.0)  
##   
## impuls > 0 AND  
## gen\_ex > 0 AND  
## etiq > 0 AND  
## fil\_men > 0 AND  
## rel\_ctxo\_rel\_mala <= 0 AND  
## pseu\_res > 0 AND  
## rel\_ctxo\_trauma <= 0: 1 (5.0/1.0)  
##   
## impuls > 0 AND  
## gen\_ex > 0 AND  
## etiq > 0 AND  
## fil\_men <= 0: 4 (3.0)  
##   
## impuls > 0 AND  
## fil\_men <= 0: 1 (3.0/1.0)  
##   
## impuls <= 0: 2 (2.0)  
##   
## rel\_ctxo\_rel\_mala > 0 AND  
## edad <= 37: 1 (2.0)  
##   
## rel\_ctxo\_rel\_mala <= 0 AND  
## max\_min > 0 AND  
## raz\_emo > 0 AND  
## inhib > 0: 4 (6.0/3.0)  
##   
## rel\_ctxo\_rel\_mala <= 0 AND  
## rel\_ctxo\_trauma > 0 AND  
## ed\_norm <= 0: 4 (7.0/2.0)  
##   
## rel\_ctxo\_rel\_mala <= 0 AND  
## raz\_emo > 0: 2 (4.0/1.0)  
##   
## rel\_ctxo\_rel\_mala <= 0: 1 (3.0/1.0)  
##   
## : 2 (2.0)  
##   
## Number of Rules : 15

print("Regla grupo OneR")

## [1] "Regla grupo OneR"

oneR\_gru

## agres:  
## < 0.5 -> 2  
## >= 0.5 -> 1  
## (32/67 instances correct)

print("Reglas grupo JRip")

## [1] "Reglas grupo JRip"

jrip\_gru

## JRIP rules:  
## ===========  
##   
## (edad >= 37) and (pseu\_res >= 1) => dataset$grupo=1 (4.0/0.0)  
## => dataset$grupo=2 (63.0/33.0)  
##   
## Number of Rules : 2