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**Задание 1**

Пусть имеется та же издательская компания, которая описана в упражнении 1 лабораторной работы по наследованию, которая продает и книги, и аудио версии печатной продукции. Как и в том упражнении, создайте класс publication, хранящий название (фактически, строку) и цену (типа float) публикации. Создайте два порожденных класса: book, в котором происходит изменение счетчика страниц (типа int), и tape, в котором происходит изменение счетчика записанных на кассету минут. Каждый из классов должен иметь метод getdata(), запрашивающий информацию у пользователя, и putdata() для вывода данных на экран.

**Задание 2**

Напишите main(), где создавался бы массив указателей на класс publication. В цикле запрашивайте у пользователя данные о конкретной книге или кассете, используйте new для создания нового объекта book или tape. Сопоставляйте указатель в массиве с объектом. Когда пользователь закончит ввод исходных данных, выведите результат для всех введенных книг и кассет, используя цикл for и единственное выражение.

**Код:**

#include <iostream>

#include <string>

using namespace std;

class publication

{

private:

string title;

float price;

public:

virtual void getdata()

{

cout << "\nEnter title: "; cin >> title;

cout << "Enter price: "; cin >> price;

}

virtual void putdata()

{

cout << "\n\nTitle: " << title;

cout << "\nPrice: " << price;

}

};

class book : public publication

{

private:

int pages;

public:

void getdata()

{

publication::getdata();

cout << "Enter number of pages: "; cin >> pages;

}

void putdata()

{

publication::putdata();

cout << "\nPages: " << pages;

}

};

class tape : public publication

{

private:

float time;

public:

void getdata()

{

publication::getdata();

cout << "Enter playing time: "; cin >> time;

}

void putdata()

{

publication::putdata();

cout << "\nPlaying time: " << time;

}

};

int main()

{

publication\* pubarr[100]; //array of ptrs to pubs

int n = 0; //number of pubs in array

char choice; //user's choice

do {

cout << "\nEnter data for book or tape (b/t)? ";

cin >> choice;

if (choice == 'b') //make book object

pubarr[n] = new book; // put in array

else //make tape object

pubarr[n] = new tape; // put in array

pubarr[n++]->getdata(); //get data for object

cout << " Enter another (y/n)? "; //another pub?

cin >> choice;

} while (choice == 'y'); //cycle until not 'y'

for (int j = 0; j < n; j++) //cycle thru all pubs

pubarr[j]->putdata(); //print data for pub

cout << endl;

return 0;

}

**Вывод:**  
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**Задание 3**

В классе Distance, как показано в примерах ниже, создайте перегружаемую операцию умножения \*, чтобы можно было умножать два расстояния. Сделайте эту функцию дружественной, тогда можно будет использовать выражение типа Wdist = 7.5 \* dist2. Вам понадобится конструктор с одним аргументом для перевода величин из формата чисел с плавающей запятой в формат Distance. Напишите какой-либо main() на свое усмотрение для того, чтобы несколькими способами проверить работу этой перегружаемой операции.

**Код:**

#include <iostream>

using namespace std;

class Distance //English Distance class

{

private:

int feet;

float inches;

public:

Distance() //constructor (no args)

{

feet = 0; inches = 0.0;

}

Distance(float fltfeet) //constructor (one arg)

{ //feet is integer part

feet = static\_cast<int>(fltfeet);

inches = 12 \* (fltfeet - feet); //inches is what's left

} //constructor (two args)

Distance(int ft, float in) : feet(ft), inches(in)

{ }

void showdist() //display distance

{

cout << feet << "\'-" << inches << '\"';

}

friend Distance operator \* (Distance, Distance); //friend

};

Distance operator \* (Distance d1, Distance d2)

{

float fltfeet1 = d1.feet + d1.inches / 12; //convert to float

float fltfeet2 = d2.feet + d2.inches / 12;

float multfeet = fltfeet1 \* fltfeet2; //find the product

return Distance(multfeet); //return temp Distance

}

int main()

{

Distance dist1(3, 6.0); //make some distances

Distance dist2(2, 3.0);

Distance dist3;

dist3 = dist1 \* dist2; //multiplication

dist3 = 10.0 \* dist3; //mult and conversion

//display all distances

cout << "\ndist1 = "; dist1.showdist();

cout << "\ndist2 = "; dist2.showdist();

cout << "\ndist3 = "; dist3.showdist();

cout << endl;

return 0;

}

**Вывод:**  
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**Задание 4**

Как уже говорилось, классы можно заставлять вести себя как массивы. Пример ниже показывает один из способов создания такого класса. Взяв за основу приведенную программу, добавьте перегружаемое присваивание и перегружаемый конструктор копирования к классу Array. Затем добавьте к main() выражение Array arr2(arrl); и arr3=arrl; для проверки того, что перегружаемые операции работают. Конструктор копирования должен создать новый объект Array со своим собственным местом в памяти, выделенным для хранения элементов массива. И конструктор копирования, и оператор присваивания должны копировать содержимое старого объекта класса Array в новый.

**Код:**

#include <iostream>

using namespace std;

class Array //models a normal C++ array

{

private:

int\* ptr; //pointer to Array contents

int size; //size of Array

public:

Array(int s) //one-argument constructor

{

size = s; //argument is size of Array

ptr = new int[s]; //make space for Array

}

Array(const Array &arr)

{

size = arr.size;

ptr = new int[size];

for (int i = 0; i < size; i++)

\*(ptr + i) = \*(arr.ptr + i);

}

~Array() //destructor

{

delete[] ptr;

}

int& operator [] (int j) //overloaded subscript operator

{

return \*(ptr + j);

}

Array& operator = (const Array &arr)

{

\*this = Array(arr);

return \*this;

}

};

int main()

{

const int ASIZE = 10;

Array arr1(ASIZE);

for (int j = 0; j < ASIZE; j++)

arr1[j] = j \* j;

Array arr2(arr1);

arr2[0] = 1; // Will change only arr2[0]

Array arr3 = arr1;

arr3[0] = 2; // Will change only arr3[0]

for (int j = 0; j < ASIZE; j++)

cout << arr1[j] << ' ';

cout << endl;

for (int j = 0; j < ASIZE; j++)

cout << arr2[j] << ' ';

cout << endl;

for (int j = 0; j < ASIZE; j++)

cout << arr3[j] << ' ';

cout << endl;

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 5**

Взяв за основу программу из упражнения 1 этой лабораторной, добавьте метод типа bool, называющийся isOveersize(), к классам book и tape. Допустим, книга, в которой больше 800 страниц, или кассета со временем проигрывания более 90 минут, будут считаться объектами с превышением размера. К этой функции можно обращаться из main(), а результат ее работы выводить в виде строки «Превышение размера!» для соответствующих книг и кассет. Допустим, объекты классов book и tape должны быть доступны через указатели на них, хранящиеся в массиве типа publication.

**Код:**

#include <iostream>

#include <string>

using namespace std;

class publication

{

private:

string title;

float price;

public:

virtual void getdata()

{

cout << "\nEnter title: "; cin >> title;

cout << "Enter price: "; cin >> price;

}

virtual void putdata()

{

cout << "\n\nTitle: " << title;

cout << "\nPrice: " << price;

}

virtual bool isOveersize()

{

return false;

}

};

class book : public publication

{

private:

int pages;

public:

void getdata()

{

publication::getdata();

cout << "Enter number of pages: "; cin >> pages;

}

void putdata()

{

publication::putdata(); cout << "\nPages: " << pages;

}

bool isOveersize()

{

return pages > 800;

}

};

class tape : public publication

{

private:

float time;

public:

void getdata()

{

publication::getdata();

cout << "Enter playing time: "; cin >> time;

}

void putdata()

{

publication::putdata(); cout << "\nPlaying time: " << time;

}

bool isOveersize()

{

return time > 90;

}

};

int main()

{

publication\* pubarr[100]; //array of ptrs to pubs

int n = 0; //number of pubs in array

char choice; //user's choice

do {

cout << "\nEnter data for book or tape (b/t)? "; cin >> choice;

if (choice == 'b') pubarr[n] = new book;

else pubarr[n] = new tape; // put in array

do {

pubarr[n]->getdata();

if (pubarr[n]->isOveersize())

cout << "Oversized!\n";

else break;

} while (true);

n++;

cout << " Enter another (y/n)? "; //another pub?

cin >> choice;

} while (choice == 'y'); //cycle until not 'y'

for (int j = 0; j < n; j++) //cycle thru all pubs

pubarr[j]->putdata(); //print data for pub

cout << endl;

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 6**

Возьмите за основу программу из упражнения 8 лабораторной про перегрузку операций, где было перегружено пять арифметических операций для работы с денежным форматом. Добавьте два оператора, которые не были перегружены в том упражнении:

long double \* bМопеу //умножать число на деньги

long double / bМопеу //делить число на деньги

Эти операции требуют наличия дружественных функций, так как справа от оператора находится объект, а слева — обычное число. Убедитесь, что main() позволяет пользователю ввести две денежные строки и число с плавающей запятой, а затем корректно выполняет все семь арифметических действий с соответствующими парами значений.

**Код:**

#include <iostream>

#include <string>

#include <sstream>

using namespace std;

class money

{

private:

long double \_sum;

public:

money() {}

explicit money(long double sum) : \_sum(sum) {}

long double mstold(string sum)

{

string res = "";

for (int i = 0; i < sum.length(); i++)

{

if (isdigit(sum[i]) || sum[i] == ',')

res += sum[i];

}

return stold(res.c\_str());

}

string ldtoms(long double sum)

{

if (sum > 9999999999999990.00) return "";

ostringstream strs;

strs << fixed << sum;

string ustr = strs.str();

string newstr = "$";

int i, j;

for (i = 0; i < ustr.length() && (ustr[i] == '0' || ustr[i] == '.'); i++);

if (i > 1 && ustr[i - 1] == '.') i -= 2;

if (i == ustr.length()) return "$0,00";

for (j = ustr.length() - 1; j >= 0 && ustr[j] != '.'; j--);

j += 2;

for (; i <= j; i++)

{

if (i != 0 && i < j - 2 && (j - i + 1) % 3 == 0) newstr += '.';

newstr += ustr[i] == '.' ? ',' : ustr[i];

}

return newstr;

}

void getmoney()

{

string str;

cout << "Введите сумму в долларах:\n"; cin >> str;

\_sum = mstold(str);

}

void putmoney()

{

cout << "Денежная сумма равна: " << ldtoms(\_sum) << endl;

}

money operator+(money m)

{

return money(\_sum + m.\_sum);

}

money operator-(money m)

{

return money(\_sum - m.\_sum);

}

money operator\*(long double ld)

{

return money(\_sum \* ld);

}

long double operator/(money m)

{

return \_sum / m.\_sum;

}

money operator/(long double ld)

{

return money(\_sum / ld);

}

friend money operator \* (long double ld, money m);

friend money operator / (long double ld, money m);

};

money operator \* (long double ld, money m)

{

return money(m.\_sum \* ld);

}

money operator / (long double ld, money m)

{

return money(ld / m.\_sum);

}

int main()

{

setlocale(LC\_ALL, "");

money m1, m2;

long double s;

char ch;

do

{

m1.getmoney();

m2.getmoney();

cout << "Введите double: "; cin >> s;

cout << "m1 + m2: ";

(m1 + m2).putmoney();

cout << "m1 - m2: ";

(m1 - m2).putmoney();

cout << "m1 \* s: ";

(m1 \* s).putmoney();

cout << "m1 / m2: ";

cout << (m1 / m2) << endl;

cout << "m1 / s: ";

(m1 / s).putmoney();

cout << "s \* m1: ";

(s \* m1).putmoney();

cout << "s / m1: ";

(s / m1).putmoney();

cout << "Продолжить(y/n)? ";

cin >> ch;

} while (ch != 'n');

return 0;

}

**Вывод:**  
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**Задание 7**

Как и в предыдущем упражнении, возьмите за основу программу из упражнения 8 лабораторной по перегрузке операций. На этот раз от вас требуется добавить функцию, округляющую значение bМопеу до ближайшего доллара. Как известно, значения, не превышающие $0.49, округляются вниз, а числа от $0.50 и более округляются вверх. Можно использовать библиотечную функцию modfl(): Она разбивает переменную типа long double на целую и дробную части. Если дробная часть меньше 0.50, функция просто возвращает целую часть числа. В противном случае возвращается увеличенная на 1 целая часть. В main() проверьте работоспособность функции путем передачи в нее последовательно значений, одни из которых меньше $0.49, другие — больше $0.50.

**Код:**

#include <iostream>

#include <string>

#include <sstream>

using namespace std;

class money

{

private:

long double \_sum;

public:

money() {}

explicit money(long double sum) : \_sum(sum) {}

long double mstold(string sum)

{

string res = "";

for (int i = 0; i < sum.length(); i++)

{

if (isdigit(sum[i]) || sum[i] == ',')

res += sum[i];

}

return stold(res.c\_str());

}

string ldtoms(long double sum)

{

if (sum > 9999999999999990.00) return "";

ostringstream strs;

strs << fixed << sum;

string ustr = strs.str();

string newstr = "$";

int i, j;

for (i = 0; i < ustr.length() && (ustr[i] == '0' || ustr[i] == '.'); i++);

if (i > 1 && ustr[i - 1] == '.') i -= 2;

if (i == ustr.length()) return "$0,00";

for (j = ustr.length() - 1; j >= 0 && ustr[j] != '.'; j--);

j += 2;

for (; i <= j; i++)

{

if (i != 0 && i < j - 2 && (j - i + 1) % 3 == 0)

newstr += '.';

newstr += ustr[i] == '.' ? ',' : ustr[i];

}

return newstr;

}

// overloaded operators

// ...

// ...

void getmoney()

{

string str;

cout << "Введите сумму в долларах:\n";

cin >> str;

\_sum = mstold(str);

}

void putmoney()

{

cout << "Денежная сумма равна: " << ldtoms(\_sum) << endl;

}

friend money round(money m);

};

money round(money m)

{

long double temp = m.\_sum;

return money(modfl(m.\_sum, &temp) >= 0.5 ? temp + 1 : temp);

}

int main()

{

setlocale(LC\_ALL, "");

money m;

char ch;

do

{

m.getmoney();

round(m).putmoney();

cout << "Продолжить(y/n)? ";

cin >> ch;

} while (ch != 'n');

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 8**

Помните программу по вычислению математических выражений с дробями из предыдущей лабораторной работы? Попробуйте доработать ее, чтобы она могла вычислять значения математических выражений с рациональными числами, например типа float, а не только с одноразрядными числами:

3.14159 / 2.0 + 75.25 \* 3,333 + 6.02

Во-первых, нужно развить стек до такой степени, чтобы он мог хранить и операторы (типа char), и числа (типа float). Но как, спрашивается, можно хранить в стеке значения двух разных типов? Ведь стек — это, по сути дела, массив. Надо еще учесть, что типы char и float даже не совпадают по размеру! Даже указатели на разные типы данных (char\* и float\*) компилятор не позволит хранить в одном массиве, несмотря на то, что они одинакового размера. Единственный способ хранить в массиве два разных типа указателей — сделать эти типы наследниками одного и того же базового класса. При этом базовому классу даже нет нужды иметь какие-то собственные данные, это может быть абстрактный класс, из которого никакие объекты создаваться не будут.

Конструкторы могут хранить значения в порожденных классах обычным способом, но должна иметься специальная чистая виртуальная функция для того, чтобы извлечь эти значения.

Виртуальные функции базового класса должны быть реализованы во всех порожденных классах, в противном случае классы становятся абстрактными. Таким образом, классу Operand нужна функция getNumber(), несмотря на то, что она фиктивная. Классу Number нужна функция getOperand(), несмотря на то, что она тоже фиктивная.

Поработайте над этим каркасом, сделайте его реально работающей программой, добавив класс Stack, содержащий объекты класса Token, и функцию main(), в которой бы заносились в стек и извлекались из него разные арифметические операторы и числа в формате с плавающей запятой.

**Код:**

#include <iostream>

#include <cstring>

#include <string>

using namespace std;

const int LIMIT = 100;

const int MAX = 100;

class Token {

public:

virtual float getNumber() = 0;

virtual char getOperand() = 0;

};

class Operand : public Token {

private:

char \_oper;

public:

Operand(char oper) : \_oper(oper) {}

char getOperand()

{

return \_oper;

}

float getNumber()

{

return 0;

}

};

class Number : public Token {

private:

float \_fnum;

public:

Number(float fnum) : \_fnum(fnum) {}

float getNumber()

{

return \_fnum;

}

char getOperand()

{

return 0;

}

};

class Stack

{

private:

Token \*\_arr[LIMIT];

int \_next;

public:

Stack() : \_next(0) {}

void push(Token \*el)

{

if (\_next == LIMIT)

{

cout << "\nStack overflow\n";

return;

}

\_arr[\_next++] = el;

}

Token\* pop()

{

if (\_next == 0)

{

cout << "\nStack is empty\n"; exit(0);

}

return \_arr[--\_next];

}

int count()

{

return \_next;

}

};

class express

{

private:

Stack s;

char\* pStr;

int len;

public:

express(char\* ptr)

{

pStr = ptr;

len = strlen(pStr);

}

float operation(float f1, float f2, char op)

{

switch (op)

{

case '+': return f1 + f2; break;

case '-': return f1 - f2; break;

case '\*': return f1 \* f2; break;

case '/': return f1 / f2; break;

default: cout << "\nНеизвестный оператор" << op; exit(1);

}

}

bool isOperand(char ch)

{

return ch == '+' || ch == '-' || ch == '\*' || ch == '/';

}

void parse()

{

char lastop, temp[MAX];

float lastval, secval, buf;

int k, j;

for (j = 0, k = 0; j < len; j++)

{

if (isdigit(pStr[j]) || pStr[j] == ',')

{

temp[k++] = pStr[j];

}

else

{

temp[k] = '\0';

k = 0;

buf = stof(temp);

s.push(new Number(buf));

if (!isOperand(pStr[j]))

{

cout << "\nНеизвестный символ";

exit(1);

}

if (s.count() == 1)

s.push(new Operand(pStr[j]));

else

{

lastval = s.pop()->getNumber();

lastop = s.pop()->getOperand();

if ((pStr[j] == '\*' || pStr[j] == '/') && (lastop == '+' || lastop == '-'))

{

s.push(new Operand(lastop));

s.push(new Number(lastval));

}

else

{

secval = s.pop()->getNumber();

s.push(new Number(operation(secval, lastval, lastop)));

}

s.push(new Operand(pStr[j]));

}

}

}

temp[k] = '\0';

buf = stof(temp);

s.push(new Number(buf));

}

float solve()

{

float lastval, secval;

char oper, oper2;

while (s.count() > 2)

{

lastval = s.pop()->getNumber();

oper = s.pop()->getOperand();

secval = s.pop()->getNumber();

if (s.count() != 0)

{

oper2 = s.pop()->getOperand();

if (oper2 == '-')

{

secval \*= -1;

oper2 = '+';

}

s.push(new Operand(oper2));

}

s.push(new Number(operation(secval, lastval, oper)));

}

return s.pop()->getNumber();

}

};

int main()

{

setlocale(LC\_ALL, "");

char ans;

char string[MAX];

cout << "\nВведите арифметическое выражение в виде 2+3\*4/3-2"

"\nНе используйте пробелы и скобки";

do

{

cout << "\nВыражение: "; cin >> string;

express\* eptr = new express(string);

eptr->parse();

cout << "\nРезультат: "

<< eptr->solve();

delete eptr;

cout << "\nЕще одно выражение (y/n)? ";

cin >> ans;

} while (ans == 'y');

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 9**

Пусть есть классы, данные ниже. Предположим, что любая лошадь, которая на скачках к середине дистанции находится впереди всех, становится практически непобедимой. Относительно класса лошадей создадим порожденный класс comhorse (для конкурентоспособной лошади). Перегрузим функцию horse\_tick() в этом классе таким образом, чтобы каждая лошадь могла проверять, является ли она ведущей и нет ли поблизости соперников (скажем, ближе, чем на 0,1 форлонг (1/80 часть мили или 20,1 м.)). Если есть, то ей следует немного ускориться. Может быть, не настолько, чтобы побеждать на всех скачках, но в достаточной мере для того, чтобы оставаться конкурентоспособной.

Как каждая лошадь узнает, где находятся остальные? Моделирующий ее объект должен иметь доступ к области памяти, в которой хранятся данные о соперниках. В программе это hArray. Будьте внимательны: вы создаете класс для передовой лошади, он должен быть наследником класса всех лошадей. Поэтому классу comhorse потребуется перегрузить hArray.

Вам может потребоваться создать еще один производный класс, comtrack, для отслеживания позиции лошади.

Можно непрерывно проверять, лидирует ли ваша лошадь, и если она впереди всех, но лишь ненамного, следует ее немного ускорить.

**Код:**

#include "msoftcon.h" //for console graphics

#include <iostream> //for I/O

#include <cstdlib> //for random()

#include <ctime> //for time()

using namespace std;

const int CPF = 5; //columns per furlong

const int maxHorses = 7; //maximum number of horses

class track; //for forward references

class horse

{

protected:

const track\* ptrTrack; //pointer to track

const int horse\_number; //this horse's number

float finish\_time; //this horse's finish time

float distance\_run; //distance run so far

public: //create the horse

horse(const int n, const track\* ptrT) :

horse\_number(n), ptrTrack(ptrT),

distance\_run(0.0) //haven't moved yet

{ }

~horse() //destroy the horse

{ /\*empty\*/

} //display the horse

void display\_horse(const float elapsed\_time);

}; //end class horse

class track

{

protected:

horse\* hArray[maxHorses]; //array of ptrs-to-horses

int total\_horses; //total number of horses

int horse\_count; //horses created so far

const float track\_length; //track length in furlongs

float elapsed\_time; //time since start of race

public:

track(float lenT, int nH); //2-arg constructor

~track(); //destructor

void display\_track(); //display track

void run(); //run the race

float get\_track\_len() const; //return total track length

}; //end class track

void horse::display\_horse(float elapsed\_time) //for each horse

{ //display horse & number

set\_cursor\_pos(1 + int(distance\_run \* CPF),

2 + horse\_number \* 2);

//horse 0 is blue

set\_color(static\_cast<color>(cBLUE + horse\_number));

//draw horse

char horse\_char = '0' + static\_cast<char>(horse\_number);

\_putch(' '); \_putch('\xDB'); \_putch(horse\_char); \_putch('\xDB');

//until finish,

if (distance\_run < ptrTrack->get\_track\_len() + 1.0 / CPF)

{

if (rand() % 3) //skip about 1 of 3 ticks

distance\_run += 0.2F; //advance 0.2 furlongs

finish\_time = elapsed\_time; //update finish time

}

else

{ //display finish time

int mins = int(finish\_time) / 60;

int secs = int(finish\_time) - mins \* 60;

cout << " Time=" << mins << ":" << secs;

}

} //end display\_horse()

track::track(float lenT, int nH) : //track constructor

track\_length(lenT), total\_horses(nH),

horse\_count(0), elapsed\_time(0.0)

{

init\_graphics(); //start graphics

total\_horses = //not more than 7 horses

(total\_horses > maxHorses) ? maxHorses : total\_horses;

for (int j = 0; j < total\_horses; j++) //make each horse

hArray[j] = new horse(horse\_count++, this);

time\_t aTime; //initialize random numbers

srand(static\_cast<unsigned>(time(&aTime)));

display\_track();

} //end track constructor

track::~track() //track destructor

{

for (int j = 0; j < total\_horses; j++) //delete each horse

delete hArray[j];

}

void track::display\_track()

{

clear\_screen(); //clear screen

//display track

for (int f = 0; f <= track\_length; f++) //for each furlong

for (int r = 1; r <= total\_horses \* 2 + 1; r++) //and screen row

{

set\_cursor\_pos(f\*CPF + 5, r);

if (f == 0 || f == track\_length)

cout << '\xDE'; //draw start or finish line

else

cout << '\xB3'; //draw furlong marker

}

} //end display\_track()

void track::run()

{

while (!\_kbhit())

{

elapsed\_time += 1.75; //update time

//update each horse

for (int j = 0; j < total\_horses; j++)

hArray[j]->display\_horse(elapsed\_time);

wait(500);

}

\_getch(); //eat the keystroke

cout << endl;

}

float track::get\_track\_len() const

{

return track\_length;

}

class comhorse : public horse

{

public:

comhorse(const int n, const track\* ptrT) : horse(n, ptrT) {}

float get\_distance()

{

return distance\_run;

}

void horse\_tick()

{

set\_cursor\_pos(1 + int(distance\_run\*CPF), 2 + horse\_number \* 2);

set\_color(static\_cast<color>(cBLUE + horse\_number));

char horse\_char = '0' + static\_cast<char>(horse\_number);

cout << ' ' << '\xDB' << horse\_char << '\xDB';

distance\_run += 0.2F;

}

};

class comtrack : public track

{

private:

comhorse \*hArray[maxHorses];

public:

comtrack(float lenT, int nH) : track(lenT, nH)

{

horse\_count = 0;

for (int j = 0; j < total\_horses; j++)

hArray[j] = new comhorse(horse\_count++, this);

}

void run()

{

while (!\_kbhit())

{

int horse\_leader = 0;

float delta = 0.0;

elapsed\_time += 1.75;

for (int j = 0; j < total\_horses; j++)

hArray[j]->display\_horse(elapsed\_time);

for (int j = 0; j < total\_horses; j++)

if (hArray[horse\_leader]->get\_distance() < hArray[j]->get\_distance())

horse\_leader = j;

for (int j = 0; j < total\_horses; j++)

if (hArray[horse\_leader]->get\_distance() - hArray[j]->get\_distance() > delta)

delta = hArray[horse\_leader]->get\_distance() - hArray[j]->get\_distance();

if ((hArray[horse\_leader]->get\_distance() > (track\_length + 1.0 / CPF) / 2) &&

(hArray[horse\_leader]->get\_distance() < (track\_length + 1.0 / CPF)) &&

(delta <= 2.2f))

{

hArray[horse\_leader]->horse\_tick();

}

wait(100);

}

\_getch();

cout << endl;

}

};

int main()

{

float length;

int total;

//get data from user

cout << "\nEnter track length (furlongs; 1 to 12): ";

cin >> length;

cout << "\nEnter number of horses (1 to 7): ";

cin >> total;

comtrack theTrack(length, total); //create the track

theTrack.run(); //run the race

return 0;

} //end main()

**Вывод:**  
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**Задание 10**

Упражнение 4 в главе про перегрузку операций включало в себя добавление к классу Linklist перегружаемого деструктора. Допустим, мы заполняем объект этого класса данными, а затем присваиваем один класс целиком другому, используя стандартный оператор присваивания:

list2 = listl;

Допустим, что впоследствии мы удалим объект класса Listl. Можем ли мы все еще использовать list2 для доступа к введенным данным? Увы, нет, так как при удалении listl все его ссылки были удалены. Единственное, что было известно объекту linklist про удаленный объект, это указатель на него. Но его удалили, указатель в List2 стал недееспособным, и все попытки получить доступ к данным приведут к получению мусора вместо данных, а в худшем случае — к зависанию программы.

Один из способов избежать этих проблем — перегрузить оператор присваивания, чтобы он вместе с объектом копировал бы все его ссылки. Но тогда придется пройти по всей цепочке, поочередно копируя все ссылки. Как отмечалось ранее, следует также перегружать конструктор копирования. Чтобы была возможность удалять объекты linklist в main(), можно создавать их с помощью указателя и new. В таком случае проще будет проверять работу новых операций. Не переживайте, если обнаружите, что в процессе копирования порядок следования данных изменился.

**Код:**

#include <iostream>

using namespace std;

struct link //one element of list

{

int data; //data item

link\* next; //pointer to next link

};

class linklist //a list of links

{

private:

link\* first; //pointer to first link

public:

linklist() //no-argument constructor

{

first = NULL;

}

linklist(const linklist &list) //no-argument constructor

{

if (list.first == NULL) return;

first = new link();

first->data = list.first->data;

link \*cur1 = first;

link \*cur2 = list.first;

while (cur2->next != NULL)

{

cur2 = cur2->next;

cur1->next = new link();

cur1 = cur1->next;

cur1->data = cur2->data;

}

}

linklist& operator=(const linklist &list)

{

\*this = linklist(list);

return \*this;

}

~linklist(); //destructor

void additem(int d); //add data item (one link)

void display(); //display all links

};

void linklist::additem(int d) //add data item

{

link\* newlink = new link; //make a new link

newlink->data = d; //give it data

newlink->next = first; //it points to next link

first = newlink; //now first points to this

}

void linklist::display() //display all links

{

link\* current = first; //set ptr to first link

while (current != NULL) //quit on last link

{

cout << " " << current->data; //print data

current = current->next; //move to next link

}

}

linklist::~linklist() //destructor

{

link\* current = first; //set ptr to first link

cout << "\nУдаление списка!\n";

while (current != NULL) //quit on last link

{

link\* temp = current; //save ptr to this link

current = current->next; //get ptr to next link

cout << temp->data << " ";

delete temp; //delete this link

}

}

int main()

{

setlocale(LC\_ALL, "");

linklist \*li = new linklist(); //make linked list

cout << "\nОбъявление нового списка:\n";

li->additem(25); //add four items to list

li->additem(36);

li->additem(49);

li->additem(64);

li->display(); //display entire list

linklist copy = \*li;

delete li;

cout << "\nПроверка копии списка:\n";

copy.display();

cout << endl;

return 0;

}

**Вывод:**  
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**Задание 11**

Выполните изменения в предложенной программе соответствии с упражнением 7. То есть заставьте программу анализировать выражения, содержащие числа в формате с плавающей запятой. Совместите классы, предложенные в упражнении 7, с алгоритмами из программы, приведённой ниже. Вам придется работать с указателями на символы вместо работы с самими символами

Реализовано в 8м задании