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**Задание 1**

Напишите программу, которая принимает группу чисел от пользователя и помещает их в массив типа float. После того как числа будут помещены в массив, программа должна подсчитать их среднее арифметическое и вывести результат на дисплей. Используйте указатели везде, где только возможно.

**Код:**

#include <iostream>

using namespace std;

int main()

{

float flarr[100]; //array for numbers

char ch; //user decision

int num = 0; //counts numbers input

do

{

cout << "Enter number: "; //get numbers from user

cin >> \*(flarr + num++); //until user answers 'n'

cout << " Enter another (y/n)? ";

cin >> ch;

} while (ch != 'n');

float total = 0.0; //total starts at 0

for (int k = 0; k < num; k++) //add numbers to total

total += \*(flarr + k);

float average = total / num; //find and display average

cout << "Average is " << average << endl;

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 2**

Используйте класс String, который приведён ниже. Добавьте к нему метод upit(), который будет переводить символы строки в верхний регистр. Вы можете использовать библиотечную функцию toupper(), которая принимает отдельный символ в качестве аргумента и возвращает символ, переведенный в верхний регистр (если это необходимо). Эта функция использует заголовочный файл Cctype. Добавьте в функцию main() необходимые строки для тестирования метода upit().

**Код:**

#include <iostream>

#include <cstring> //for strcpy(), etc

#include <cctype> //for toupper()

using namespace std;

class String //user-defined string type

{

private:

char\* str; //pointer to string

public:

String(const char\* s) //constructor, one arg

{

int length = strlen(s); //length of string argument

str = new char[length + 1]; //get memory

strcpy\_s(str, length \* sizeof(char) + sizeof(char), s); //copy argument to it

}

~String() //destructor

{

delete str;

}

void display() //display the String

{

cout << str;

}

void upit(); //uppercase the String

};

void String::upit() //uppercase each character

{

char\* ptrch = str; //pointer to this string

while (\*ptrch) //until null,

{

\*ptrch = toupper(\*ptrch); //uppercase each character

ptrch++; //move to next character

}

}

int main()

{

String s1 = "He who laughs last laughs best.";

cout << "\ns1="; //display string

s1.display();

s1.upit(); //uppercase string

cout << "\ns1="; //display string

s1.display();

cout << endl;

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 3**

Используйте массив указателей на строки, представляющие собой названия дней недели, из примера ниже. Напишите функции для сортировки этих строк в алфавитном порядке, используя в качестве основы функции bsort() и order() из программы сортировки, представленной ниже. Сортировать необходимо указатели на строки, а не сами строки.

**Код:**

#include <iostream>

#include <cstring> //for strcmp(), etc.

using namespace std;

const int DAYS = 7; //number of pointers in array

int main()

{

void bsort(const char\*\*, int); //prototype

//array of pointers to char

const char\* arrptrs[DAYS] = { "Sunday", "Monday", "Tuesday",

"Wednesday", "Thursday",

"Friday", "Saturday" };

cout << "\nUnsorted:\n";

for (int j = 0; j < DAYS; j++) //display unsorted strings

cout << \*(arrptrs + j) << endl;

bsort(arrptrs, DAYS); //sort the strings

cout << "\nSorted:\n";

for (int j = 0; j < DAYS; j++) //display sorted strings

cout << \*(arrptrs + j) << endl;

return 0;

}

void bsort(const char\*\* pp, int n) //sort pointers to strings

{

void order(const char\*\*, const char\*\*); //prototype

int j, k; //indexes to array

for (j = 0; j < n - 1; j++) //outer loop

for (k = j + 1; k < n; k++) //inner loop starts at outer

order(pp + j, pp + k); //order the pointer contents

}

void order(const char\*\* pp1, const char\*\* pp2) //orders two pointers

{ //if string in 1st is

if (strcmp(\*pp1, \*pp2) > 0) //larger than in 2nd,

{

const char\* tempptr = \*pp1; //swap the pointers

\*pp1 = \*pp2;

\*pp2 = tempptr;

}

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 4**

Добавьте деструктор в программу связного списка. Он должен удалять все элементы списка при удалении объекта класса linklist. Элементы должны удаляться по очереди, в соответствии с их расположением в списке. Протестируйте деструктор путем вывода сообщения об удалении каждого из элементов списка; удалено должно быть также количество элементов, какое было положено в список (деструктор вызывается автоматически для каждого существующего объекта).

**Код:**

#include <iostream>

using namespace std;

struct link //one element of list

{

int data; //data item

link\* next; //pointer to next link

};

class linklist //a list of links

{

private:

link\* first; //pointer to first link

public:

linklist() //no-argument constructor

{

first = NULL;

} //no first link

~linklist(); //destructor

void additem(int d); //add data item (one link)

void display(); //display all links

};

void linklist::additem(int d) //add data item

{

link\* newlink = new link; //make a new link

newlink->data = d; //give it data

newlink->next = first; //it points to next link

first = newlink; //now first points to this

}

void linklist::display() //display all links

{

link\* current = first; //set ptr to first link

while (current != NULL) //quit on last link

{

cout << " "<< current->data; //print data

current = current->next; //move to next link

}

}

linklist::~linklist() //destructor

{

link\* current = first; //set ptr to first link

while (current != NULL) //quit on last link

{

link\* temp = current; //save ptr to this link

current = current->next; //get ptr to next link

cout << temp->data << " ";

delete temp; //delete this link

}

}

int main()

{

linklist li; //make linked list

li.additem(25); //add four items to list

li.additem(36);

li.additem(49);

li.additem(64);

li.display(); //display entire list

cout << endl;

return 0;

}

**Вывод:**  
**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGAAAAAgCAYAAADtwH1UAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAALoSURBVGhD7Zkxbt0wDIbZzM++RIt06ZQL2HfonqWjXw5QdC46FrDnLrlCF79LZH+A31kcUZZdSpYsUg0goNUHGImdR5HUT8lPzLtZAYVs3JmfhUwUATLDFOAGQ1tDVVX6aoebeU64DdDWNdTtoD6dQNDe9l2fL+Y5j8v5j20wdk5+QS5wVnGHbG9Du/3N+xl8Bxwy9XNTVXM3mnsv09w36jNdN1dNr+6khOyX502/PnHvpYxz5+bCyi/M2BFbPVYz0/CmvjmMNyoAOogljE70xI1pAgTtdUKdmjZCoo8VNx9Ofnz2BRITILIFXeD38wN8hp/b8qnrFqxVpraOL98Avv96gvfmkYgj++kKL+bXjQ8f4eHlCpO5FaF8/Xh+hK9PqydGfiImuKqAP90LZsIIEWBZshVdn1iBpCqtCkqozmN7d8tYKoz654A+TqeTvuxqjOcnAf24+eMKWH3j5f6dIYC9p1nP3AmTCsCxN3u0Dh79jp5tSYCepG3CI/kJ0Nsow84VibUCaIHQAGlluZdt4yfJHkXiDB7CEvk4Py7cydegf1JArJcwVWx7YZp7C18FS4jZO8HLMVsYmXFRfj50TFzB9v6jAqxGa2VGJ+iNBaCrRD62HTte+28kgvx2LCuIjq/H2Iok7r/0gjJTWhGZKQJkpgiQmSJAZooAmSkCZMYIUPr9Yf6y3x9j7bUcn+6XA0Xp9+NY9qkXT87p8aozGDqIDbAdzxNPukH7/6DfH+Ou9PslJPT7Y8T64VYFJVTnsb27ZSwVJm24oQ9/r2UZ/yg/CejHzR9XAO31SOdHCeB28kg71p0wqQAc+3+83x9DrwBaIDRAWlnuZdv4SbJHkTiDh7BEXlZAKD8u3MnXoH9BAemXMFVse2GaewtfBUuI2QuD32O2MDLjovx86Ji4gu39x4DVaK3M6AS9sQB0lcjHtmPHa/+NRJDfjmUF0fH1GFuRcPwfU/4fkJnSishMESAzRYCsALwCXymNepJPIZEAAAAASUVORK5CYII=)**

**Задание 5**

Предположим, что в функции main() определены три локальных массива одинакового размера и типа (скажем, float). Первые два уже инициализированы значениями. Напишите функцию addarrays(), которая принимает в качестве аргументов адреса трех массивов, складывает соответствующие элементы двух массивов и помещает результат в третий массив. Четвертым аргументом этой функции может быть размерность массивов. На всем протяжении программы используйте указатели.

**Код:**

#include <iostream>

#include <iomanip>

using namespace std;

const int SIZE = 5;

void addarrays(float \*arr1, float \*arr2, float \*arr3, int size)

{

for (int i = 0; i < size; i++)

\*(arr3 + i) = \*(arr1 + i) + \*(arr2 + i);

}

int main()

{

float arr1[SIZE], arr2[SIZE], arr3[SIZE];

for (int i = 0; i < SIZE; i++)

{

\*(arr1 + i) = i \* i - i \* 2.4;

cout << setw(8) << \*(arr1 + i) << " ";

}

cout << endl;

for (int i = 0; i < SIZE; i++)

{

\*(arr2 + i) = i \* 5 / 2.3;

cout << setw(8) << \*(arr2 + i) << " ";

}

cout << endl;

addarrays(arr1, arr2, arr3, SIZE);

for (int i = 0; i < SIZE; i++)

cout << setw(8) << \*(arr3 + i) << " ";

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 6**

Создайте свою версию библиотечной функции strcmp(s1, s2), которая сравнивает две строки и возвращает -1, если s1 идет первой по алфавиту, О, если в s1 и s2 одинаковые значения, и 1, если s2 идет первой по алфавиту. Назовите вашу функцию compstr(). Она должна принимать в качестве аргументов два указателя на строки char \*, сравнивать эти строки посимвольно и возвращать число int. Напишите функцию main() для проверки работы вашей функции с разными строками. Используйте указатели во всех возможных ситуациях.

**Код:**

#include <iostream>

using namespace std;

int strcmp(const char \*str1, const char \*str2)

{

for (int i = 0; i < strlen(str1); i++)

{

if(\*(str1 + i) == \*(str2 + i)) continue;

return \*(str1 + i) > \*(str2 + i) ? 1 : -1;

}

return 0;

}

int main()

{

const char \*ch1 = "String1";

const char \*ch2 = "String2";

const char \*ch3 = "AString";

const char \*ch4 = "astring";

const char \*ch5 = "astring";

cout << strcmp(ch1, ch2) << endl;

cout << strcmp(ch1, ch3) << endl;

cout << strcmp(ch3, ch4) << endl;

cout << strcmp(ch4, ch5) << endl;

return 0;

}

**Вывод:**  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAABACAYAAAD8v5yoAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAE6SURBVFhH7ZYxTsMwGIVfPce+BAhm4ADJ1gN0Z2F0eg3YE26B2JOtN+gF0ktwAePEP8hp2vw2zQL4k6zIlvz0235+8cpYcCGCvhcRKHJAXSgoVaKlER9epC3t5Cdg80gDUxgRW8EL8Paxw/aGhk7AiFxhu3vFmnrnWGhjDzUKpSClHNq5zZul90kQjTZSatNQ12eR5bCVNFqaLMtG7biiX2f7eZLIFBKZzwsOEZIXHCIkLzhESF5wJJ+cICQvOFKeTPmfIul9Ekt6n6T3SQh/UaQtPdsXtb27kfRmknllusE2naly29cxvy7rMy1zUzkFR1eZ/HiMwS7Bs/Ag4GweU4zA/S2uKQ7U3Ts2+z2eH1a02EDchfLLd/sSUwn68kcTfrIn49NxVz/6dL7K/86KSIGelCdTFhABPgF0WwR+r/LvPwAAAABJRU5ErkJggg==)

**Задание 7**

Модифицируйте класс person из программы, представленной ниже, чтобы он включал в себя не только имя человека, но и сведения о его зарплате в виде поля salary типа float. Вам будет необходимо изменить методы setName() и printName() на setData() и printData(), включив в них возможность ввода и вывода значения salary, как это можно сделать с именем. Вам также понадобится метод getSalary(). Используя указатели, напишите функцию salsortQ, которая сортирует указатели массива persPtr по значениям зарплаты. Попробуйте вместить всю сортировку в функцию salsort(), не вызывая других функций, как это сделано в программе PERS0RT.

**Код:**

#include <iostream>

#include <string>

using namespace std;

class person

{

protected:

string name;

float salary;

public:

void setData()

{

cout << "Enter name: "; cin >> name;

cout << "Enter salary: "; cin >> salary;

}

void printData()

{

cout << endl << name << " " << salary;

}

string getName()

{

return name;

}

float getSalary()

{

return salary;

}

};

void salsort(person \*\*pp, int n)

{

for (int i = 0; i < n; i++)

for (int j = 0; j < n - i - 1; j++)

if ((\*(pp + j))->getSalary() > (\*(pp + j + 1))->getSalary())

{

person\* temp = \*(pp + j);

\*(pp + j) = \*(pp + j + 1);

\*(pp + j + 1) = temp;

}

}

int main()

{

person \*persPtr[100];

int n = 0;

char choice;

do {

persPtr[n] = new person;

persPtr[n]->setData();

n++;

cout << "Enter another (y/n)? ";

cin >> choice;

} while (choice == 'y');

cout << "\nUnsorted list:";

for (int j = 0; j < n; j++)

{

persPtr[j]->printData();

}

salsort(persPtr, n);

cout << "\nSorted list:";

for (int j = 0; j < n; j++)

{

persPtr[j]->printData();

}

cout << endl;

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 8**

Исправьте функцию additem() из программы связного списка так, чтобы она добавляла новый элемент в конец списка, а не в начало. Для того чтобы добавить элемент, вам необходимо будет пройти по цепи до конца списка, а затем изменить указатель последнего элемента так, чтобы он указывал на новый элемент.

**Код:**

#include <iostream>

using namespace std;

struct link

{

int data;

link\* next;

};

class linklist

{

private:

link\* first;

public:

linklist()

{

first = NULL;

}

void additem(int d);

void display();

};

void linklist::additem(int d)

{

link\* newlink = new link;

newlink->data = d;

newlink->next = NULL;

if (first != NULL)

{

link\* current = first;

while (current->next != NULL)

{

current = current->next;

}

current->next = newlink;

}

else first = newlink;

}

void linklist::display()

{

link\* current = first;

while (current != NULL)

{

cout << current->data << endl;

current = current->next;

}

}

int main()

{

linklist li;

li.additem(25);

li.additem(36);

li.additem(49);

li.additem(64);

li.display();

return 0;

}

**Вывод:**  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAA+CAYAAAD08EFCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAJ/SURBVEhL7Ze/jtpAEMa/oJTYL3FRrqHI8QJ2hxSJCtGS4kpzRcqE2kp5kqG9hja5CinCDxFIQcPJvAQ8gDOzu7Zn14a7o7lEuZ9kwf6Z3Z31fDPwJidwJi3zeRZknGLs+/A8Tz3hdGeGNLtpWI7V5iwjL4+WfHgiS/LAC/IkM20iS4I8kB2CVm+2x6ynF8LFRwy6K9z/tHc/huNzhu0K6Ly/MO1HMCdQsAtekOTykHzsdrtdPnK8NOZJnuNvE3IDZfxUQ8UyorlRzncM3XiiIe2XBLSzeT2IPM/ySfllVi4myzH52l40PM/nvzROx5WWLa1a7DANGzSv3nbJMuegKfXNKI07fQbHWAe+jCK3LbGN1S5FaDJ8Eor7JBKhW+lAGfPqTbFbuFEIQWGpykHptZxsdrZOXfXVXlWvPwI2D3S/BStsM/PVxSxnsPXKyMzBqMRRZJJTetXYmpYLver5mfwNxrspQqrTfjgV0cXYWvbHqekvjWnC9QSdEYWmBRte4X6wxuFwoOc34s3QTgZlyLFiRATVJUqIOS0+Lm2K+O4GtaqcbUkWDu8u0V1tqZLTsdNbZYmbpnre62OEORalm9q9YsHWcBPjrtGS6WG2jrEZ6gvz/WvgS4yuGYVUlHyaEp6CfTaDtp7dC3MRKYh5NEhkXve/XWK9n5Ezmlc9P5MXNz5SfyVNej9Vfyt04o8iOwLVj/Vj9bfgmN5bi3kXA9xWIeiHsE59Qu/k8wqTbd+kmQP23zuYXI3pn4fmlN7JuIv4cxHqhEoAGzzw7ukYp/T+tqy/DePpYo78V44P3lfTo+H2px8H/e9GXoKsvzWcC6NkcLz+1nCM/0k9A38AeGRJrXAp5a0AAAAASUVORK5CYII=)

**Задание 9**

Допустим, что нам нужно сохранить 100 целых чисел так, чтобы иметь к ним легкий доступ. Допустим, что при этом у нас есть проблема: память нашего компьютера так фрагментирована, что может хранить массив, наибольшее количество элементов в котором равно десяти (такие проблемы действительно появляются, хотя обычно это происходит с объектами, занимающими большое количество памяти). Вы можете решить эту проблему, определив 10 разных массивов по 10 элементов в каждом и массив из 10 указателей на эти массивы. Массивы будут иметь имена а0, a1, а2 и т. д. Адрес каждого массива будет сохранен в массиве указателей типа int\*, который называется ар. Вы сможете получить доступ к отдельному целому используя выражение ap[j] [к], где j является номером элемента массива указателей, а к — номером элемента в массиве, на который этот указатель указывает. Это похоже на двумерный массив, но в действительности является группой одномерных массивов. Заполните группу массивов тестовыми данными (скажем, номерами 0, 10, 20 и т. д.), а затем выведите их, чтобы убедиться, что все работает правильно.

**Код:**

#include <iostream>

#include <iomanip>

using namespace std;

int main()

{

int a1[10], a2[10], a3[10], a4[10], a5[10];

int a6[10], a7[10], a8[10], a9[10], a10[10];

int \*ap[] = { a1, a2, a3, a4, a5, a6, a7, a8, a9, a10};

for (int i = 0; i < 10; i++)

for (int j = 0; j < 10; j++)

ap[i][j] = i \* j;

for (int i = 0; i < 10; i++, cout << endl)

for (int j = 0; j < 10; j++, cout << " ")

cout << setw(4) << ap[i][j] ;

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 10**

Описанный в упражнении 9 подход нерационален, так как каждый из 10 массивов объявляется отдельно, с использованием отдельного имени, и каждый адрес получают отдельно. Вы можете упростить программу, используя операцию new, которая позволит вам выделить память для массивов в цикле и одновременно связать с ними указатели. Перепишите программу упражнения 9, используя этот подход. Доступ к отдельному элементу массивов вы сможете получить, используя то же выражение, что и в упражнении 9, или аналогичное выражение с указателями.

**Код:**

#include <iostream>

#include <iomanip>

using namespace std;

int main()

{

int \*ap[10];

for (int i = 0; i < 10; i++)

{

\*(ap + i) = new int[10];

for (int j = 0; j < 10; j++)

\*(\*(ap + i) + j) = i \* j;

}

for (int i = 0; i < 10; i++, cout << endl)

for (int j = 0; j < 10; j++, cout << " ")

cout << setw(4) << \*(\*(ap + i) + j);

return 0;

}

**Вывод:**  
![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAS0AAACfCAYAAACslo8kAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABmsSURBVHhe7Z29btzI0obLjte6CQlW4sAaX4CdCTCgSKt0vsChrcChrHhW4QK2UwdHqazIgGBlvgFLGyjRwroJ+QL0dXWTHDbZvzNdRRJbD8CzZ2a0fFnd1TVkT/e7jx4UIAiCMBEeV/8UBEGYBE3Runy3AU+ePNHHxqtPcFe9z4Xoi77oi36SPj4efn/75OHJy48Pv/CF+t+PL9Xrt9/1Kw5EX/RFX/RT9VXR+v7w9snLh4/m3zD8+vjwsvseGaIv+qIv+tVLJKL/GC6/wSk8g6eb1a3X3Sd4tXMMPx9+wu2v6j1KRF/0RV/0M/TNnNZsG7bwjzc2YGPnHPavr+GvF4/0RyyIvuiLvugn6uui9fDzA+zoP76H+/sfcFhXPSZEX/RFX/RT9R/D1ja8ePQI5metP767gPOrGWxvVa8pEX3RF33Rz9HHiS179r56PdivB6Iv+qIv+n59XbQe1J/jz4x//PGHPjgv2CD6oi/6op+mL9t4BEGYFLKNRxCESSFFSxCESSFFSxCESSFFSxCESSFFSxCESSFFSxCESdEUraH9dEApfnq1ARsb7+CyeoePS3i3sYz/1Sfe6NttP4R+Q73/i7n/7z69suIfpg1M/rHrV23ejh0P3j6w839j4xXwNr/d9hvvIhUA12nZK1LNQi/WBWbf3z48QSuKj/jPtw/cS9sw/iZcVlsOF2jV0boeNky/v32r+qC1OpmDXx9fPrwcrsGrPh+izd3wrkg3/d5uf+wPvhzo6vevp4u607qEb6czWHw5BLP1ZxMOvyxgdnrCVG1VlT0BOMONkk+rt5jZ/XwPn3erF5uvYX92BecX3N/0NbuwNwe4+ZdX/+7TGziGBbzfq974D3H59zHA4nqZA4NSjcf3XBfzC26vAJ413jA4BPZhdnWrPmFA7zOcw1Gz8VDVn6M5XJ1feO80h/fTwov88VkN1bHQ70RWVPufnLY7kQGl+QbHbfPF9V/CFIl9+HvAx6Mld+ob/HR+tNw8TM4uvF/M4PSgjlk9Kqrxr6omz5j8dQtquNlsbQeLppnTGtpPZ0RcvjuA05m642Cuos281vMPfAlTYe40vjAOlD4/PzxfFg32OdUrOL7dg9+/f+vj/uwZHO8MM7equ4I5+TYPf+iYPzzH9v8TH3vgB1cy7O7BXN02fWsaWz15qW/QXiFroYvW0H46YwEnhA+sR2U+8BG1HjRHtzvxychSXL6Dg5sFfBmw03HQ1LHjcfbsGHZYC1fncUwPpBtgfkI3d1mzfXjN3BX4hblxAPBVt/9XgAP1miv/1Nfz5+sF3ChNc5f7BuBooXokgHMScqjJaD0hzz8Rj+jJx0En4FtgOzBNhOKkb727vnsMNjHNmgeuHz4cvuXkDPQDjGusD/1jFPZ/oCFG4afVMFTR0rojKVjVryeDtD/CWDDd8MffzX/eX88MQ2gaTLG0fq0bahwiCdqj8NNyfdtzf9MOp2+3PR6D/vzPXrTGEH8n/7mLx9BLLir9Jn7mL/D2+E9pe/HTEgRhUsg2HkEQJoUULUEQJoUULUEQJoUULUEQJoUULUEQJoUULUEQJkVTtIb10xrWz6qh3n/JHj8ykJ+ThsNPycTn80ujz7+QPkf+hePXkOZfTJ86/9LbP5Z/umhhwuD+s3/03qN/YAHHsMO29wj1D/QmTb337J+/AI7fDLDLXjXqm2N4Np9XrxnRyboDt0fL/YdsG1Z1Mh3AzeK60b5eYBcUHDiX71QivgHYd7ctef5F9YnzL6JvIMy/mD51/gX18/NPFa2h/bTMZuGh/ayG9JMa1s+J2k9JJWXQL406/2L61PkX10fo8i+uT5t/Mf38/BuBn1aXAfysVMzD+UkN7edE7acU8Usjz79cv7bS+ZegT5p/MX3q/Ivp5+efmdMakZ/WEH5Ww/tJDevnNKifEiL5J/mXkX+6aI3FT2sQPyv1vD20n9TQfk7D+ilJ/kn+5eXfY7Q2ffHoEczPWsmifZtnsL1VvWYAE0bfFV7zJu3lt1M9aJ5Xt8ZP/vxf85pv3F4N9CiuUHc4JzhQr+tbeGPKxjanKfkn+Zebf+jyMLif1pj8rAbwkxrWz4nRT8lzXrb888XFlX8p7Yp/Q9X3ie1Pln9O/fz8G4Gf1tB+Vh0ok8bLOPyclm1fdgDjoKjPvdRo9y9t/oX16fMvHn8LgvzLbn9u/cz8Ez8tQRAmRbMiXhAEYQpI0RIEYVJI0RIEYVJI0RIEYVJI0RIEYVJI0RIEYVI0RYvez8hPWxuPYfy07oj9hELY2jRbaIzGGP2kcDV6rU13Denxl9+wntK+oetbl8T+rfd/Fh//Af1Ks/6sPkLXoIsWuZ9RBLQGqTdr4t6jZ8c7jFsYFLrhhvSz2oHz/dpPSLX/zUHZQRvxUxqDn9SLv/5p2r54+xf2c8ol2r4J7bMOaf2r2oHIzyuov3kIP+6X4w6Pr//3CG02/Ps/zYrgzgrUgf9b/riClvO/MsytZ6HburM6uuiqaFztXJ0/sj3CYFZHl2uPuD5uG6Fr/5i+WRFvLcJ39Ukxuu2b2z/r4u7fZutO0dxz4dZf4qhHHcbnp6U3UM7hiO1OZ2A/q1+3cFX934at7YImfBPwkyKlvJ/TenTbl7t9HP2rxhyfn1w4v+4+ncDp/Ci4ad3MaY3Az6iZ13r+gTBhfAzoJ6RtQE7hWyNmbtN7hYyJIfykkJ8fnifNZ1DA6Sc2VPvWuPQ5/bzC8V+CvpRI4+iiNQY/o/a81tHtDquf07B+QsaK4+bAFG09t3G0UFfEzyB+UgosGnXf43H27Bh2GAtXrp/TqgzVvjVOfUY/r1j8+i5rtg+vI5cyGj+tNrt7c4Cbfxm/bQf0E0Jak5H6SwPUI+N8j/VuExNqCD8pF7r/iz0eR9DTEWogEfuJDd2+Pn0uP694/HiXdQXzo4SCjhNbOBHdnnzTr1ntadqYiTpO/W78vH5WHSgnY33n1u8z/PCSFBth/zv1zUS8NTFcug9S27e0bk2qPoJ/Wzr3E/RzxtwI/LRsbTzofkny0YmfuWBh0aTUbp+/0WkGx9B+UvT9H9ZXkPqJxds3en1rkdm/xYtWgn7V/qllR/y0BEGYFLKNRxCESSFFSxCESSFFSxCESSFFSxCESSFFSxCESSFFSxCESdEUrSH9tBrq/Y/s+tR+SkjILynR72gtQvqI+ZzmGuLx0eZfYvuS5V9Mnzb/2m2bol+271P0kYz8w3VauLhtuaCMcEVyEKP79i3BitwgRre9oLH4ivh6RfBH/Gd/UR+2f9PcFLZAEf3cxX25xOKjzr+09qXLv7A+Q/5ZmMWe7eYlzz+Lvr7R7LwXYDR+Wnx+Pl18jVhqRTImZXUuXTxi5+0n8XrE9TFp+XYhdOPjzj93+/Llnyt+yvzrE+7v0vnXp6ufm3/j8NNSmnx+Pl2o/ZTG7mfF7SfWiY89/8bmJ8Xs56ViDfvVlc6/Dj39FfJPf/viN0t1i2b2XZlqm3q7ti5WpWW/06pQuvW+KLK4PXc6bbAtyOJ36ptveutxLOE6V6UXX93fTPnnal/O/PP2r9KlzD/Urc8fuqvxXt+a+PXz809PxA/qp8Xo5+ODy08pRsxviA6lyeAn5ouPK/+c+iPwk+LIvxS/Osr8C+tn5p95fnY9U/PMabUrcPeg+Mbp4YqVKv7AN4ieU6Fuc6e+Y05Fv1f2WrzxMeWfT58r/8Lxd96nyr8ax90kS/7VWPr5+Tc+Py1Hg9JiGs26ZQ0Ul7XwnVe/z5AwHv1u/+sELtkHkfjI8y+nffFvS+dfUJ8x/zTm0bv/OMaQf5q+fm7+jcBPqwNF0sSovu2b+At3IHZKfe6lRp2UJmn9n69PWB/p9H/R9k+JjzL/Mtu3eP4l6JPmn922eLjmlNqf41Eu/2L6SF7+iZ+WIAiTQrbxCIIwKaRoCYIwKaRoCYIwKaRoCYIwKaRoCYIwKaRoCYIwKZqiRetnFAa3D9Ta9VHa00epBP2k6OP369PHH/dLoo0/rE8dfzs237kp44/p8+S/Ajejq35wxUef/wqPfnb8uE7LXpFqFnpxLjDFFbD9BWcFqVf8BvysSOOP6FPHj/E14Ti2iFDHH9Mn738Ls5iyHR5v/vf1eeI3cbn8wnji9+vnxq/utIw1xHKT5CYcflnA7PSE0J6EE3WHcwJwhhtxn1ZvWVDHH9OnBzerfq73o26+hv3ZFZxf1MHR939Yn5td2JsD3DS7cbnzv6vPw92nN3AMC3i/V73RwBO/Xz+fcfhpkaI6IeQnRR5/RJ+dEfpZcaLis/ycuOPv6nOgNL1+YRzxh/RXwMxpzbZhCy8Wnze1Rcg1/PXikf6Ii58fnjfPs2TP1D7+Q/FfvjuA05n6xmtXUcb4nfoK6vibOZvnH/oGewzxB/UVlPFf/q0rht/yhzj+qL4iK371QGs2KVrzDNXzJ9VjfQT7Gbsgem6pM6fEGb9L3wFV/Dh30NuMyxi/U98BWf9X6PPXwQ2Q/5a+g6LxY861z+V4TRp/TN9BLP7HsLUNLx49gvlZy3zt7gLOr2awvVW9ZmYXH/qvbtWDBAP/kfjxFxp11w+L647JHlP8Xn0H1P2vz3/zr/k2H6D/LX0HJeO//HaqTRafV3cxT/78X/Na+/ARxx/VdxCNHytXt7LFvgloMVWeRB+rfPTXQ8L4Pfo2BPFrXf8dDnn8EX0bwv7X9M/P1v+aWHzE8TvudFjjd+jbxOMfgZ+WrY1H6Z9/sRPa58fDLh608Yf1qeNP8UuijD+mTx1/yvkp44/pU8ffwVk0KOPv0NPPj1/8tARBmBSyjUcQhEkhRUsQhEkhRUsQhEkhRUsQhEkhRUsQhEkhRUsQhEnRFC0WP50gxm+qvobyfkIhP62439T6pOtvbLwq7DCQGF+9/6z03reInxRCmX8p+vT5p/C2L0f+KRL1S+dfsl9Wav7hOi17RaxZ7MW6wLT6j1WSSdYrsgN+Wo22w+9pbYL6pr3bC+r0Hr3gquE80uIz1+HyOyrL+PysyPNP429f8vzT+PTp8y/NLys9/1TRwk7sNBJZw7nBTqNbBYyNURUKXTz6Rcum34nrEdP3DaLYda6KO74mUXsrlstj9zd//nXzjTb/DOntWzr/DH59+vxLKVo5+TcCPy1jQrYPfze3jmVvT3P9rEr7PcX0d+H9YganB3XM6lZd7yzu25eUwRGf6vOSfkdBlNa4/Kyo80+R1b4EfmNBfe78c5DVPvWc1uB+UldwfLsHv3//1sf92TM43nF7uVPj83uiZPPwh475w3McNH+izSn8iFkhrIgrvhS/o3UJ+kkN7mdFm3857UuRfzF9jvwL+WXl5p8uWmgVsaOT5R7u0RaYMHndzFQetXppdw/mcAPMjrSq4L+CA8t6lgccUBsHAF/1oPkKcKBe+3w71sAZ3+U7OLhZwBfiTkfL5booHN3uWPFx5F9InzT/MtqXJP8S9KnzD4ti3fZ4nD07hp26cK2Sf+b51fVMyzWn5Ximds1zlMA5p2TQz9TUMbv0XW1N0P6++HA+p73Dvn3YfVKQ9rzFEPlnzZvQ5l9q+1LlX1SfKf8sWuNglfwbhZ9WV7+ZlKteF8NXtPT7hJ1U49Q3g8aaqPRd56rkxId/S9H2DWaiuZ1fvPkX1yfLP8TVvjn9sy49fYb8s+i3v0VC/o3ATwvp6BdOGEzK+tyNRtMpptP8n69PWF9R3W0sPyuZwJnxJSRNHnbf4tH/JYky/1bQL5x/Fp6i0b4+fQ1URcPVv6T5l9L+LRLyT/y0BEGYFLKNRxCESSFFSxCESSFFSxCESSFFSxCESSFFSxCESSFFSxCESdEUrbbnUGk/oyDVnrNam+4aQn5WFfX+t+LaKX5JCde3MjF9Wj+ldm659JP9ltbF278p/VMAr77t5VV6C1da+1L7ifnPH8uPHrhOy14RbBaD8S8wXVJ8RTQuWMMFcx4/LYOJm8JPCuNpwnFtkUi6vtUJ65u42wv+SFeEV4sp292LesEFh0Xw92+0f4rg0++2f78/1iXavtXi0pJDziLr/P386KLutIw1x3KT5iYcflnA7PSkrD1HMtX1FNvmrir8CW5c/wGHT6u3HNx9egPHsID3e9UbBcHNup/rcDZfw/7sCs4v6sZNu751COv3rVA2X+/D7OpWfULBLuzNAW6Yd8OH+jfcPmXw6t9dwPlV2ypHjb+jOVydX6jM4MG4LFwv26AweeeP58cI/LRs7tQIPp0fFdzpn+CnpWJm85PqFYlcv6916eoz+ymptrb9rBjI6l9mP6tft6DkbLa2Cb80ulD7iWWePyE/zJzW4H5aNZegi3JJM6EEcv181mEIv642Ln0OP6Vm3sLpZxX2W1qXnP5l97PSNjin8K2ZxlJ33qrC9QrZmoTbl9rPLn7+WH5Y4HxKf5Nk9fxN9YzrgXYuRaHnjjpzRt0Nmt3XBdHxheZLXNdXEJ++nkNsdM2cAuWcZmzOUn9eqg8y+jfaP6uQol/N+TTj8Du+pssDu32xv7sxu95blfzzx/JjBH5aNWawkBZKR1HABmrvQG8fJa8laUA4rq8UXn1XX1P3f6BwaAq2Q2r/khQsxUr5hfFTDgSrfV3jrnTRyjx/JD9G4aeF6KQJJXIJUgZDpMFWQusmJEHK9a1CUN8klfXrEtV1aMxdvD+/Yp+viat/U/unBC79NqRtj/Tbtzv+S4/FvPPH+38cflquu72CuL7tvIkRS6psTFEI6WddXzZx/br9l5+VHMB2buFh//we+7wwvf5NaJ+SOPKr3f9lcw9Jad/O+Ce+Bvv8+f0vflqCIEwK2cYjCMKkkKIlCMKkkKIlCMKkkKIlCMKkkKIlCMKkkKIlCMKkaIrWYH5aGlo/J4Px8/H7Vfn9ftYn0a+p3v9Zeu9d1K9oaD8ppvzz6tPm39j9rBoo8q86Z61bH7ZGZv7hOi17xapZ7MW3wNTotReUFV8dr1cZv/T7VTEsbm3O7d0iY9qBws/LxiymbMeadn3r4o+PJ/98+vT5h+cLLpgkzr+083PlX9XfrYvJzT9VtDCJO39Elrgu+oPI6JdakYydUZ3Ls0UCGy22Crcc/UGCNAOl+Ir8PuF43de3Lv74ePIvrE+Zf0Y71J7U+Zdyfr78c/S3RTz/RuCnRe3nFPOrovYT6uLwa1JtzubnpbTCfkXMflIc+RdsX2Y/sR4j8LNizL+4X148/8yc1sB+Whx+TmGo/YSWuPyaOPy8Uv2K2P2kEOL8i+lz5N+Y/aw48s8Q98tLyT9dtB5+foAdnSz3cI+2v+QXb4MDauMA4Ktu1K8AB+p1YXP/MB17Z23MdgOlHYFxQvZAfetZ32iX7+DgZgFfiBsdLYXrpD263XG2r/P61iUhPtL8S9Cnzj8sinXb43H27Bh2rMJFnX+B8zPlH6Lvsmb78NojlZx/5vnd9UzPNKfl0qLSd85pOeY0os/d+eg5A8c5cb6hvcO9fdjXVBDHvIXv+tYlGh9x/qXpd7So8q/GykPq/Aufny//XNexJCf/RuCnZYKxJt6cxaUAnvN2428mJavXa6N1E5PQUVDKYiY6rf7Nub51ccTHmn89fcb80/Tbnzr/ss5PlH9RzYz8G5WfVqNfeABhp9XnXmq0k7ITf9FOM4Oira01fIOieNLYseFh/zKTeX3r4oyPMf9c+qT5F2t/hDL/kIzzUxStqn3d3Zqff+KnJQjCpJBtPIIgTAopWoIgTAopWoIgTAopWoIgTAopWoIgTAopWoIgTIqmaLH4GXmxvX5otvCE/LRo/ZS657f8gqo9d/Vn9VGyD9p9i4fbr4jaz0lR7y/sxJbmN7U6yef3XF8Z/O2b1j8rkpRfmX5W2aSMr9D47IDrtOwVs2YhGt8CU6O3XHDXfV2AesWt00+rr0exIrlpzoQtIro/yNrfLOazTh9c/FcK084uvyZs76L93SHt/P7rW5us9nX0T2G6+ZWbn3kkjK/g+Oyj7rSMdcVyk+ImHH5ZwOz0pPDdhoe7Czi/alulKP2jOVydXxT6tlMV/AQ37v+Aw6fVWxZ9K4zN1/swu7pVn5QBNyt/rverbr6G/dkVnF/4oqv6I7TNfS12YW8OcNPajWt2+V8vr5GAu09v4BgW8H6vemNkUF5fXvv2+6cs/fzKy89cYuMrNj77DO+n9esWVEw2W9sFi0bMT4vbTynsFxT3G1oT1b+2nxa1n5NCabL5ha0C6fVltm+vf8pSws8qj9j4io1PB/rWDG/VqltYs++qulUmvEVd0r0dNtoke9/0bajnvOqzet8T+a259/ED26LkrfkS1K3jsx+VTPtbj6OhdloB1G4063wzrzT4uFBfGx6lH89i549d33qkta+/f0oSz69wfq5ByvhKzDtdtHRHWsFwFi1FVTCb6/iOr/mKlu6o5n1HkhVCP8sHkqb3rE+EjreJz5XI8eROBtu8HVP3tQOygVNhnX+F68sjv33t/ilHLL9i+bkqyePLMz67DO+n5QIvnqDTnI3iipUg/nhCmM6kCLuHNTBduuFBlQMmbP0N2z28sSYm78q0zr/S9WWxQvta/VOKcH5RFays8ZXY7yPw0+pAmbDOc5vOtG7JS1+DPl84IbjuspSSefxu9W+3/0mvBdsieO7+9ZUlcv7o9eWT17408Qc1E/JzdTLGl+/9DqPw02p/25VOGKR9/kan3Ti68reuoWgHmk5raxuNvj5Ns9t9i0d/zqTT/wR90NArCinXtw6Z5ycoWuH2pY5fEcyvhPxcl8j4io7PDuKnJQjCpJBtPIIgTAopWoIgTAopWoIgTAiA/weFqbScUsiogQAAAABJRU5ErkJggg==)

**Задание 11**

Создайте класс, который позволит вам использовать 10 отдельных массивов из упражнения 10 как один одномерный массив, допуская применение операций массива. То есть мы можем получить доступ к элементам массива, записав в функции main() выражение типа a[j], а методы класса могут получить доступ к полям класса, используя двухшаговый подход. Перегрузим операцию [ ], чтобы получить нужный нам результат. Заполним массив данными и выведем их. Хотя для интерфейса класса использованы операции индексации массива, вам следует использовать указатели внутри методов класса.

**Код:**

#include <iostream>

#include <iomanip>

using namespace std;

class segarray

{

private:

int \*ptr[10];

public:

segarray()

{

for (int i = 0; i < 10; i++)

\*(ptr + i) = new int[10];

}

int& operator[](int index)

{

return \*(\*(ptr + index / 10) + index % 10);

}

};

int main()

{

segarray arr;

for (int i = 0; i < 100; i++)

{

arr[i] = i;

}

for (int i = 0; i < 100; i++)

cout << (i % 10 == 0 ? "\n" : " ") << setw(3) << arr[i];

return 0;

}

**Вывод:**  
![](data:image/png;base64,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)

**Задание 12**

Указатели сложны, поэтому давайте посмотрим, сможем ли мы сделать работу с ними более понятной (или, возможно, более непонятной), используя их симуляцию в классе.

Для разъяснения действия наших доморощенных указателей мы смоделируем память компьютера с помощью массивов. Так как доступ к массивам всем понятен, то вы сможете увидеть, что реально происходит, когда мы используем для доступа к памяти указатели.

Мы будем использовать один массив типа char для хранения всех типов переменных. Именно так устроена память компьютера: массив байтов (тип char имеет тот же размер), каждый из которых имеет адрес (или, в терминах массива, индекс). Однако C++ не позволит нам хранить данные типа float или int в массиве типа char обычным путем (мы можем использовать объединения, но это другая история). Поэтому мы создадим симулятор памяти, используя отдельный массив для каждого типа данных, которые мы хотим сохранить. В этом упражнении мы ограничимся одним типом float, и нам понадобится массив для него. Назовем этот массив fmemory. Однако значения указателей (адреса) тоже хранятся в памяти, и нам понадобится еще один массив для их хранения. Так как в качестве модели адресов мы используем индексы массива, то нам потребуется массив типа int, назовем его pmemory, для хранения этих индексов.

Индекс массива fmemory (назовем его fmem\_top) показывает на следующее по очереди доступное место, где можно сохранить значение типа float. У нас есть еще похожий индекс массива pmemory (назовем его pmem\_ top). Не волнуйтесь о том, что наша «память» может закончиться. Мы предполагаем, что эти массивы достаточно большие, чтобы хранить все, что мы захотим, и нам не надо заботиться об управлении памятью.

Создадим класс Float, который мы будем использовать для моделирования чисел типа float, которые будет храниться в fmemory вместо настоящей памяти. Класс Float содержит поле, значением которого является индекс массива fmemory, хранящего значения типа float. Назовем это поле addr. В классе также должны быть два метода. Первый — это конструктор, имеющий один аргумент типа float для инициализации значения. Конструктор помещает значение аргумента в элемент массива fmemory, на который указывает указатель fmem\_top, а затем записывает значение fmem\_top в массив addr. Это похоже на то, как компоновщик и компилятор хранят обычные переменные в памяти. Второй метод является перегружаемой операцией &. Он просто возвращает значение указателя (индекса типа int) в addr.

Создадим второй класс ptrFloat. Объект этого класса содержит адрес (индекс) в pmemory. Метод класса инициализирует этот «указатель» значением типа int. Второй метод перегружает операцию \* (операция разыменования). Его действия более сложны. Он получает адрес из массива pmemory, в котором хранятся адреса. Затем полученный адрес используется как индекс массива fmemory для получения значения типа float, которое располагалось по нужному нам адресу.

Таким образом мы моделируем действия операции разыменования (\*). Заметим, что вам нужно возвращаться из этой функции по ссылке, чтобы можно было использовать операцию \* слева от знака равно.

Классы Float и ptrFloat похожи, но класс Float хранит данные типа float в массиве, представляющем собой память, а класс ptrFloat хранит поля типа int (являющиеся у нас указателями, но на самом деле индексами массива) в другом массиве, который тоже представляет собой память.

**Код:**

#include <iostream>

using namespace std;

const int MAX = 100;

float fmemory[MAX];

int fmem\_top = 0;

int pmemory[MAX];

int pmem\_top = 0;

class Float

{

private:

int addr;

public:

Float(float value)

{

addr = fmem\_top;

fmemory[fmem\_top++] = value;

}

int operator&()

{

return addr;

}

};

class ptrFloat

{

private:

int addr;

public:

ptrFloat(int ptr)

{

addr = pmem\_top;

pmemory[pmem\_top++] = ptr;

}

float& operator\*()

{

return fmemory[pmemory[addr]];

}

};

int main()

{

Float varl = -1.234f; // определяем и инициализируем

Float var2 = 5.678f; // две вещественные переменные

ptrFloat ptrl = &varl; // определяем и инициализируем

ptrFloat ptr2 = &var2; // два указателя

cout << "\*ptrl = " << \*ptrl << endl; // получаем значения переменных

cout << "\*ptr2 = " << \*ptr2 << endl; // и выводим на экран

\*ptrl = 7.123f; // присваиваем новые значения

\*ptr2 = 8.456f; // переменным, адресованным через указатели

cout << "\*ptrl = " << \*ptrl << endl; // снова получаем значения

cout << "\*ptr2 = " << \*ptr2 << endl; // и выводим на экран

return 0;

}

**Вывод:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAABBCAYAAADi8ZtAAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAbuSURBVHhe7Zy9TiM7FIAP1ExeIlfchgKyDxA6JCQqoIWCMlBsCamBciWgpSDthQppRTpeYAMFDYi8BDzAXB97xvH4Z2xPJkzW+JNGkJnYY/v8+OfoZCElQCQIFrO/kQDgwhxfrsPhMPvwheB7kyShV6uJBgTE4vCwRYXYXl6hN3Bw1y/H9H9XsA7fMjnto0f4/PyE57Mf2Z15ZAyX6y1otQ7BX92GcNhqcYWVxwnHLn+me84ZX8I6qae1fklao2dx4+oDtu5JhTs3cLOTwAFcw+NRO3scIaNNhHgAsL2X3fBjeLgL8N8HVdjP5zOA/gGI8sLxp8/odQsr/TWNhyTKdNCHlb3yNlA3+8+/HfpBhWnk4XCiXa3WOm9M7iJ3blL4c7LKtUt0l7mli+60qhV/PaT/5yiLRzhazm55gsK62sg+tDdhuzOCu9+m/m/AFpHXy1vx+fjyAPpwCj+3shsmHnpJ2r14T9OHXtp7SNP3iy77THlPL7pJurS0RJ/RO+R50r0gTybwOjTg97E8L/N+kXaTbip/ndabv2QeIeOTJL10uhY+pL0k4WOpQMdGeoc4XtgGaexFqJtFtzp+e6HCxTlMdrP7t59cu9pHx7A3ugOjcmlY+HEGT49HQGttLwObneugOB/lV9m80iTocgcdYmG5pWbweXP1BOD0J7HPCcNffXLvGlxmPr6aRSFyd1A3K8tMkJQNuEK3Vcu0jHWJcw67PnLFcSFbWHBFqLTIsYPTzO6gQ+Sitk2cN49f1ybTFJmvd19O4dpxsPz3meM3eCG2tVyLMKalBstsH8GjoBAfH1cFy6gDFOQaGtiTXYk32KRJ2z+8H0D65wRW876RRWr+WbeL8xYmmv1ob6vQYVxAje5+N+DaarDMWmBKpbVqYl2ugiRiJwuuAfdkxZUuuW736ZT1TP7XetFs7jQwWQDll36RUvye+J3yhY1av1y+aXBxp7RPWQixhY3pvrm82n/TQpJiWQBZzmZxa7IGr8fC8joyt/jPmZG5JQozIGIILCCiZQZEFGZAcGHixla3EY38PTQez8w33PnpzVdHVMRoTvU2sOiSUl46Ksyv4glVsf9iVMobXACJG+PSTauBsqiJDSzLzwgMEZVZUowSVYC2WeiDBezv5FCEHRqI79dFpVyhbrbJeKZfvG/+YFGNJ8dDlSHc42E7D5u8w+sIT+8m53ztzW3ojF7Jkwpwq2o4nsmwxPtmwHSWie0lfbnocc+WlHgWOnZS5+g9Xob1v2p7+NksVqoOIhNm8X7WAeF9NmEWha+Wz6EuyMvFsM7nA8kH1KMObF/Vsvn7CwIyBrHN/cYy+funUWSng/aphenQwqKGNoefQukEpBeaqtQM+j4ufI1yeOC/z5xBPBPnU/cwkUgN8UwJGk/0mrNG8Gr98hB+9UewdyyF5shq9xzn0Kc8hroBV0+n0BmcV1vRZkI1oFom1SRJc0xah1gtk7ql5i2SwfqrtjezGI37lC1ZNxbm8WH1Frya0U3baTieyToj1k/LV+yMP2r/9NOFWZhK32Wh2bYu2XNefgrFjvHMgIhnswERhRkQMZ4ZENEyAyIKMyC4MHHj3kQ8UzyAj/mZ0/G98zOd4o0usOiSPrWhPF7L80wMz3343vmZUmoCXrf7C1JujAVL/mY9+ZluUDcb8zNz5HijDTI+lvxNv3itPj/TGR7xaDieWX7s9zVM1QanM1V2LFh+tFf9KDPmZ3IwsgEeVulPlfxMH/hq9tvmZ2aMib8cdLZhs5Z2qeA0452f6Yn/PjO0/EyKId5YEyjIKvmZvngLM8T8TGaVqvubwJSmUlb1FPmZ3mRzp4FZxzPV+uXyM8cWb6SUB6eV9vPv2eK1av9NC0kXYjwzIPznzMjcEoUZEDGeGRDRMgMiCjMguDBxYxvDiX833z4/U35/5fxIw+/BitGi/FL7yKJT5ueO4AJI3PhW2bSWRU1sYFm+YTdEVGYH27SLbddFheyweno99UeXsL7SsXE6tHCDutnvm59ZT36k8+/BavDL77TArarheCbDEu+bAbQ/vD3s/aWWJCP2B2OaXpaJ7yNlHfM7bfCzWXypOoiZ+yjczxogvNAmzGIH1fI5WI88GOWwwc8Hgg+IVx0EIoS8rK8iFfpuEKa5baz9hbNopyC3Hu8sMNYAT2E6jBD93hRaWRWqQNLBuPNBvyw8jTBligqrU2zdPTf895kh5WdOmR/p+3uwiJr/6ZLf6UgmVAOqZVLNkjRXdaUTrJZJ3crXWySDWWLBq2jdXGaxNvdntUw2nuJ4FC21fCxtNBzPZIMk1k/LV5wzKpFtDSbv1ilWVWGq46dOR9LYVRQkEuOZARHPZgMiCjMgYjwzIKJlBgPA/+1R6ginDWouAAAAAElFTkSuQmCC)