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Project 2

Analysis Questions

1. Both the best case and the worst case running time is O(nd). To start, the inner loop will execute in O(d) time, as the program loops over the next d elements to find the smallest element to insert. Next, the outer loop will iterate n times and therefore run in O(n) time. Because the inner loop will run proportionally to the outer loop, the overall running time is O(nd). Because the inner loop will always run in O(d) time (and can never run for shorter), both the best case and the worst case will be O(nd) time.
2. The best and worst case running time is O(nd logd). To start, the creation of each small min-heap will take log(d) because it uses the bottom-up heapify method and there will be d heaps created. Therefore, creating all of the heaps will run in O(d logd). Deleting each element from a heap will run in O(n) time. Therefore, the algorithm will run at O(nd logd) time. This implementation runs in this time because it is in-place.
3. If T(n) is the time that it takes for my implementation of Mergesort to run, then

T(n) = 2 \* T(n/2) + K where K is some constant locality value

= 22 \* T(n/22) + K(1 + 2)

= 23 \* T(n/23) + K(1 + 2 + 22)

…= 2K \* T(n/2K) + K(1 + 2 + 22 + … + 2K-1)

= 2K \* T(n/2K) + K \* n

= K \* n

Therefore, when d is set to a constant value, my Mergesort will have an asymptotic O(n) running time.

1. As the data below shows, as the data sizes increase from 103 to 106, Lmerge grows the slowest, Lselection is just slightly slower, and Lheap is noticeably slower. These results confirm the asymptotic performance of the algorithms. Lmerge (with a constant d) runs in O(n) time, Lselection runs in O(nd) time, and Lheap runs in O(nd logd). O(n) is slightly less than O(nd) for small levels of d. Therefore, it makes sense that Lselection is close to the speed of Lmerge.
2. A
3. For an array of size n, when d=0, that means that each element is at most 0 indexes away from its final position. When there are 0 indices between an element and its final position, it means that the element must be in its final position. Therefore, d=0 for an array means that the array is already sorted.
4. Of all of the locality sorting algorithms implemented, the only stable sort was LMerge. First, selection sort’s and heapsort’s original algorithms were not stable, so their locality-based implementations would not have been. Mergesort remained stable because the only difference between the locality version and the normal version were the bounds used for the merge. Because changing the bounds of the merge doesn’t impact stability, the locality Mergesort is stable.
5. We were not asked to implement a locality version of Insertion Sort because it is already locality aware. As the element being sorted moves left into the sorted region, it moves closer and closer to its final destination. If there is some d such that d >= the maximum distance between an element and its final position, because Insertion Sort already moves elements to the left towards their final positions, Insertion Sort will never iterate a single element more than d times. Therefore, Insertion Sort already handles the case of locality.
6. Even if data with locality d significantly less than n was used with bubble sort, it would still run in O(n2) time. Because the array is already partially sorted, there would likely just be less exchanges. However, the number of comparisons will remain the same.
7. The method that could be used to generate data that isn't sorted is quicksort because of its partition. Each partition is a logical separation of the data. Furthermore, the final position of each element within the partition is within the partition. Therefore, the locality of a set of a data is the size of the partition. Using this information, you could take any array, even if it isn't sorted, and form a non-sorted array that has the locality condition.  
     
   To create the array with a specified locality, call quicksort as normal until a partition size is less than or equal to the locality parameter. Quicksort wouldn't be called on this partition (of size <= d). This would act as a base case in the recursion. Because the locality of an element in the quicksort algorithm is the size of its partition, stopping when partitions are less than d would create data that possesses the locality condition.

Data

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Lselection | |  |  |  |  |  |  |
| Size | Locality | First Run | Second Run | Third Run | Fourth Run | Fifth Run | Average Run Time |
| 10^3 | 5 | 2.4314 | 1.5782 | 1.798 | 1.8506 | 1.8293 | 1.8975 |
| 10^3 | 15 | 2.0637 | 2.6698 | 2.6326 | 2.6277 | 2.2228 | 2.44332 |
| 10^3 | 25 | 2.9506 | 2.6295 | 2.8226 | 2.8795 | 3.1451 | 2.88546 |
| 10^3 | 35 | 3.0663 | 3.4888 | 2.6835 | 3.3355 | 2.9465 | 3.10412 |
| 10^3 | 45 | 3.9527 | 3.8219 | 3.1322 | 3.7492 | 3.7468 | 3.68056 |
|  |  |  |  |  |  |  |  |
| 10^5 | 5 | 12.283 | 11.6393 | 10.7387 | 10.5307 | 11.9092 | 11.42018 |
| 10^5 | 15 | 14.4971 | 14.3714 | 14.4162 | 14.4467 | 20.5195 | 15.65018 |
| 10^5 | 25 | 16.7368 | 15.8205 | 17.0148 | 15.9904 | 16.9688 | 16.50626 |
| 10^5 | 35 | 19.1087 | 19.8543 | 19.0878 | 19.2599 | 19.2743 | 19.317 |
| 10^5 | 45 | 21.8598 | 21.7228 | 21.8714 | 22.8612 | 21.9722 | 22.05748 |
|  |  |  |  |  |  |  |  |
| 10^6 | 5 | 43.4964 | 29.0851 | 34.3877 | 35.5694 | 36.2339 | 35.7545 |
| 10^6 | 15 | 64.1366 | 61.9486 | 63.8755 | 62.1407 | 62.3913 | 62.89854 |
| 10^6 | 25 | 96.0541 | 124.8162 | 102.1384 | 91.0496 | 91.1718 | 101.04602 |
| 10^6 | 35 | 162.435 | 149.7188 | 156.5328 | 149.5086 | 149.4877 | 153.53658 |
| 10^6 | 45 | 239.7399 | 187.1239 | 239.0426 | 229.4462 | 196.1264 | 218.2958 |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| quick |  |  |  |  |  |  |  |
| Size | Locality | First Run | Second Run | Third Run | Fourth Run | Fifth Run | Average Run Time |
| 10^3 | 5 | 2.0945 | 2.3385 | 7.7524 | 3.5066 | 2.6399 | 3.66638 |
| 10^3 | 15 | 3.2563 | 3.4076 | 2.0055 | 2.9561 | 5.122 | 3.3495 |
| 10^3 | 25 | 1.9542 | 2.2157 | 2.3236 | 4.2346 | 3.309 | 2.80742 |
| 10^3 | 35 | 3.2481 | 2.4975 | 2.2331 | 4.9037 | 2.3964 | 3.05576 |
| 10^3 | 45 | 2.3765 | 2.5339 | 2.5282 | 1.9404 | 2.1663 | 2.30906 |
|  |  |  |  |  |  |  |  |
| 10^5 | 5 | 38.9786 | 34.7101 | 34.969 | 28.3453 | 32.372 | 33.875 |
| 10^5 | 15 | 32.5535 | 20.4418 | 37.5928 | 25.7454 | 22.826 | 27.8319 |
| 10^5 | 25 | 29.8504 | 33.5623 | 30.952 | 44.5501 | 25.6562 | 32.9142 |
| 10^5 | 35 | 37.1164 | 46.3867 | 32.5334 | 32.0246 | 43.0306 | 38.21834 |
| 10^5 | 45 | 33.4047 | 29.6223 | 27.3228 | 38.6458 | 34.4754 | 32.6942 |
|  |  |  |  |  |  |  |  |
| 10^6 | 5 | 110.7811 | 132.6342 | 77.063 | 82.7869 | 84.8106 | 97.61516 |
| 10^6 | 15 | 83.0275 | 106.0832 | 82.372 | 100.1096 | 81.8074 | 90.67994 |
| 10^6 | 25 | 92.3026 | 80.1889 | 89.4204 | 109.6833 | 95.0349 | 93.32602 |
| 10^6 | 35 | 116.9366 | 96.2967 | 90.4509 | 108.4123 | 92.3925 | 100.8978 |
| 10^6 | 45 | 87.4839 | 90.807 | 114.1022 | 106.8524 | 104.7672 | 100.80254 |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Lmerge |  |  |  |  |  |  |  |
| Size | Locality | First Run | Second Run | Third Run | Fourth Run | Fifth Run | Average Run Time |
| 10^3 | 5 | 1.2636 | 1.1975 | 1.1751 | 1.6125 | 1.6156 | 1.37286 |
| 10^3 | 15 | 1.7843 | 1.6933 | 2.1744 | 2.0701 | 1.9385 | 1.93212 |
| 10^3 | 25 | 2.0029 | 1.4796 | 2.0764 | 2.4884 | 2.7719 | 2.16384 |
| 10^3 | 35 | 1.9885 | 2.0471 | 2.212 | 2.2777 | 1.9234 | 2.08974 |
| 10^3 | 45 | 2.3785 | 4.3236 | 4.6692 | 2.4235 | 2.6933 | 3.29762 |
|  |  |  |  |  |  |  |  |
| 10^5 | 5 | 7.4659 | 7.9975 | 10.7647 | 9.8089 | 7.2928 | 8.66596 |
| 10^5 | 15 | 12.9017 | 23.6662 | 11.1453 | 12.2908 | 11.387 | 14.2782 |
| 10^5 | 25 | 12.3269 | 15.7397 | 11.2833 | 12.9204 | 23.5155 | 15.15716 |
| 10^5 | 35 | 13.1536 | 11.5482 | 15.2546 | 16.7216 | 13.7473 | 14.08506 |
| 10^5 | 45 | 13.898 | 19.6708 | 14.7297 | 15.4244 | 15.6842 | 15.88142 |
|  |  |  |  |  |  |  |  |
| 10^6 | 5 | 31.9828 | 28.0445 | 28.032 | 33.9435 | 37.7059 | 31.94174 |
| 10^6 | 15 | 56.1221 | 73.826 | 70.8796 | 69.5951 | 47.6862 | 63.6218 |
| 10^6 | 25 | 88.8719 | 65.3468 | 76.4642 | 61.2427 | 83.1351 | 75.01214 |
| 10^6 | 35 | 102.6382 | 98.8838 | 93.8551 | 114.6293 | 100.563 | 102.11388 |
| 10^6 | 45 | 90.937 | 86.2921 | 69.0651 | 101.936 | 80.5708 | 85.7602 |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Lheap |  |  |  |  |  |  |  |
| Size | Locality | First Run | Second Run | Third Run | Fourth Run | Fifth Run | Average Run Time |
| 10^3 | 5 | 3.5413 | 2.4062 | 2.8249 | 2.5719 | 2.6633 | 2.80152 |
| 10^3 | 15 | 2.5358 | 2.7487 | 3.4211 | 2.9359 | 2.4518 | 2.81866 |
| 10^3 | 25 | 2.1591 | 2.3283 | 2.6955 | 1.9449 | 1.9035 | 2.20626 |
| 10^3 | 35 | 3.615 | 2.8936 | 3.921 | 2.1751 | 3.085 | 3.13794 |
| 10^3 | 45 | 2.4223 | 2.2099 | 2.3048 | 2.3007 | 2.3252 | 2.31258 |
|  |  |  |  |  |  |  |  |
| 10^5 | 5 | 21.8162 | 24.9235 | 17.9624 | 31.5759 | 20.1982 | 23.29524 |
| 10^5 | 15 | 19.7322 | 21.3543 | 22.6377 | 26.5269 | 29.6791 | 23.98604 |
| 10^5 | 25 | 17.7651 | 23.507 | 21.5047 | 26.3493 | 21.1318 | 22.05158 |
| 10^5 | 35 | 21.3205 | 31.2981 | 17.4573 | 20.256 | 20.6867 | 22.20372 |
| 10^5 | 45 | 14.6861 | 26.4941 | 23.3274 | 27.9988 | 21.93 | 22.88728 |
|  |  |  |  |  |  |  |  |
| 10^6 | 5 | 50.4596 | 70.1708 | 77.7549 | 55.9615 | 72.4877 | 65.3669 |
| 10^6 | 15 | 86.4977 | 95.0508 | 74.4402 | 78.3961 | 80.2962 | 82.9362 |
| 10^6 | 25 | 87.5956 | 94.3287 | 99.5553 | 84.8543 | 81.1195 | 89.49068 |
| 10^6 | 35 | 95.713 | 74.3697 | 80.8941 | 66.9856 | 65.0122 | 76.59492 |
| 10^6 | 45 | 62.1169 | 69.9989 | 57.604 | 61.0158 | 59.6741 | 62.08194 |