**Chapter 6**

**Servlets**

**Servlet Introduction**

Servlets are small programs that execute on the server side of a Web connection. Just as applets dynamically extend the functionality of a Web browser, servlets dynamically extend the functionality of a Web server.

To understand the advantages of servlets, you must have a basic understanding of how Web browsers and servers cooperate to provide content to a user. Consider a request for a static Web page. A user enters a Uniform Resource Locator (URL) to a browser. The browser generates an HTTP request to the appropriate Web server. The Web server maps this request to a specific file. That file is returned in an HTTP response to the browser. The HTTP header in the response indicates the type of the content. The Multipurpose Internet Mail Extensions (MIME) are used for this purpose. For example, ordinary ASCII text has a MIME type of text/plain. The Hypertext Markup Language (HTML) source code of a Web page has a MIME type of text/html.Now consider dynamic content. Assume that an online bookstore uses a database to store information about its business, including book prices, availability, orders, and so forth. It wants to make this information accessible to customers via Web pages. The contents of those Web pages must be dynamically generated, to reflect the latest information in the database.In the early days of the Web, a server could dynamically construct a page by creating a separate process to handle each client request. The process would open onnections to one or more databases in order to obtain the necessary information. It communicated with the Web server via an interface known as the Common Gateway Interface (CGI).

CGI allowed the separate process to read data from the HTTP request and write data to

the HTTP response. A variety of different languages were used to build CGI programs,

including C, C++, and Perl.

**Servlet Vs CGI**

## CGI (Commmon Gateway Interface) :

1. CGI (Common Gateway Interface) is used to provide dynamic content to the user.
2. CGI is used to execute a program that resides in the server to process data or access databases to produce the relevant dynamic content.
3. Programs that resides in server can be written in native operating system such as C++.

### Diagrammatic Representation :
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### Disadvantages of CGI :

1. For each request CGI Server receives, It creates new Operating System Process.
2. If the number of requests from the client increases then more time it will take to respond to the request.
3. As programs executed by CGI Script are written in the native languages such as C, C++, perl which are platform independent.

## Servlet :

CGI programs are used to execute programs written inside the native language. But in Servlet all the programs are compiled into the Java bytecode which is then run in the Java virtual machine.
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In Servlet, All the requests coming from the Client are processed with the threads instead of the OS process.

## Servlet Vs CGI :

Let’s differentiate Servlet and CGI –

| **Servlet** | **CGI (Common Gateway Interface)** |
| --- | --- |
| Servlets are portable | CGI is not portable. |
| In Servlets each request is handled by lightweight Java Thread | IN CGI each request is handled by heavy weight OS process |
| In Servlets, Data sharing is possible | In CGI, data sharing is not available. |
| Servlets can link directly to the Web server | CGI cannot directly link to Web server. |
| Session tracking and caching of previous computations can be performed | Session tracking and caching of previous computations cannot be performed |
| Automatic parsing and decoding of HTML form data can be performed. | Automatic parsing and decoding of HTML form data cannot be performed. |
| Servlets can read and Set HTTP Headers | CGI cannot read and Set HTTP Headers |
| Servlets can handle cookies | CGI cannot handle cookies |
| Servlets can track sessions | CGI cannot track sessions |
| Servlets is inexpensive than CGI | CGI is more expensive than Servlets |

# Life Cycle of a Servlet (Servlet Life Cycle)

The **web container** maintains the life cycle of a servlet instance. Let's see the life cycle of the servlet:

1. Servlet class is loaded.
2. Servlet instance is created.
3. init method is invoked.
4. service method is invoked.
5. destroy method is invoked.
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As displayed in the above diagram, there are three states of a servlet: new, ready and end. The servlet is in new state if servlet instance is created. After invoking the init() method, Servlet comes in the ready state. In the ready state, servlet performs all the tasks. When the web container invokes the destroy() method, it shifts to the end state.

### 1) Servlet class is loaded

The classloader is responsible to load the servlet class. The servlet class is loaded when the first request for the servlet is received by the web container.

### 2) Servlet instance is created

The web container creates the instance of a servlet after loading the servlet class. The servlet instance is created only once in the servlet life cycle.

### 3) init method is invoked

|  |
| --- |
| The web container calls the init method only once after creating the servlet instance. The init method is used to initialize the servlet. It is the life cycle method of the javax.servlet.Servlet interface. Syntax of the init method is given below: |

1. public void init(ServletConfig config) throws ServletException

### 4) service method is invoked

The web container calls the service method each time when request for the servlet is received. If servlet is not initialized, it follows the first three steps as described above then calls the service method. If servlet is initialized, it calls the service method. Notice that servlet is initialized only once. The syntax of the service method of the Servlet interface is given below:

1. public void service(ServletRequest request, ServletResponse response)
2. throws ServletException, IOException

### 5) destroy method is invoked

The web container calls the destroy method before removing the servlet instance from the service. It gives the servlet an opportunity to clean up any resource for example memory, thread etc. The syntax of the destroy method of the Servlet interface is given below:

1. public void destroy()

**Using Tomcat for Servlet Developement**

To create servlets you need a servlet developement environment.The one recommended by sun is Tomcat.

Tomcat is an open source product maintained by Jakarta project of the Apache Software Foundation.

It Contains the class libraries, documentation & runtime support that you will need to create and test servlets.

When installed default location for Tomcat is

**C:\Program files\Apache Software Foundation\Tomcat7.0.**

Now go to

**C:\Program files\Apache Software Foundation\Tomcat7.0\common\lib**

And copy **servlet-api.jar** file and paste it in

**C:\program files\java\jre1.7\ext\lib**

Folder so that servlet package is available for JVM.

Then Update Environment variable path to the

**C:\program files\java\jre1.7\ext\lib\servlet-api.jar**

Now create following directory structure

**C:\Program files\Apache Software Foundation\Tomcat7.0\webapps**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8/AwAI/AL+GwXmLwAAAABJRU5ErkJggg==)

Your own folder![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8HAwAI7gL35vfCoAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//83AwAI9AL6IZQ96QAAAABJRU5ErkJggg==)

WEB-INF .html files![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8nAwAI8AL4r01o1wAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8PAwAI9gL7zpsyJAAAAABJRU5ErkJggg==)

classes web.xml![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAEAAAABCAYAAAAfFcSJAAAADUlEQVR4XmP4//8XAwAI8gL5c60pfQAAAABJRU5ErkJggg==)

.class files

After compiling Servlet programs put .class files in the folder classes.classes folder of servlet applications is called as private folder which menas the client cannot directly access Servlet.

So the user should map some URL pattern for every Servlet class in web.xml

web.xml file is called as deployment discriptor.

It is as follows

**<web-app>**

**<servlet>**

**<servlet-name>name</servlet-name>**

**<servlet-class>Servletclassfile</servlet-class>**

**</servlet>**

**<servlet-mapping>**

**<servlet-name>name</servlet-name>**

**<url-pattern>/url</url-pattern>**

**<s/ervlet-mapping>**

Now when the client wants to access Servletclassfile then he has to type in web browser’s address bar

[**http://localhost:8080/your**](http://localhost:8080/your) **own folder/url**

Some times we create .html files also.For creating .html the syntax is

**<html>**

**<form name=”any-name” method=”method used in servlet class(get/post)” action=”**[**http://localhost:8080/your**](http://localhost:8080/your) **own folder/url”>**

**<input type=typename value=val>**

**</html>**

When we create .html then to access Servletclassfile type in web browser’s address bar as

[**http://localhost:8080/your**](http://localhost:8080/your) **own folder/file.html**

# Servlet API

The javax.servlet and javax.servlet.http packages represent interfaces and classes for servlet api.

The **javax.servlet** package contains many interfaces and classes that are used by the servlet . These are not specific to any protocol.

The **javax.servlet.http** package contains interfaces and classes that are responsible for http requests only.

Let's see what are the interfaces of javax.servlet package.

### Interfaces in javax.servlet package

There are many interfaces in javax.servlet package. They are as follows:

1. Servlet
2. ServletConfig
3. ServletContext
4. ServletRequest
5. ServletResponse

### Classes in javax.servlet package

There are many classes in javax.servlet package. They are as follows:

1. GenericServlet
2. ServletInputStream
3. ServletOutputStream
4. ServletException
5. UnavailableException

# Servlet Interface

All servlets must implement the **Servlet** interface. It declares the **init( )**, **service( )**, and

**destroy( )** methods that are called by the server during the life cycle of a servlet. A

method is also provided that allows a servlet to obtain any initialization parameters.

The methods defined by **Servlet** are shown as

**Methods**

1. **void destroy( )** -Called when the servlet is unloaded.
2. **ServletConfig getServletConfig( )** -Returns a **ServletConfig** object that contains any initialization parameters.
3. **String getServletInfo( )** Returns a string describing the servlet.
4. **void init(ServletConfig *sc*)throws ServletException-** Called when the servlet is initialized.Initialization parameters for the servlet can be obtained from *sc*. An **UnavailableException** should be thrown if the servlet cannot be initialized.
5. **void service(ServletRequest *req*,ServletResponse *res*)throws ServletException,**

**IOException -**Called to process a request from a client. The request from the client can be read from *req*.The response to the client can be written to *res*. An exception is generated if a servlet or IO problem occurs.

# The ServletConfig Interface

**The ServletConfig interface is implemented by the server. It allows a servlet to obtain**

**configuration data when it is loaded.**

**Methods**

1. **ServletContext getServletContext( )** - Returns the context for this servlet.
2. **String getInitParameter(String *param*) -Returns the value of the initialization**

**parameter named *param*.**

1. **Enumeration getInitParameterNames( )**- Returns an enumeration of all initialization parameter names.
2. **String getServletName( )** Returns the name of the invoking servlet.

# The ServletContext Interface

The **ServletContext** interface is implemented by the server. It enables servlets to obtain

information about their environment.

**Methods**

1. **Object getAttribute(String *attr*)** -Returns the value of the server attribute

named *attr*.

1. **String getMimeType(String *file*)** Returns the MIME type of *file*.
2. **String getRealPath(String *vpath*)** Returns the real path that corresponds

to the virtual path *vpath*.

1. **String getServerInfo( )** Returns information about the server.
2. **void log(String *s*)** Writes *s* to the servlet log.
3. **void log(String *s*, Throwable *e*)** Write *s* and the stack trace for *e* to the

servlet log.

1. **void setAttribute(String *attr*, Object *val*)** Sets the attribute specified by *attr* to the

value passed in *val*.

**The ServletRequest Interface**

The **ServletRequest** interface is implemented by the server. It enables a servlet to

obtain information about a client request.

**Methods**

1. **Object getAttribute(String *attr*)** -Returns the value of the server attribute

named *attr*.

1. **String getCharacterEncoding( )** Returns the character encoding of the request.
2. **int getContentLength( )** Returns the size of the request. The value –1 is returned if the size is unavailable.
3. **String getContentType( )** Returns the type of the request. A **null** value is returned if the type cannot be determined.
4. **String getParameter(String *pname*)** Returns the value of the parameter named *pname*.
5. **Enumeration getParameterNames( )** Returns an enumeration of the parameter names for this request.
6. **String[ ] getParameterValues(String *name* )** Returns an array containing values

associated with the parameter specified by *name*.

1. **String getProtocol( )** Returns a description of the protocol.
2. **String getRemoteAddr( ) Returns** the string equivalent of the client IP address.
3. **String getRemoteHost( )** Returns the string equivalent of the client host name.
4. **String getScheme( )** Returns the transmission scheme of the URL used for the request (for example, “http”, “ftp”).
5. **String getServerName( )** Returns the name of the server.
6. **int getServerPort( )** Returns the port number.

**The ServletResponse Interface**

The **ServletResponse** interface is implemented by the server. It enables a servlet to

formulate a response for a client.

**Methods**

1. **String getCharacterEncoding( )** Returns the character encoding for the

response.

1. **ServletOutputStream getOutputStream( ) throws IOException-** Returns a **ServletOutputStream** that can be used to write binary data to the response.

An **IllegalStateException** is thrown if **getWriter( )** has already been invoked for

this request.

1. **PrintWriter getWriter( ) throws IOException-** Returns a **PrintWriter** that can be used to write character data to the response.An **IllegalStateException** is thrown if **getOutputStream( )** has already been invoked for this request.
2. **void setContentLength(int *size*)** Sets the content length for the response to *size*.
3. **void setContentType(String *type*)** Sets the content type for the response to *type*.

**The GenericServlet Class**

The **GenericServlet** class provides implementations of the basic life cycle methods for

a servlet and is typically subclassed by servlet developers. **GenericServlet** implements

the **Servlet** and **ServletConfig** interfaces. In addition, a method to append a string to

the server log file is available. The signatures of this method are shown here:

void log(String *s*)

void log(String *s*, Throwable *e*)

Here, *s* is the string to be appended to the log, and *e* is an exception that occurred.

**The ServletInputStream Class**

The **ServletInputStream** class extends **InputStream**. It is implemented by the server

and provides an input stream that a servlet developer can use to read the data from a

client request. It defines the default constructor. In addition, a method is provided to

read bytes from the stream. Its signature is shown here:

int readLine(byte[ ] *buffer*, int *offset*, int *size*) throws IOException

Here, *buffer* is the array into which *size* bytes are placed starting at *offset*. The method

returns the actual number of bytes read or –1 if an end-of-stream condition is encountered.

**The ServletOutputStream Class**

The **ServletOutputStream** class extends **OutputStream**. It is implemented by the

server and provides an output stream that a servlet developer can use to write data

to a client response. A default constructor is defined. It also defines the **print( )** and

**println( )** methods, which output data to the stream.

**The Servlet Exception Classes**

**javax.servlet** defines two exceptions. The first is **ServletException**, which indicates that

a servlet problem has occurred. The second is **UnavailableException**, which extends

**ServletException**. It indicates that a servlet is unavailable.

**Working with parameters of Servlet**

Parameters may come into our application **from the client request, or may be configured through deployment descriptor (web.xml)**elements or their corresponding annotations. When you submit a form, form values are sent as request parameters to a web application.

Servlet init parameters and context init parameters are set through the deployment descriptor (web.xml). All parameters are **read-only**from the application code. We have methods in the Servlet API to retrieve various parameters.

Parameters are String objects.

The API methods to retrieve the**request parameters**are:

* ServletRequest.**getParameterValues**(String parmName)
  + returns a String array with all values present, or null if no value exists for the parameter name.
* ServletRequest.**getParameter**(String parmName)
  + returns the first value for the given parameter.
* ServletRequest.**getParameterNames**()
  + returns an Enumeration of String objects representing the names of all the parameters in the request. If there are no parameters Enumeration will be empty.

The API methods to retrieve the**ServletContext initialization parameters**from a ServletContext object are:

* ServletContext.**getInitParameterNames**()
  + will always return an enumeration of names.
* ServletContext.**getInitParameter**(String paramName)
  + will return a String or null.

The API methods to retrieve the **ServletConfig initialization parameters**from a ServletConfig object are:

* ServletConfig.**getInitParameterNames**()
  + returns an enumeration of all the parameter names available to the servlet.
* ServletConfig.**getInitParameter**(String paramName)
  + return a parameter value.

Both the methods are implemented in the GenericServlet abstract class.

**Example of reading request parameters of servlet**

**ChekPassword.java**

import java.io.\*;

import javax.servlet.\*;

public class CheckPassword extends GenericServlet

{

public void service(ServletRequest req,ServletResponse res)throws IOException,ServletException

{

res.setContentType("text/html");

PrintWriter w=res.getWriter();

String u=req.getParameter("username");

String p=req.getParameter("pass");

if(p.length()>6)

{

w.println("password should not be more than 6 char");

}

else

w.println("password ok");

w.close();

}

}

**web.xml**

<web-app>

<servlet>

<servlet-name>pass</servlet-name>

<servlet-class>CheckPassword</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>pass</servlet-name>

<url-pattern>/checkpass</url-pattern>

</servlet-mapping>

</web-app>

**Password.html**

<html>

<form name="pass" method="post" action="/servletpgm/checkpass">

<input type=textbox name="username" value=" ">

<input type=password name="pass" value=" ">

<input type=submit value="ok">

</html>

**Example of handling initialization parameters of servlet**

**InitServlet.java**

import java.io.\*;

import javax.servlet.\*;

public class InitServlet extends GenericServlet {

public void service(ServletRequest request,

ServletResponse response)

throws ServletException, IOException {

// Get ServletConfig object

ServletConfig sc = getServletConfig();

// Display two initialization arguments

response.setContentType("text/html");

PrintWriter pw = response.getWriter();

pw.println("<B>Country: " +

sc.getInitParameter("country"));

pw.println("<br>City: " +

sc.getInitParameter("city"));

pw.close();

}

}

**web.xml**

<web-app>

<servlet>

<servlet-name>demo</servlet-name>

<servlet-class>InitServlet</servlet-class>

<init-param>

<param-name>country</param-name>

<param-value>India</param-value>

</init-param>

<init-param>

<param-name>city</param-name>

<param-value>Solapur</param-value>

</init-param>

</servlet>

<servlet-mapping>

<servlet-name>demo</servlet-name>

<url-pattern>/initser</url-pattern>

</servlet-mapping>

</web-app>

**The javax.servlet.http Package**

The javax.servlet.http package contains several interfaces and classes that are commonly used by servlet developers. Its functionality makes it easy to build servlets that work with HTTP requests and responses.

The following table summarizes the interfaces that are provided in this package:

**Interface Description**

HttpServletRequest Enables servlets to read data from an HTTP request.

HttpServletResponse Enables servlets to write data to an HTTP response.

HttpSession Allows session data to be read and written.

HttpSessionBindingListener Informs an object that it is bound to or unbound from a

session.

The following table summarizes the classes that are provided in this package. The most

important of these is HttpServlet Servlet developers typically extend this class in order

to process HTTP requests.

**Class Description**

Cookie Allows state information to be stored on a client machine.

HttpServlet Provides methods to handle HTTP requests and responses.

HttpSessionBindingEvent Indicates when a listener is bound to or unbound from a

session value.

**The HttpServletRequest Interface**

The HttpServletRequest interface is implemented by the server. It enables a servlet to

obtain information about a client request.

Method Description

String getAuthType( ) Returns authentication scheme.

Cookie[ ] getCookies( ) Returns an array of the cookies in this request.

long getDateHeader(String field) Returns the value of the date header field named field

String getHeader(String field) Returns the value of the header field named field

Enumeration getHeaderNames( ) Returns an enumeration of the header names.

int getIntHeader(String field) Returns the int equivalent of the header field named field.

String getMethod( ) Returns the HTTP method for this request.

String getPathInfo( ) Returns any path information that is located after the servlet path and before a query string of the URI.

String getPathTranslated( ) Returns any path information that is located after the servlet path and before a query string of the URI, after translating it to a real path.

String getQueryString( ) Returns any query string in the URI.

String getRemoteUser( ) Returns the name of the user who issued this request.

String getRequestedSessionId( ) Returns the ID of the session.

String getRequestURI( ) Returns that part of the URI to the left of any query string.

String getServletPath( ) Returns the part of the URI that identifies the servlet.

HttpSession getSession(boolean new) If newis true, creates and returns a session for this

request. Otherwise, returns the existing session for this request.

boolean isRequestedSessionIdFromCookie() Returns true if a cookie contains the session ID. Otherwise, returns false.

boolean isRequestedSessionIdFromUrl( ) Returns true if the URL contains the session ID. Otherwise, returns false.

boolean isRequestedSessionIdValid( ) Returns true if the requested session ID is valid in the current session context

**The HttpServletResponse Interface**

The HttpServletResponse interface is implemented by the server. It enables a servlet to

formulate an HTTP response to a client. Several dozen constants are defined, which

correspond to the different status codes that can be assigned to an HTTP response. For

example, SC\_OK indicates that the HTTP request succeeded, and SC\_NOT\_FOUND

indicates that the requested resource is not available.

**Method Description**

void addCookie(Cookie cookie) Adds cookie to the HTTP response.

boolean containsHeader(String field) Returns true if the HTTP response header contains a field named field.

String encodeURL(String url) Determines whether the session ID must be encoded in the URL identified as url. If so, returns

the modified version of url. Otherwise, returns url.

All URLs generated by a servlet should be processed by this method.

String encodeRedirectUrl(String url) Determines whether the session ID must be encoded in the URL identified as url. If so, returns

the modified version of url. Otherwise, returns url.

All URLs passed to sendRedirect( ) should be processed by this method.

void sendError(int c) throws IOException Sends the error code c to the client.

void sendError(int c, String s) throws IOException Sends the error code c and message s to the client.

void sendRedirect(String url) throws IOException Redirects the client to url.

void setDateHeader(String field, long msec) Adds field to the header with date value equal to msec (milliseconds since midnight, January 1, 1970, GMT).

void setHeader(String field, String value) Adds field to the header with value equal to

value.

void setIntHeader(String field, int value) Adds field to the header with value equal to

value.

void setStatus(int code) Sets the status code for this response to code.

void setStatus(int code, String s) Sets the status code and message for this response to code and s.

**The HttpSession Interface**

The HttpSession interface is implemented by the server. It enables a servlet to read and

write the state information that is associated with an HTTP session.

All methods throw an IllegalStateException if the session has already been invalidated.

**Method Description**

long getCreationTime( ) Returns the time (in milliseconds since midnight, January 1, 1970, GMT) when this session was created.

String getId( ) Returns the session ID.

long getLastAccessedTime( ) Returns the time (in milliseconds since midnight, January 1, 1970, GMT) when the client last made a request for this session.

HttpSessionContext getSessionContext( ) Returns the context associated with this

session.

Object getValue(String name) Returns the object bound to name. Returns null

if no such binding exists.

String[ ] getValueNames( ) Returns the names of all objects that are bound

in the session.

void invalidate( ) Invalidates this session and removes it from the context.

boolean isNew( ) Returns true if the server created the session

and it has not yet been accessed by the client.

void putValue(String name, Object obj) Binds obj to name in this session.

void removeValue(String name) Removes the object bound to name from the

session.

**The HttpSessionBindingListener Interface**

The HttpSessionBindingListener interface is implemented by objects that need to be

notified when they are bound to or unbound from an HTTP session. The methods that are

invoked when an object is bound or unbound are the following:

void valueBound(HttpSessionBindingEvent e)

void valueUnbound(HttpSessionBindingEvent e)

Here, e is the event object that describes the binding.

**Cookie class**

The Cookie class encapsulates a cookie. A cookie is stored on a client and contains state information. Cookies are valuable for tracking user activities. For example, assume that a user visits an online bookstore. A cookie can save the user's name, address, and other information. The user does not need to enter this data each time he or she visits the

bookstore.A servlet can write a cookie to a user's machine via the addCookie( )

method of the HttpServletResponse interface. The data for that cookie is then included in the header of the HTTP response that is sent to the browser.The names and values of cookies are stored on the user's machine. Some of the information that is saved includes the cookie's:

name

value

expiration date

domain and path

The expiration date determines when this cookie is deleted from the user's machine. If an

expiration date is not explicitly assigned to a cookie, it is deleted when the current browser session ends. Otherwise, the cookie is saved in a file on the user's machine.

The domain and path of the cookie determine when it is included in the header of an

HTTP request. If the user enters a URL whose domain and path match these values, the

cookie is then supplied to the Web server. Otherwise, it is not.

The only constructor for Cookie is

Cookie(String name, String value)

Here, the name and value of the cookie are supplied as arguments to the constructor.

**Method Description**

Object clone( ) Returns a copy of this object.

String getComment( ) Returns the comment.

String getDomain( ) Returns the domain.

int getMaxAge( ) Returns the age (in seconds).

String getName( ) eturns the name.

String getPath( ) Returns the path.

boolean getSecure( ) Returns true if the cookie is secure. Otherwise, returns

false.

String getValue( ) Returns the value.

int getVersion( ) Returns the version.

void setComment(String c) Sets the comment to c.

void setDomain(String d) Sets the domain to d.

void setMaxAge(int secs) Sets the maximum age of the cookie to secs. This is the

number of seconds after which the cookie is deleted.

void setPath(String p) Sets the path to p.

void setSecure(boolean secure) Sets the security flag to secure.

void setValue(String v) Sets the value to v.

void setVersion(int v) Sets the version to v

**Example on Cookies**

**AddCook.java**

import java.io.\*;

import javax.servlet.\*;

import javax.servlet.http.\*;

public class AddCook extends HttpServlet

{

public void service(HttpServletRequest req,HttpServletResponse res)throws ServletException,IOException

{

res.setContentType("text/html");

PrintWriter w=res.getWriter();

String data=req.getParameter("data");

Cookie c=new Cookie("SampleCookie",data);

res.addCookie(c);

w.println("<br>"+"Cookie has been set to"+data);

}

}

**GetCook.java**

import java.io.\*;

import javax.servlet.\*;

import javax.servlet.http.\*;

public class GetCook extends HttpServlet

{

public void service(HttpServletRequest req,HttpServletResponse res)throws ServletException,IOException

{

res.setContentType("text/html");

PrintWriter w=res.getWriter();

Cookie c[]=req.getCookies();

for(int i=0;i<c.length;i++)

{

String name=c[i].getName();

String val=c[i].getValue();

c[i].setComment("This is a demo of cookie");

int j=c[i].getMaxAge();

w.println("<br>"+"Name"+name);

w.println("<br>"+"Value"+val);

w.println("<br>"+"Age is"+j);

}

}

}

**web.xml**

<web-app>

<servlet>

<servlet-name>pass</servlet-name>

<servlet-class>CheckPassword</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>pass</servlet-name>

<url-pattern>/checkpass</url-pattern>

</servlet-mapping>

<servlet>

<servlet-name>data</servlet-name>

<servlet-class>ReadData</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>data</servlet-name>

<url-pattern>/data</url-pattern>

</servlet-mapping>

<servlet>

<servlet-name>addcook</servlet-name>

<servlet-class>AddCook</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>addcook</servlet-name>

<url-pattern>/addcookie</url-pattern>

</servlet-mapping>

<servlet>

<servlet-name>getcook</servlet-name>

<servlet-class>GetCook</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>getcook</servlet-name>

<url-pattern>/getcookie</url-pattern>

</servlet-mapping>

</web-app>

**addcook.html**

<html>

<form name="cookie" method="post" action="/servletpgm/addcookie">

Enter Value for MyCookie

<input type=textbox name="data">

</form>

</html>

**The HttpServlet Class**

**The HttpServlet class extends GenericServlet. It is commonly used when developing**

**servlets that receive and process HTTP requests.**

**Method Description**

void doDelete(HttpServletRequest req,

HttpServletResponse res) throws IOException,

ServletException Performs an HTTP DELETE.

void doGet(HttpServletRequest req,

HttpServletResponse res) throws IOException,

ServletException Performs an HTTP GET.

void doOptions(HttpServletRequest req,

HttpServletResponse res) throws IOException,

ServletException Performs an HTTP OPTIONS.

void doPost(HttpServletRequest req,

HttpServletResponse res) throws IOException,

ServletException Performs an HTTP POST.

void doPut(HttpServletRequest req,

HttpServletResponse res) throws IOException,

ServletException Performs an HTTP PUT.

void doTrace(HttpServletRequest req,

HttpServletResponse res) throws IOException,

ServletException Performs an HTTP TRACE.

long getLastModified(HttpServletRequest req) Returns the time (in milliseconds since

midnight, January 1, 1970, UTC) when the requested resource was last modified.

void service(HttpServletRequest req,

HttpServletResponse res) throws IOException,

ServletException Called by the server when an HTTP request arrives for this servlet. The arguments provide access to the HTTP request and response, respectively.

**Handling HTTP Requests and Responses**

The HttpServlet class provides specialized methods that handle the various types of

HTTP requests. A servlet developer typically overrides one of these methods. These

methods are doDelete( ), doGet( ), doOptions( ),doPost( ),doPut( ), and doTrace( ).

The GET and POST methods are commonly used when handling form input.

**Handling HTTP GET and POST Requests**

There are many differences between the Get and Post request. Let's see these differences:

|  |  |
| --- | --- |
| **GET** | **POST** |
| 1) In case of Get request, only **limited amount of data**can be sent because data is sent in header. | In case of post request, **large amount of data**can be sent because data is sent in body. |
| 2) Get request is **not secured**because data is exposed in URL bar. | Post request is **secured**because data is not exposed in URL bar. |
| 3) Get request **can be bookmarked.** | Post request **cannot be bookmarked.** |
| 4) Get request is **idempotent**. It means second request will be ignored until response of first request is delivered | Post request is **non-idempotent.** |
| 5) Get request is **more efficient**and used more than Post. | Post request is **less efficient**and used less than get. |

GET and POST

Two common methods for the request-response between a server and client are:

* **GET**- It requests the data from a specified resource
* **POST**- It submits the processed data to a specified resource

The query string (name/value pairs) is sent inside the URL of a GET request:

**GET /RegisterDao.jsp?name1=value1&name2=value2**

**Example on GET request**

<html>

<body>

<center>

<form name="Form1"

action="http://localhost:8080/servlet/ColorGetServlet">

<B>Color:</B>

<select name="color" size="1">

<option value="Red">Red</option>

<option value="Green">Green</option>

<option value="Blue">Blue</option>

</select>

<br><br>

<input type=submit value="Submit">

</form>

</body>

</html>

import java.io.\*;

import javax.servlet.\*;

import javax.servlet.http.\*;

public class ColorGetServlet extends HttpServlet {

public void doGet(HttpServletRequest request, HttpServletResponse response)

throws ServletException, IOException

{

String color = request.getParameter("color");

response.setContentType("text/html");

PrintWriter pw = response.getWriter();

pw.println("<B>The selected color is: ");

pw.println(color);

pw.close();

}

}

**Example on POST request**

<html>

<body>

<center>

<form name="Form1"

method="post"

action="http://localhost:8080/servlet/ColorPostServlet">

<B>Color:</B>

<select name="color" size="1">

<option value="Red">Red</option>

<option value="Green">Green</option>

<option value="Blue">Blue</option>

</select>

<br><br>

<input type=submit value="Submit">

</form>

</body>

</html>

import java.io.\*;

import javax.servlet.\*;

import javax.servlet.http.\*;

public class ColorPostServlet extends HttpServlet {

public void doPost(HttpServletRequest request,

HttpServletResponse response)

throws ServletException, IOException {

String color = request.getParameter("color");

response.setContentType("text/html");

PrintWriter pw = response.getWriter();

pw.println("<B>The selected color is: ");

pw.println(color);

pw.close();

}

}

# Session Tracking in Servlets

**Session** simply means a collection of requests over a particular interval of time.

**Session Tracking** is a way to maintain state (data) of an user. It is also known as **session management** in servlet.

Http protocol is a stateless so we need to maintain state using session tracking techniques. Each time user requests to the server, server treats the request as the new request. So we need to maintain the state of an user to recognize to particular user.

HTTP is stateless that means each request is considered as the new request. It is shown in the figure given below:
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### Why use Session Tracking?

**To recognize the user** It is used to recognize the particular user.

### Session Tracking Techniques

There are four techniques used in Session tracking:

1. **Cookies**
2. **Hidden Form Field**
3. **URL Rewriting**
4. **HttpSession**

* **Using Cookies**

A **cookie** is a small piece of information that is persisted between the multiple client requests.

A cookie has a name, a single value, and optional attributes such as a comment, path and domain qualifiers, a maximum age, and a version number.

**How Cookie works**

By default, each request is considered as a new request. In cookies technique, we add cookie with response from the servlet. So cookie is stored in the cache of the browser. After that if request is sent by the user, cookie is added with request by default. Thus, we recognize the user as the old user.

**Types of Cookie**

There are 2 types of cookies in servlets.

1. Non-persistent cookie
2. Persistent cookie

### Non-persistent cookie

It is **valid for single session** only. It is removed each time when user closes the browser.

### Persistent cookie

It is **valid for multiple session** . It is not removed each time when user closes the browser. It is removed only if user logout or signout.

### Advantage of Cookies

1. Simplest technique of maintaining the state.
2. Cookies are maintained at client side.

### Disadvantage of Cookies

1. It will not work if cookie is disabled from the browser.
2. Only textual information can be set in Cookie object.

* **Hidden Form Field**

In case of Hidden Form Field **a hidden (invisible) textfield** is used for maintaining the state of an user.

In such case, we store the information in the hidden field and get it from another servlet. This approach is better if we have to submit form in all the pages and we don't want to depend on the browser.

Let's see the code to store value in hidden field.

<input type="hidden" name="uname" value="Vimal Jaiswal">

Here, uname is the hidden field name and Vimal Jaiswal is the hidden field value.

### Real application of hidden form field

It is widely used in comment form of a website. In such case, we store page id or page name in the hidden field so that each page can be uniquely identified.

### Advantage of Hidden Form Field

1. It will always work whether cookie is disabled or not.

### Disadvantage of Hidden Form Field:

1. It is maintained at server side.
2. Extra form submission is required on each pages.
3. Only textual information can be used.

* **URL Rewriting**

In URL rewriting, we append a token or identifier to the URL of the next Servlet or the next resource. We can send parameter name/value pairs using the following format:

url?name1=value1&name2=value2&??

A name and a value is separated using an equal = sign, a parameter name/value pair is separated from another parameter using the ampersand(&). When the user clicks the hyperlink, the parameter name/value pairs will be passed to the server. From a Servlet, we can use getParameter() method to obtain a parameter value.

**Advantage of URL Rewriting**

1. It will always work whether cookie is disabled or not (browser independent).
2. Extra form submission is not required on each pages.

### Disadvantage of URL Rewriting

1. It will work only with links.
2. It can send Only textual information.

* **HttpSession**

HTTP is a stateless protocol, which means that each request is independent of the

previous one. However, in some applications, it is necessary to save state information so that information can be collected from several interactions between a browser and a

server. Sessions provide such a mechanism.

A session can be created via the **getSession( )**method of **HttpServletRequest**

. An **HttpSession** object is returned. This object can store a set of bindings that associate names with objects. The putValue( ), getValue( ), getValueNames( ), and

removeValue( )methods of HttpSessionmanage these bindings. It is important to note

that session state is shared among all the servlets that are associated with a particular

client.

The following servlet illustrates how to use session state. The getSession( )method gets

the current session. A new session is created if one does not already exist. The getValue( ) method is called to obtain the object that is bound to the name "date". That

object is a Date object that encapsulates the date and time when this page was last accessed. (Of course, there is no such binding when the page is first accessed.) A

Date object encapsulating the current date and time is then created. The putValue( )

method is called to bind the name "date" to this object.

import java.io.\*;

import java.util.\*;

import javax.servlet.\*;

import javax.servlet.http.\*;

public class DateServlet extends HttpServlet {

public void doGet(HttpServletRequest request,

HttpServletResponse response)

throws ServletException, IOException {

// Get the HttpSession object

HttpSession hs = request.getSession(true);

// Get writer

response.setContentType("text/html");

PrintWriter pw = response.getWriter();

pw.print("<B>");

// Display date/time of last access

Date date = (Date)hs.getValue("date");

if(date != null) {

pw.print("Last access: " + date + "<br>");

}

// Display current date/time

date = new Date();

hs.putValue("date", date);

pw.println("Current date: " + date);

}

}

When you first request this servlet, the browser displays one line with the current date and time information. On subsequent invocations, two lines are displayed. The first line shows the date and time when the servlet was last accessed. The second line shows the current date and time.

**Introduction to servlet chaining & filters**

If a client request is processed by group of servlets, then that servlets are known as servlet chaining or if the group of servlets process a single client request then those servlets are known as servlet chaining.

In order to process a client request by many number of servlets then we have two models, they are forward model and include model.

#### Forward model:

In this model when we forward a request to a group of servlets, finally we get the result of destination servlet as a response but not the result of intermediate servlets.
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#### Include model:

If a single client request is passed to a servlet and that servlet makes use of other group of servlets to process a request by including the group of servlets into a single servlet.
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In the above diagram client request goes to servlet s1 and s1 internally includes s2, s3 and s4 servlets and finally result of all these servlets given to the client by a source servlet s1.

**Note:** One servlet can include any number of servlets where as one servlet can forward to only one servlet at a time.

#### Steps for DEVELOPING Servlet Chaining:

1. Obtain an object of ServletContext by using in any of the following way:

ServletContext ctx1=getServletContext (); [GenericServlet method]

ServletContext ctx2=config.getServletContext (); [ServletConfig method]

ServletContext ctx3=req.getServletContext (); [HttpServletRequest method]

1. Obtain an object of RequestDispatcher. RequestDispatcher is an interface which is present in javax.servlet.\* package and it is used for forwarding the request and response objects of source servlet to destination servlet or for including the destination servlet into source servlet. To obtain an object of RequestDispatcher, the ServletContext contains the following method:

![request dispatcher](data:image/png;base64,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)

RequestDispatcher rd=ctx.getRequestDispatcher ("./s2");

1. Use forward or include model to send the request and response objects. RequestDispatcher contains the following methods for forwarding or including the request and response objects.

**For example:**

rd.forward (req, res) **throws** ServletException, IOException

rd.include (req, res) **throws** ServletException, IOException

#### web.xml:

<web-app>

<servlet>

<servlet-name>abc</servlet-name>

<servlet-class>Serv1</servlet-class>

</servlet>

<servlet>

<servlet-name>pqr</servlet-name>

<servlet-class>Serv2</servlet-class>

</servlet>

<servlet-mapping>

<servlet-name>abc</servlet-name>

<url-pattern>/s1</url-pattern>

</servlet-mapping>

<servlet-mapping>

<servlet-name>pqr</servlet-name>

<url-pattern>/s2</url-pattern>

</servlet-mapping>

</web-app>

#### Serv1.java:

**import** **javax.servlet.\***;

**import** **javax.servlet.http.\***;

**import** **java.io.\***;

**public** **class** **Serv1** **extends** HttpServlet {

**public** **void** **doGet**(HttpServletRequest req, HttpServletResponse res) **throws** ServletException, IOException {

res.setContentType("text/html");

PrintWriter pw = res.getWriter();

pw.println("<h2>I AM FROM Serv1 BEGINNING</h2>");

ServletContext ctx = getServletContext();

RequestDispatcher rd = ctx.getRequestDispatcher("/s2");

rd.include(req, res);

pw.println("<h2>I AM FROM Serv1 ENDING</h2>");

}

**public** **void** **doPost**(HttpServletRequest req, HttpServletResponse res) **throws** ServletException, IOException {

doGet(req, res);

}

}

#### Serv2.java:

**import** **javax.servlet.\***;

**import** **javax.servlet.http.\***;

**import** **java.io.\***;

**public** **class** **Serv2** **extends** HttpServlet {

**public** **void** **doGet**(HttpServletRequest req, HttpServletResponse res) **throws** ServletException, IOException {

res.setContentType("text/html");

PrintWriter pw = res.getWriter();

pw.println("<h2>I AM FROM Serv2</h2>");

}

**public** **void** **doPost**(HttpServletRequest req, HttpServletResponse res) **throws** ServletException, IOException {

doGet(req, res);

}

}

# Servlet Filter

A **filter** is an object that is invoked at the preprocessing and postprocessing of a request.

It is mainly used to perform filtering tasks such as conversion, logging, compression, encryption and decryption, input validation etc.

The **servlet filter is pluggable**, i.e. its entry is defined in the web.xml file, if we remove the entry of filter from the web.xml file, filter will be removed automatically and we don't need to change the servlet.

So maintenance cost will be less.

#### Note: Unlike Servlet, One filter doesn't have dependency on another filter.

### Usage of Filter

* recording all incoming requests
* logs the IP addresses of the computers from which the requests originate
* conversion
* data compression
* encryption and decryption
* input validation etc.

### Advantage of Filter

1. Filter is pluggable.
2. One filter don't have dependency onto another resource.
3. Less Maintenance

### Filter API

Like servlet filter have its own API. The javax.servlet package contains the three interfaces of Filter API.

1. Filter
2. FilterChain
3. FilterConfig

# [Applet to Servlet Communication](http://ecomputernotes.com/servlet/intro/applet-to-servlet-communication)

HTML exhibits high performance by taking less time to load in the browser. However, when we use HTML page for important user details, by default, all the parameters that are passed appended in the URL. This compromises with the security. On the other hand, applet takes more time to load but there is no problem with Java security. This is an advantage of this technique.

Applet is a compiled Java class that can be sent over the network. Applets are an alternative to HTML form page for developing websites. HTML form gives good performance, takes less time to load but has poor security. Whereas, Applets give poor performance, take time to load but have good security.

There are two types of Applets:

1. Untrusted Applets: It cannot interact with files and file system, so writing malicious codes is not possible. Applets are untrusted.

2. Trusted Applets: It can interact with files and file system so can write malicious codes.

**Difference between *applet*and**[***servlet***](http://ecomputernotes.com/servlet/intro/servlet)

|  |  |
| --- | --- |
| **APPLET** | **SERVLET** |
| Used to develop client side web-resource program to generate static web page. | Used to develop server side web-resource program to generate dynamic web-page. |
| Needs browser windw or appletviewer for execution. | Needs servlet container for execution. |
| Applet program comes to browser window from server for execution. | Servlet program reside and execute in web resource. |
| The life cycle methods are init(), start(), stop() and destroy(). | The life cycle methods are init(-), Service(-,-)  and destroy(). |

Similar to HTML-to-servlet communication we need to perform applet-to servlet communication. In HTML-to-servlet communication the browser window automatically forms request URL and automatically forms query string having form data, when submit button is clicked. In applet-to-servlet communication all these activities should be taken care of by the programmers manually or explicitly as event handling operation.

**Example on Application of Applet to Servlet Communication**
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Frame is a logical partition of the web page. Frame with name is called Named ,

Frame.

Step 1: Prepare the deployment directory structure of web application.

Request url **http://localhost:8081/** AtoSApp/Main.html

Step 2: Develop the source code of above servlet program or web Application.

***Source Code******MyApplet.[java](http://ecomputernotes.com/java/what-is-java/what-is-java-explain-basic-features-of-java-language)****import javax.servlet.\*;   
import javax.servlet.http.\*;   
import java.io.\*;   
import Java.util.\*;   
public class wishsrv extends HttpServlet   
{   
public void service(HttpServletRequest req,HttpServletResponse res) throws ServletException , IOException   
{   
//general settings   
PrintWriter.pw=res.getWriter{);   
setContentType("text/html") ;   
//read form data   
String name=req.getParameter("uname") i   
//generate wish message   
Calendar cl=Calendar.getlnstance();   
int h=cl.get(Calendar.HOUR\_OF\_DAY);   
if (h<=12)   
pw. println ("Good Morning :"+name) i   
elseif(h<=16}   
pw.println("Good Afternoon: "+name);   
elseif(h<=20}   
pw.println("Good Evening :"+name);   
else   
pw.println("Good Night :"+name);   
//close stream obj   
pw.close() i   
}//doGet   
} / /class   
<> javac MyServlet.java****web.xml****Configure MyServletprogram with /testurl url pattern and also configure Main.html as welcome file.   
<web-app>   
        <servlet>   
            <servlet-name>abc</servlet-name>   
            <servlet-class>MyServlet</servlet-class>   
        </servlet>   
          <servlet-mapping>   
             <servlet-name>abc</servlet-name>   
             <url-pattern>/testurl</url-pattren>   
          </servlet-mapping>   
          <welcome-file-list>   
              <welcome-file>Main.html</welcome-file>   
          </welcome-file-list>   
</web-app>****Main.html****<frameset rows = "40% , \*">   
<frame name = "f1" SYC = "Form.html">   
<frame =  "f2" />   
</frameset>****MyApplet.java****// MyApplet. Java   
import java.awt.\*;   
import java.applet.\*;   
import java.awt.event.\*;   
import java.net.\*;   
public class MyApplet extends Applet implements ActionListener   
{   
Button b;   
TextField tfl;   
Label l1;   
public void init ()   
{   
l1 = new Label ("User name :");   
add(l1) ;   
tfl = new TextField(10);   
add(tf1) ;   
b=new Button("Send");   
b.addActionListener(this) ;   
add(b) ;   
}   
public void actionPerformed(ActionEvent ae)   
{   
try{   
//read text value   
String name=tfl.getText().replace();   
//frame query String   
String qrystr=(“?uname=”+name) ;   
//frame request url having query String   
String url=(“[http://localhost:](http://localhost:8081/AtoSApp/testurl)*[*8081*](http://localhost:8081/AtoSApp/testurl)*[/AtoSApp/testurl](http://localhost:8081/AtoSApp/testurl)”+qrystr);   
//create URL class object   
URL requrl = new URL (ur1);   
//getAppletContext obj   
AppletContext apc=getAppletContext();   
}catch(Exception ee)   
{}   
{}*

***Form.html***

<applet code= "MyApplet.class" width= "500" height= "500">

</applet>

**Introduction to JSP**

JavaServer Pages (JSP) is a technology for developing Webpages that supports dynamic content. This helps developers insert java code in HTML pages by making use of special JSP tags, most of which start with <% and end with %>.

A JavaServer Pages component is a type of Java servlet that is designed to fulfill the role of a user interface for a Java web application. Web developers write JSPs as text files that combine HTML or XHTML code, XML elements, and embedded JSP actions and commands.

Using JSP, you can collect input from users through Webpage forms, present records from a database or another source, and create Webpages dynamically.

JSP tags can be used for a variety of purposes, such as retrieving information from a database or registering user preferences, accessing JavaBeans components, passing control between pages, and sharing information between requests, pages etc.

# JSP – Architecture

The web server needs a JSP engine, i.e, a container to process JSP pages. The JSP container is responsible for intercepting requests for JSP pages. This tutorial makes use of Apache which has built-in JSP container to support JSP pages development.

A JSP container works with the Web server to provide the runtime environment and other services a JSP needs. It knows how to understand the special elements that are part of JSPs.

Following diagram shows the position of JSP container and JSP files in a Web application.
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JSP Processing

The following steps explain how the web server creates the Webpage using JSP −

* As with a normal page, your browser sends an HTTP request to the web server.
* The web server recognizes that the HTTP request is for a JSP page and forwards it to a JSP engine. This is done by using the URL or JSP page which ends with **.jsp** instead of **.html**.
* The JSP engine loads the JSP page from disk and converts it into a servlet content. This conversion is very simple in which all template text is converted to println( ) statements and all JSP elements are converted to Java code. This code implements the corresponding dynamic behavior of the page.
* The JSP engine compiles the servlet into an executable class and forwards the original request to a servlet engine.
* A part of the web server called the servlet engine loads the Servlet class and executes it. During execution, the servlet produces an output in HTML format. The output is further passed on to the web server by the servlet engine inside an HTTP response.
* The web server forwards the HTTP response to your browser in terms of static HTML content.
* Finally, the web browser handles the dynamically-generated HTML page inside the HTTP response exactly as if it were a static page.

All the above mentioned steps can be seen in the following diagram −
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Typically, the JSP engine checks to see whether a servlet for a JSP file already exists and whether the modification date on the JSP is older than the servlet. If the JSP is older than its generated servlet, the JSP container assumes that the JSP hasn't changed and that the generated servlet still matches the JSP's contents. This makes the process more efficient than with the other scripting languages (such as PHP) and therefore faster.

So in a way, a JSP page is really just another way to write a servlet without having to be a Java programming wiz. Except for the translation phase, a JSP page is handled exactly like a regular servlet.

# JSP - Lifecycle

A JSP life cycle is defined as the process from its creation till the destruction. This is similar to a H with an additional step which is required to compile a JSP into servlet.

Paths Followed By JSP

The following are the paths followed by a JSP −

* Compilation
* Initialization
* Execution
* Cleanup

The four major phases of a JSP life cycle are very similar to the Servlet Life Cycle. The four phases have been described below −
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JSP Compilation

When a browser asks for a JSP, the JSP engine first checks to see whether it needs to compile the page. If the page has never been compiled, or if the JSP has been modified since it was last compiled, the JSP engine compiles the page.

The compilation process involves three steps −

* Parsing the JSP.
* Turning the JSP into a servlet.
* Compiling the servlet.

JSP Initialization

When a container loads a JSP it invokes the **jspInit()** method before servicing any requests. If you need to perform JSP-specific initialization, override the **jspInit()** method −

public void jspInit(){

// Initialization code...

}

Typically, initialization is performed only once and as with the servlet init method, you generally initialize database connections, open files, and create lookup tables in the jspInit method.

JSP Execution

This phase of the JSP life cycle represents all interactions with requests until the JSP is destroyed.

Whenever a browser requests a JSP and the page has been loaded and initialized, the JSP engine invokes the **\_jspService()**method in the JSP.

The \_jspService() method takes an **HttpServletRequest** and an **HttpServletResponse** as its parameters as follows −

void \_jspService(HttpServletRequest request, HttpServletResponse response) {

// Service handling code...

}

The **\_jspService()** method of a JSP is invoked on request basis. This is responsible for generating the response for that request and this method is also responsible for generating responses to all seven of the HTTP methods, i.e, **GET, POST, DELETE**, etc.

JSP Cleanup

The destruction phase of the JSP life cycle represents when a JSP is being removed from use by a container.

The **jspDestroy()** method is the JSP equivalent of the destroy method for servlets. Override jspDestroy when you need to perform any cleanup, such as releasing database connections or closing open files.

The jspDestroy() method has the following form −

public void jspDestroy() {

// Your cleanup code goes here.

}

### Advantage of JSP over Servlet

There are many advantages of JSP over servlet. They are as follows:

#### 1) Extension to Servlet

JSP technology is the extension to servlet technology. We can use all the features of servlet in JSP. In addition to, we can use implicit objects, predefined tags, expression language and Custom tags in JSP, that makes JSP development easy.

#### 2) Easy to maintain

JSP can be easily managed because we can easily separate our business logic with presentation logic. In servlet technology, we mix our business logic with the presentation logic.

#### 3) Fast Development: No need to recompile and redeploy

If JSP page is modified, we don't need to recompile and redeploy the project. The servlet code needs to be updated and recompiled if we have to change the look and feel of the application.

#### 4) Less code than Servlet

In JSP, we can use a lot of tags such as action tags, jstl, custom tags etc. that reduces the code. Moreover, we can use EL, implicit objects etc.

# JSP Scriptlet tag (Scripting elements)

In JSP, java code can be written inside the jsp page using the scriptlet tag.

**JSP Scripting elements**

The scripting elements provides the ability to insert java code inside the jsp. There are three types of scripting elements:

* scriptlet tag
* expression tag
* declaration tag

### JSP scriptlet tag

A scriptlet tag is used to execute java source code in JSP. Syntax is as follows:

1. <%  java source code %>

### Example of JSP scriptlet tag

In this example, we are displaying a welcome message.

1. **<html>**
2. **<body>**
3. **<**% out.print("welcome to jsp"); %**>**
4. **</body>**
5. **</html>**

In this example, we have created two files index.html and welcome.jsp. The index.html file gets the username from the user and the welcome.jsp file prints the username with the welcome message.

*File: index.html*

1. **<html>**
2. **<body>**
3. **<form** action="welcome.jsp"**>**
4. **<input** type="text" name="uname"**>**
5. **<input** type="submit" value="go"**><br/>**
6. **</form>**
7. **</body>**
8. **</html>**

*File: welcome.jsp*

1. <html>
2. <body>
3. <%
4. String name=request.getParameter("uname");
5. out.print("welcome "+name);
6. %>
7. </form>
8. </body>
9. </html>

# JSP expression tag

The code placed within **JSP expression tag** is *written to the output stream of the response*. So you need not write out.print() to write data. It is mainly used to print the values of variable or method.

### Syntax of JSP expression tag

1. **<**%=  statement %**>**

### Example of JSP expression tag

In this example of jsp expression tag, we are simply displaying a welcome message.

1. **<html>**
2. **<body>**
3. **<**%= "welcome to jsp" %**>**
4. **</body>**
5. **</html>**

### Example of JSP expression tag that prints the user name

In this example, we are printing the username using the expression tag. The index.html file gets the username and sends the request to the welcome.jsp file, which displays the username.

*File: index.jsp*

1. **<html>**
2. **<body>**
3. **<form** action="welcome.jsp"**>**
4. **<input** type="text" name="uname"**><br/>**
5. **<input** type="submit" value="go"**>**
6. **</form>**
7. **</body>**
8. **</html>**

*File: welcome.jsp*

1. **<html>**
2. **<body>**
3. **<**%= "Welcome "+request.getParameter("uname") %**>**
4. **</body>**
5. **</html>**

# JSP Declaration Tag

The **JSP declaration tag** is used *to declare fields and methods*.

The code written inside the jsp declaration tag is placed outside the service() method of auto generated servlet.

So it doesn't get memory at each request.

#### Syntax of JSP declaration tag

The syntax of the declaration tag is as follows:

1. **<**%!  field or method declaration %**>**

### Example of JSP declaration tag that declares field

In this example of JSP declaration tag, we are declaring the field and printing the value of the declared field using the jsp expression tag.

### index.jsp

1. **<html>**
2. **<body>**
3. **<**%! int data=50; %**>**
4. **<**%= "Value of the variable is:"+data %**>**
5. **</body>**
6. **</html>**

### Example of JSP declaration tag that declares method

In this example of JSP declaration tag, we are defining the method which returns the cube of given number and calling this method from the jsp expression tag. But we can also use jsp scriptlet tag to call the declared method.

### index.jsp

1. **<html>**
2. **<body>**
3. **<**%!
4. int cube(int n){
5. return n\*n\*n\*;
6. }
7. %**>**
8. **<**%= "Cube of 3 is:"+cube(3) %**>**
9. **</body>**
10. **</html>**

# JSP Implicit Objects

There are **9 jsp implicit objects**. These objects are *created by the web container* that are available to all the jsp pages.

The available implicit objects are out, request, config, session, application etc.

A list of the 9 implicit objects is given below:

|  |  |
| --- | --- |
| **Object** | **Type** |
| out | JspWriter |
| request | HttpServletRequest |
| response | HttpServletResponse |
| config | ServletConfig |
| application | ServletContext |
| session | HttpSession |
| pageContext | PageContext |
| page | Object |
| exception | Throwable |

### 1) JSP out implicit object

For writing any data to the buffer, JSP provides an implicit object named out. It is the object of JspWriter. In case of servlet you need to write:

1. PrintWriter out=response.getWriter();

But in JSP, you don't need to write this code.

### Example of out implicit object

In this example we are simply displaying date and time.

### index.jsp

1. <html>
2. <body>
3. <% out.print("Today is:"+java.util.Calendar.getInstance().getTime()); %>
4. </body>
5. </html>

|  |  |  |  |
| --- | --- | --- | --- |
| JSP directives  1. [JSP directives](https://www.javatpoint.com/jsp-page-directive)    1. [page directive](https://www.javatpoint.com/jsp-page-directive#page)    2. [Attributes of page directive](https://www.javatpoint.com/jsp-page-directive#pageattr)   The **jsp directives** are messages that tells the web container how to translate a JSP page into the corresponding servlet.  There are three types of directives:   * page directive * include directive * taglib directive  Syntax of JSP Directive  1. <%@ directive attribute="value" %>  JSP page directive The page directive defines attributes that apply to an entire JSP page. Syntax of JSP page directive  1. <%@ page attribute="value" %>  Attributes of JSP page directive  * import * contentType * extends * info * buffer * language * isELIgnored * isThreadSafe * autoFlush * session * pageEncoding * errorPage * isErrorPage  1)import  |  | | --- | | The import attribute is used to import class,interface or all the members of a package.It is similar to import keyword in java class or interface. |  Example of import attribute  1. <html> 2. <body> 4. <%@ page **import**="java.util.Date" %> 5. Today is: <%= **new** Date() %> 7. </body> 8. </html>  2)contentType The contentType attribute defines the MIME(Multipurpose Internet Mail Extension) type of the HTTP response.The default value is "text/html;charset=ISO-8859-1". Example of contentType attribute  1. <html> 2. <body> 4. <%@ page contentType=application/msword %> 5. Today is: <%= **new** java.util.Date() %> 7. </body> 8. </html>  3)extends The extends attribute defines the parent class that will be inherited by the generated servlet.It is rarely used. 4)info This attribute simply sets the information of the JSP page which is retrieved later by using getServletInfo() method of Servlet interface. Example of info attribute  1. <html> 2. <body> 4. <%@ page info="composed by Sonoo Jaiswal" %> 5. Today is: <%= **new** java.util.Date() %> 7. </body> 8. </html>   The web container will create a method getServletInfo() in the resulting servlet.For example:   1. **public** String getServletInfo() { 2. **return** "composed by Sonoo Jaiswal"; 3. }  5)buffer The buffer attribute sets the buffer size in kilobytes to handle output generated by the JSP page.The default size of the buffer is 8Kb. Example of buffer attribute  1. <html> 2. <body> 4. <%@ page buffer="16kb" %> 5. Today is: <%= **new** java.util.Date() %> 7. </body> 8. </html>  6)language The language attribute specifies the scripting language used in the JSP page. The default value is "java". 7)isELIgnored  |  | | --- | | We can ignore the Expression Language (EL) in jsp by the isELIgnored attribute. By default its value is false i.e. Expression Language is enabled by default. We see Expression Language later. |  1. <%@ page isELIgnored="true" %>//Now EL will be ignored  8)isThreadSafe  |  | | --- | | Servlet and JSP both are multithreaded.If you want to control this behaviour of JSP page, you can use isThreadSafe attribute of page directive.The value of isThreadSafe value is true.If you make it false, the web container will serialize the multiple requests, i.e. it will wait until the JSP finishes responding to a request before passing another request to it.If you make the value of isThreadSafe attribute like: |   <%@ page isThreadSafe="false" %>  The web container in such a case, will generate the servlet as:   1. **public** **class** SimplePage\_jsp **extends** HttpJspBase 2. **implements** SingleThreadModel{ 3. ....... 4. }  9)errorPage The errorPage attribute is used to define the error page, if exception occurs in the current page, it will be redirected to the error page. Example of errorPage attribute  1. //index.jsp 2. <html> 3. <body> 5. <%@ page errorPage="myerrorpage.jsp" %> 7. <%= 100/0 %> 8. NAHI SAMAJLA NA BHAI 10. </body> 11. </html>  10)isErrorPage The isErrorPage attribute is used to declare that the current page is the error page. Note: The exception object can only be used in the error page.Example of isErrorPage attribute  1. //myerrorpage.jsp 2. <html> 3. <body> 5. <%@ page isErrorPage="true" %> 7. Sorry an exception occured!<br/> 8. The exception is: <%= exception %> 10. </body> 11. </html> |

# Jsp Include Directive

The include directive is used to include the contents of any resource it may be jsp file, html file or text file. The include directive includes the original content of the included resource at page translation time (the jsp page is translated only once so it will be better to include static resource).

### Advantage of Include directive

Code Reusability

### Syntax of include directive

1. <%@ include file="resourceName" %>

### Example of include directive

In this example, we are including the content of the header.html file. To run this example you must create an header.html file.

1. <html>
2. <body>
4. <%@ include file="header.html" %>
6. Today is: <%= java.util.Calendar.getInstance().getTime() %>
8. </body>
9. </html>

# JSP Taglib directive

The JSP taglib directive is used to define a tag library that defines many tags. We use the TLD (Tag Library Descriptor) file to define the tags. In the custom tag section we will use this tag so it will be better to learn it in custom tag.

#### Syntax JSP Taglib directive

1. <%@ taglib uri="uriofthetaglibrary" prefix="prefixoftaglibrary" %>

### Example of JSP Taglib directive

In this example, we are using our tag named currentDate. To use this tag we must specify the taglib directive so the container may get information about the tag.

1. <html>
2. <body>
4. <%@ taglib uri="http://www.javatpoint.com/tags" prefix="mytag" %>
6. <mytag:currentDate/>
8. </body>
9. </html>