**实验二 文章相似度检验**

1. 实验题目：给出两篇文章求其相似程度。
2. 解题思路：

1）首先将文章按段，句，字三维动态存入三维数组。

2）1. 文章相似度为最大段落相似度之和/二者最大段落数。

2. 段落相似度为最大句子相似度之和/二者最大句子数。

3. 句子相似度为最长公共字串之和/二者最小字符数。

3) 最长公共字串之和：首先生成串1和串2的矩阵，在矩阵中求最长对角线，删除公共子串，重复操作，直至串1 串2再无公共子串，求得所有公共子串之和。

1. 运行结果

#include **<iostream>**#include**<stdlib.h>**#include**<malloc.h>**#include **<process.h>**#include **<stdio.h>**#include **<string.h>  
typedef struct** {  
 **int** \*maxlen;  
 **int** \*xpos;  
 **int** \*ypos;  
 **int** size;  
 **int** MaxSize;  
}LIST;  
**void** Initlist(LIST &S);  
**void** AgainMalloc(LIST &S);  
**void** ListInsert(LIST &S, **int** a, **int** b, **int** c);  
**bool** GetMartix(**char** \*\*&C, **char** \*str1, **char** \*str2);  
**void** GetDiag(**char** \*\*C,**char**\* str1,**char**\* str2, LIST &S);  
**void** printlist(LIST &S);  
**void** GetMaxLen(LIST &S, **int** &xmax, **int** &ymax, **int** &lenmax);  
**void** StrDelete(**char** \*&str, **int** pos, **int** len);  
**double** matchS(**char** \*str1, **char**\*str2);*//求句子相似度***void** readin(**char** \*\*\*&C,**const** char\* p,**int** &pmax,**int** &smax,**int** &cmax);*//将文章读入三维数组， pmax，smax，cmax分别为其段落，句子，字符的最长标号*  
**double** AriMatch(**int** Apmax,**int** Bpmax,**int** Asmax,**int** Bsmax, **int** Acmax, **int** Bcmax, **char** \*\*\*A,**char** \*\*\*B);*//求文章相似度***double** ParaMatch(**char** \*\*A, **char**\*\*B,**int** Asmax,**int** Bsmax, **int** Acmax, **int** Bcmax);*//求段落相似度***int** main() {  
 **char** \*\*\*A;  
 **int** Apmax=0;  
 **int** Asmax=0;  
 **int** Acmax=0;  
 readin(A,”test1.txt”,Apmax,Asmax,Acmax);**char** \*\*\*B;  
 **int** Bpmax=0;  
 **int** Bsmax=0;  
 **int** Bcmax=0;  
 readin(B,”test2.txt”Bpmax,Bsmax,Bcmax);**float** m=**float**(100\*AriMatch(Apmax,Bpmax,Asmax,Bsmax,Acmax,Bcmax,A,B));**int** i,j;  
 **for**(i = 0; i <= Apmax; ++i)  
 **for**(j = 0; j <= Asmax; ++j)  
 free(A[i][j]);  
 **for**(i = 0; i <= Apmax; ++i)  
 free(A[i]);  
 free(A);  
 **for**(i = 0; i <= Bpmax; ++i)  
 **for**(j = 0; j <= Bsmax; ++j)  
 free(B[i][j]);  
 **for**(i = 0; i <= Bpmax; ++i)  
 free(B[i]);  
 free(B);  
 printf(**"%.2f%%"**,m);  
}  
**bool** GetMartix(**char** \*\*&C, **char** \*str1, **char** \*str2)  
{  
 **int** i,j;  
 **if**(C!=**NULL**)  
 {C=**NULL**;  
 }  
 **int** len1=strlen(str1);  
 **int** len2=strlen(str2);  
 **if**(strlen(str1)==0||strlen(str2)==0)  
 **return false**;  
 C=(**char** \*\*)malloc(strlen(str1)\***sizeof**(**char** \*));  
 **for**(i=0;i<strlen(str1);i++ )  
 {  
 \*(C+i)=(**char** \*)malloc(strlen(str2)\***sizeof**(**char**));  
 **for** (j=0;j<strlen(str2);j++)  
 {  
 **if** (\*(str1+i)==\*(str2+j))  
 \*(\*(C+i)+j) = **'1'**;  
 **else** \*(\*(C+i)+j) = **'0'**;  
 }  
 }  
 **return true**;  
}  
  
**void** Initlist(LIST &S)  
{  
 **if**(S.maxlen!=**NULL**)  
 {  
 S.maxlen=**NULL**;  
 }  
 **if**(S.xpos!=**NULL**)  
 {  
 S.xpos=**NULL**;  
 }  
 **if**(S.ypos!=**NULL**)  
 {  
 S.ypos=**NULL**;  
 }  
 S.maxlen=(**int** \*)malloc(**sizeof**(**int**));  
 S.xpos=(**int** \*)malloc(**sizeof**(**int**));  
 S.ypos=(**int** \*)malloc(**sizeof**(**int**));  
 S.MaxSize=1;  
 S.size=0;  
}  
  
**void** GetDiag(**char** \*\*C,**char**\* str1,**char**\* str2, LIST &S)  
{  
 **int** i,j,r,c=0,count=0;  
 **int** len1=strlen(str1);  
 **int** len2=strlen(str2);  
 **for**(i=0;i<len1;i++)  
 {  
 **for**(j=0;j<len2;j++)  
 {  
 **if**(C[i][j]==**'1'**)  
 {  
 count=0;  
 c=i;r=j;  
 **while**(C[c][r]==**'1'**)  
 {  
 count++;  
 C[c][r] = **'2'**;  
 c++;r++;  
 **if**(c>=len1||r>=len2)  
 **break**;  
 }  
 ListInsert(S,i,j,c-i);  
 }  
  
 }  
 }  
}  
  
**void** AgainMalloc(LIST &S)  
{  
 S.maxlen=(**int** \*)realloc(S.maxlen,(S.MaxSize+1)\* **sizeof**(**int**));  
 S.xpos=(**int** \*)realloc(S.xpos,(S.MaxSize+1)\* **sizeof**(**int**));  
 S.ypos=(**int** \*)realloc(S.ypos,(S.MaxSize+1)\* **sizeof**(**int**));  
 S.MaxSize++;  
}  
  
**void** ListInsert(LIST &S, **int** a, **int** b, **int** c)  
{  
 **if** (S.size == S.MaxSize)  
 AgainMalloc(S);  
 S.xpos[S.size] = a;  
 S.ypos[S.size] = b;  
 S.maxlen[S.size] = c;  
 S.size++;  
}  
  
**void** printlist(LIST &S)  
{  
 **int** i;  
 **for**(i=0;i<S.size;i++)  
 printf(**"%d "**,S.maxlen[i]);  
}  
  
**void** GetMaxLen(LIST &S, **int** &xmax, **int** &ymax, **int** &lenmax)  
{  
 **int** i;  
 lenmax=0;xmax=0;ymax=0;  
 **for**(i=0; i<S.size; i++)  
 {  
 **if**(S.maxlen[i]>lenmax)  
 {  
 lenmax=S.maxlen[i];  
 xmax=S.xpos[i];  
 ymax=S.ypos[i];  
 }  
 }  
}  
  
**void** StrDelete(**char** \*&str, **int** pos, **int** len)  
{  
 **int** i;  
 **for**(i=pos+len;i<strlen(str);i++)  
 {  
 str[i-len]=str[i];  
 }  
 str[strlen(str)-len]=**'\0'**;  
}  
  
**double** matchS(**char** \*str1, **char** \*str2)  
{  
 **char** \*\*C;  
 *//char \*sub;* LIST S;  
 Initlist(S);  
 **int** xmax=0,ymax=0,lenmax=0,count=0;  
 **int** len;  
 **if**(strlen(str1)>strlen(str2))  
 len=strlen(str2);  
 **else** len=strlen(str1);  
 **if**(GetMartix(C,str1,str2)==**false**)  
 **return** 0;  
 GetDiag(C,str1,str2,S);  
 GetMaxLen(S, xmax, ymax, lenmax);StrDelete(str1,xmax,lenmax);  
 StrDelete(str2,ymax,lenmax);  
 count=count+lenmax;  
 **while**(lenmax!=0)  
 {  
 Initlist(S);  
 **if**(GetMartix(C,str1,str2)==**false**)  
 **break**;  
 GetDiag(C,str1,str2,S);  
 GetMaxLen(S, xmax, ymax, lenmax);StrDelete(str1,xmax,lenmax);  
 StrDelete(str2,ymax,lenmax);  
 count=count+lenmax;  
 }  
 **int** i;  
 **if**(C!=**NULL**){  
 **for**(i=0;i<strlen(str1);i++)  
 free(C[i]);  
 free(C);  
 }  
 **delete** S.xpos;  
 **delete** S.ypos;  
 **delete** S.maxlen;  
 **return float**(count)/**float**(len);  
}  
**void** readin(**char** \*\*\*&A,**const** char\* p,**int** &pmax,**int** &smax,**int** &cmax)  
{  
 FILE \*fp;  
 **char** ch;  
 **int** flag,start=0,ctemp=0,stemp=0,i,j,k;  
 A=(**char** \*\*\*)malloc(**sizeof**(**char** \*\*));  
 A[0]=(**char** \*\*)malloc(**sizeof**(**char** \*));  
 A[0][0]=(**char** \*)malloc(**sizeof**(**char**));  
 **if**((fp=fopen(**p**,**"r+"**))==**NULL**){  
 printf(**"cannot open the file\n"**);  
 exit(0);  
 }  
 **while**((ch=fgetc(fp))!=**EOF**)  
 {  
 **if**(ch==**' '**&&start==0)  
 flag=0;  
 **else if**(ch==**'.'**)  
 { flag=2;  
 start=0;  
 }  
 **else if**(ch==**'\n'**)  
 {  
 flag=3;  
 start=0;  
 }  
 **else** {  
 flag=1;  
 **if**(ch==**','**) start=0;  
 **else** start=1;  
 }  
 **switch**(flag){  
 **case** 0: **break**;  
 **case** 1: {  
 A[pmax][stemp][ctemp]=ch;  
 ctemp++;  
 **if**(ctemp>cmax)  
 {  
 cmax++;  
 A=(**char** \*\*\*)realloc(A,(pmax+1)\***sizeof**(**char** \*\*));  
 A=(**char** \*\*\*)realloc(A,(pmax+1)\***sizeof**(**char** \*\*));  
 **for**(i=0;i<=pmax;i++)  
 { A[i]=(**char** \*\*)realloc(A[i],(smax+1)\***sizeof**(**char** \*));  
 A[i]=(**char** \*\*)realloc(A[i],(smax+1)\***sizeof**(**char** \*));  
 }  
 **for**(i=0;i<=pmax;i++)  
 **for**(j=0;j<=smax;j++) {  
 A[i][j]=(**char** \*) realloc(A[i][j], (cmax + 1) \* **sizeof**(**char**));  
 A[i][j]=(**char** \*) realloc(A[i][j], (cmax + 1) \* **sizeof**(**char**));  
 }  
 }  
 }  
 **break**;  
 **case** 2: {  
 A[pmax][stemp][ctemp]=**'\0'**;  
 ctemp=0;  
 stemp++;  
 **if**(stemp>smax) {  
 smax++;  
 A = (**char** \*\*\*) realloc(A, (pmax + 1) \* **sizeof**(**char** \*\*));  
 A = (**char** \*\*\*) realloc(A, (pmax + 1) \* **sizeof**(**char** \*\*));  
 **for** (i = 0; i <= pmax; i++)  
 {  
 A[i] = (**char** \*\*) realloc(A[i], (smax+ 1) \* **sizeof**(**char** \*));  
 A[i] = (**char** \*\*) realloc(A[i], (smax+ 1) \* **sizeof**(**char** \*));  
 }  
 **for** (i = 0; i <= pmax; i++)  
 **for** (j = 0; j <= smax; j++){  
 A[i][j]= (**char** \*) realloc(A[i][j], (cmax + 1) \* **sizeof**(**char**));  
 A[i][j]= (**char** \*) realloc(A[i][j], (cmax + 1) \* **sizeof**(**char**));  
 }  
 }  
 }  
 **break**;  
 **default**: {  
 A[pmax][stemp][0]=**'\0'**;  
 stemp=0;  
 pmax++;  
 A=(**char** \*\*\*)realloc(A,(pmax+1)\***sizeof**(**char** \*\*));  
 A=(**char** \*\*\*)realloc(A,(pmax+1)\***sizeof**(**char** \*\*));  
 **for**(i=0;i<=pmax;i++)  
 { A[i]=(**char** \*\*)realloc(A[i],(smax+1)\***sizeof**(**char** \*));  
 A[i]=(**char** \*\*)realloc(A[i],(smax+1)\***sizeof**(**char** \*));}  
 **for**(i=0;i<=pmax;i++)  
 **for**(j=0;j<=smax;j++)  
 {A[i][j]=(**char** \*)realloc(A[i][j],(cmax+1)\***sizeof**(**char** ));  
 A[i][j]=(**char** \*)realloc(A[i][j],(cmax+1)\***sizeof**(**char** ));  
 }  
 }  
 }  
 }  
 A[pmax][stemp][0]=**'\0'**;  
 fclose(fp);  
}  
**double** AriMatch(**int** Apmax,**int** Bpmax,**int** Asmax,**int** Bsmax, **int** Acmax, **int** Bcmax, **char** \*\*\*A,**char** \*\*\*B)  
{  
 **int** i=0,j=0;  
 **double** count=0,temp,para;  
 **for**(i=0;i<=Apmax;i++){  
 temp=0;  
 **for**(j=0;j<=Bpmax;j++)  
 {  
 **if**((para=ParaMatch(A[i],B[j],Asmax,Bsmax,Acmax,Bcmax))>temp)  
 temp=para;  
 }  
 count=count+temp;  
 }  
 **if**(i>j)  
 **return double**(count/i);  
 **else  
 return double**(count/j);  
}  
**double** ParaMatch(**char** \*\*A, **char**\*\*B,**int** Asmax,**int** Bsmax, **int** Acmax, **int** Bcmax)  
{  
 **int** i=0,j=0;  
 **double** count=0,temp=0,s;  
 **char** \*str1=**NULL**;  
 **char** \*str2=**NULL**;  
 **for**(i=0;i<=Asmax;i++){  
 **if**(A[i][0]==**'\0'**)  
 **break**;  
 temp=0;  
 **for**(j=0;j<=Bsmax;j++){  
 **if**(B[j][0]==**'\0'**)  
 **break**;  
 str1=(**char** \*)malloc(strlen(A[i])\***sizeof**(**char**));  
 strcpy(str1,A[i]);  
 str2=(**char** \*)malloc(strlen(B[j])\* **sizeof**(**char**));  
 strcpy(str2,B[j]);  
 **if**((s=matchS(str1,str2))>temp)  
 {  
 temp=s;  
 }  
 }  
 count+=temp;  
 }  
 str1=**NULL**;  
 str2=**NULL**;  
 **if**(i>j)  
 **return double**(count/i);  
 **else  
 return double**(count/j);  
}

1. 运行结果

输入:

test1.txt:

I like to travel to different places, I can see beautiful scenery and understand different cultures. I always travel with friends, we book a lot of plans in advance. But the plan is always interrupted by a variety of unexpected events, such as bad weather, holidays being cancelled, etc., so we have to spend time waiting for the next trip. I can ignore these problems when I travel alone. I can travel at any time, just pick up my backpack and buy a ticket. How free is that, I don't have to wait for other people to go where I want to go. It’s great to travel alone.

Summertime is the besttime of the year.There is no school for monthsI get to do what I want.With no tests no homework,I'm as free as a bird.I do many things during the summer vacation.I relax by reading books watching TV.I also hang out with my friends travel with my family.However,I don't play in summer.I take advantage of the free time to learn more.For example,last summer I learned to swim.This summer I might study computers or English.Summer vacation flies by fast,so it's important to do as as you can.

Everyone has their own dreams, I am the same. But my dream is not a lawyer, not a doctor, not actors, not even an industry. Perhaps my dream big people will find it ridiculous, but this has been my pursuit! My dream is to want to have a folk life! I want it to become a beautiful painting, it is not only sharp colors, but also the colors are bleak, I do not rule out the painting is part of the black, but I will treasure these bleak colors! Not yet, how about, a colorful painting, if not bleak, add color, how can it more prominent American? Life is like painting, painting the bright red color represents life beautiful happy moments. Painting a bleak color represents life difficult, unpleasant time. You may find a flat with a beautiful road is not very good yet, but I do not think it will. If a person lives flat then what is the point? Life is only a short few decades, I want it to go Finally, Each memory is a solid.

test1.txt:

I like to travel to different places, because I can see beautiful scenery and understand different cultures. I always travel with friends, and we make many plans ahead of time. But plans are always interrupted by unexpected events, such as bad weather, cancelled holidays and so on, so we have to spend time waiting for the next trip. Traveling alone can ignore these problems, and I can travel anytime I want, just with a backpack and a ticket. It's so free. I don't have to wait for anybody else to go where I want to go. It's nice to travel alone.

Summer is the best time of the year. No school, I want to do what I want to do, no homework, I like a free bird, I do a lot of things, summer vacation, through reading and watching TV to relax themselves, I also travel with my friends and my family. However, I do not play summer. I use my spare time to learn more. For example, I learned to swim last summer. I may learn computer or English this summer. Summer vacation is fast, so the important thing is to do it, you can.

Everyone has their own dreams, so do I. But my dream is not a lawyer, not a doctor, not an actor, or even an industry. My dream may be ridiculous to adults, but this is what I have been pursuing. My dream is to have a colorful life. I want it to be a beautiful painting, it not only has bright colors, but also have dim colors, I do not rule out that this painting has a part of the black, but I will cherish these dim colors! Isn't it? How can a brightly colored painting stand out more beautifully if it doesn't have a bit of darkness? Life is like painting. The bright colors in the picture represent the beautiful and happy life. The dim colors in the painting represent difficulties and unpleasantness in life. Maybe you would think that it's not good to have a flat and beautiful road, but I don't think so. What does it mean for a person to have a flat life? Life is only a short span of decades. I want him to come to the last moment. Every memory is full.

输出:

![](data:image/png;base64,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)

1. 心得体会
2. realloc函数：
3. 只能对已申请的空间调整大小。
4. realloc申请到的空间必须赋值给指针，以防止其指针漂移。
5. 指针数组要逐级申请，逐级释放。

2）指针操作

1. 申请的内存必须释放否则内存泄漏。

2. 指针最好赋初值NULL。

3. 不要对NULL指针操作。

3）fclose函数包含了对指针内存的释放，无需在free文件指针。