Design Algorithm and Analysis

# Lab – 1: Insertion Sort

Aim :

To Perform Insertion sort on the Randomly generated arrays

Introduction :

Insertion sort algorithm involves the sorted list created based on an iterative comparison of each element in the list with its adjacent element.

An index pointing at the current element indicates the position of the sort. At the beginning of the sort (index=0), the current value is compared to the adjacent value to the left. If the value is greater than the current value, no modifications are made to the list; this is also the case if the adjacent value and the current value are the same numbers.

However, if the adjacent value to the left of the current value is lesser, then the adjacent value position is moved to the left, and only stops moving to the left if the value to the left of it is lesser.

The diagram illustrates the procedures taken in the insertion algorithm on an unsorted list. The list in the diagram below is sorted in ascending order (lowest to highest).

PseudoCode:

insertionSort(array)

  mark first element as sorted

  for each unsorted element X

    'extract' the element X

    for j <- lastSortedIndex down to 0

      if current element j > X

        move sorted element to the right by 1

    break loop and insert X here

end insertion sort

for Average Case

import numpy

arr = numpy.random.randint(10, size=(100000))

import time

start\_time = time.time()

def insertion\_sort(arr):

    count = 0

    for i in range(0,len(arr)):

        val=arr[i]

        j=i-1

        while j>=0 and val<arr[j]:

            arr[j+1] = arr[j]

            j-=1

            count+=1

        arr[j+1]=val

    return(arr, count)

print("unsorted array is : " ,arr)

arr, count = insertion\_sort(arr)

end\_time =time.time()

compilation\_time = end\_time - start\_time

print("sorted array is : " ,arr)

print("number of times loop : ",count)

print("compilation time : ",compilation\_time)