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**Листинг программ**

Файл Main.java

import mpi.\*;  
import java.util.ArrayList;  
import java.util.List;  
  
public class Main {  
 public static void main(String[] args) {  
 MPI.*Init*(args);  
  
 int rank = MPI.*COMM\_WORLD*.Rank();  
 int size = MPI.*COMM\_WORLD*.Size();  
  
 if (size < 2) {  
 System.*out*.println("Этот код должен быть запущен как минимум на двух процессах.");  
 MPI.*Finalize*();  
 return;  
 }  
  
 if (rank == 0) {  
 GraphData graphData = *generateGraphData*();  
  
 Status[] sendStatus = new Status[size - 1];  
 Request[] sendRequests = new Request[size - 1];  
  
 GraphData[] dataToSend = new GraphData[]{graphData};  
 for (int i = 1; i < size; i++) {  
 sendRequests[i - 1] = MPI.*COMM\_WORLD*.Isend(dataToSend, 0, 1, MPI.*OBJECT*, i, 0);  
 }  
  
 for (int i = 0; i < size - 1; i++) {  
 sendStatus[i] = sendRequests[i].Wait();  
 }  
 } else {  
 GraphData[] dataReceived = new GraphData[1];  
 MPI.*COMM\_WORLD*.Irecv(dataReceived, 0, 1, MPI.*OBJECT*, 0, 0).Wait();  
 GraphData graphDataRecv = dataReceived[0];  
  
  
 boolean isHypercube = *checkIsomorphism*(graphDataRecv);  
  
 byte[] sendBuffer = new byte[]{(byte) (isHypercube ? 1 : 0)};  
 MPI.*COMM\_WORLD*.Isend(sendBuffer, 0, 1, MPI.*BYTE*, 0, 0);  
  
 }  
  
 if (rank == 0) {  
  
 byte[] recvResults = new byte[size - 1];  
 Status[] recvStatus = new Status[size - 1];  
 Request[] recvRequests = new Request[size - 1];  
  
 for (int i = 1; i < size; i++) {  
 recvRequests[i - 1] = MPI.*COMM\_WORLD*.Irecv(recvResults, i - 1, 1, MPI.*BYTE*, i, 0);  
 }  
  
 for (int i = 0; i < size - 1; i++) {  
 recvStatus[i] = recvRequests[i].Wait();  
 }  
  
 boolean isHypercubeOverall = true;  
 for (byte result : recvResults) {  
 isHypercubeOverall &= (result != 0);  
 }  
  
  
 if (isHypercubeOverall) {  
 System.*out*.println("Граф является гиперкубом.");  
 } else {  
 System.*out*.println("Граф не является гиперкубом.");  
 }  
 }  
  
 MPI.*Finalize*();  
 }  
  
 private static GraphData generateGraphData() {  
 int numVertices = 6;  
 List<Edge> edges = new ArrayList<>();  
 edges.add(new Edge(0, 1));  
 edges.add(new Edge(0, 2));  
 edges.add(new Edge(1, 3));  
 edges.add(new Edge(2, 4));  
 edges.add(new Edge(3, 5));  
 edges.add(new Edge(4, 5));  
  
 //return new GraphData(numVertices, edges);  
 return *generateHypercube*(numVertices);  
 }  
  
 private static boolean checkIsomorphism(GraphData data) {  
 int numVertices = data.getNumVertices();  
 List<Edge> edges = data.getEdges();  
  
   
 int n = 0;  
 while (Math.*pow*(2, n) < numVertices) {  
 n++;  
 }  
  
 if (Math.*pow*(2, n) != numVertices) {  
 return false;  
 }  
  
 for (Edge edge : edges) {  
 int source = edge.getSource();  
 int destination = edge.getDestination();  
  
 int xor = source ^ destination;  
 if (Integer.*bitCount*(xor) != 1) {  
 return false;  
 }  
 }  
  
 return true;  
 }  
  
 private static GraphData generateHypercube(int n) {  
 int numVertices = (int) Math.*pow*(2, n);  
 List<Edge> edges = new ArrayList<>();  
  
 for (int i = 0; i < numVertices; i++) {  
 for (int j = i + 1; j < numVertices; j++) {  
 if (Integer.*bitCount*(i ^ j) == 1) {  
 edges.add(new Edge(i, j));  
 }  
 }  
 }  
  
 return new GraphData(numVertices, edges);  
 }  
  
}

Файл GraphData.java:

import java.io.Serializable;  
import java.util.List;  
  
public class GraphData implements Serializable {  
 private int numVertices;  
 private List<Edge> edges;  
  
 public GraphData(){  
  
 }  
  
 public GraphData(int numVertices, List<Edge> edges) {  
 this.numVertices = numVertices;  
 this.edges = edges;  
 }  
  
 public int getNumVertices() {  
 return numVertices;  
 }  
  
 public List<Edge> getEdges() {  
 return edges;  
 }  
}

Файл Edge.java:

import java.io.Serializable;  
  
public class Edge implements Serializable {  
 private final int source;  
 private final int destination;  
  
 public Edge(int source, int destination) {  
 this.source = source;  
 this.destination = destination;  
 }  
  
 public int getSource() {  
 return source;  
 }  
  
 public int getDestination() {  
 return destination;  
 }  
}