Complex Game System Brief

# Purpose

For this assessment, the modular complex system I am creating will be a system that procedurally generates a dungeon in a 3D environment. The system will have an extensive amount of customization in the in the inspector that can tweak features like :

* Textures and materials
* Dungeon size
* Corridor sizes
* Ceiling height
* Starting and ending points,
* Procedurally generated furniture.

Other features that don’t directly relate to the dungeon such as enemy and player attributes will be additionally added. Ultimately, this modular system is essentially a starter pack for people making 3D dungeon crawlers that allows multiple levels of customization with player and enemy integration.

# Libraries

The system will use only anything that can be included in the scripts namespace. The main libraries being used include:

* System.Collections
* System.Linq
* UnityEngine

The unity collections library allows the system to utilize lists and functions that can add, remove items from a list. The collections library also lets the system enqueue and dequeue objects within queues.

The unity linq library allows the system to reorder and organise queues by specific orders and also allows the system to join multiple arrays. The system also has access to ‘where’ functions that work similar to ‘if’ statement except the ‘where’ function applies the condition before effecting the data while ‘if’ statement applies the condition after the data is affected.

The unity engine library gives the system access to more mathematics. The system will utilize some of these functions / classes such as all the vector variants (vector2, vector3, vector2int, etc), mathf functions, the random class, and essentially any advanced math functionality will come from this library.

Furthermore, additional libraries will need to be installed for the system to work as they are all integrated in the source code and can be accessed within the namespaces.

# Mathematics

As a system that uses procedural generation, there are many mathematic equations used. Some of the core math equations that the system will utilise include absolute value functions as some aspects of the procedural generation cannot have negative values, such as the number of children an object has or the max number of rooms. Radians to degree functions alongside trigonometry functions will be utilized to calculate the orientation of the connecting corridors.

Some of the basic math equations that will be used includes finding middle points between objects that simply just used addition and division to add the two points and divide in half to return a middle point. Multiplication will be used when loading in mesh to create different sizes and adjust offsets. Subtraction will also be used to change the index in certain loops.

# Algorithms

The basis of the modular system utilizes binary algorithm called binary space partitioning.

# Modularity

# Integration

# References