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For this development, the required libraries are listed below.

* os, sys, pathlib, numpy, PyQt5.QtWidgets, PyQt5, traceback, math, matplotlib.pyplot, time, subprocess

# **Beam**

There was total 5 classes in the side beam folder, each with its own functionality, which is listed below.

class Beam ():

class Element ():

class Node ():

class Segment ():

class Stand ():

class Utilities ():

## Class Beam ():

There are numerous functions in this class that actually function to iterate the values provided by the user and store them in various lists. This class takes values such as beam\_id, beam\_type, n\_segments, and n\_elements from the instance.

There are four main classes from which value is extracted.

from beam.segment import Segment  
from beam.node import Node  
from beam.element import Element  
from Utils.geometry import Geometry

* Different functions inside beam class shown below

def getBeamAsStr(self):

Three different variables that store value in the form of list

* segmentsStr = "[]"
* nodesStr = "[]"
* elementsStr = "[]"

generate 3 different variable that content string values in the List and return text value using input data which is shown below.

Beam ID: 1, Beam Type: Stand, Beam Class: S, Beam Length: 1.000, No. of segments: 2, No. of elements: 3, Segments: ………, Nodes: ………, Elements: ……

* This function uses static method to iterate data

@staticmethod  
def getBeamsAsStr(beams):

This function increase base on the beam value. For instance, if the beam size is more like 3, and 4 beams. Base on that value beam string data increase and store.

return beamsStr

* This function takes a single argument in the form of dictionary.

def setSegmentbyDic(self,dics):

Return the segment value as a tuple after extracting the elements from the dictionary.

self.segments = segments

* This function takes the segment value from beam class. After that checks the segment value are true or not and return Boolean output.

def setSegments(self, segments):

* This function uses instance value of start point and end\_point to determine the length of a beam. If the value is empty, return false; otherwise, use the Geometry class inside findPointsDistance function to calculate the distance between start\_point and end\_point.

def getBeamLength(self):

return self.beam\_length

* This function takes value from instance and return class of beam

def getBeamClass(self):

return self.beam\_class

* Take variable of the starting and end points of beams return start\_point and end\_point.

def setStartAndEndPoints(self, start\_point, end\_point):  
 self.start\_point = start\_point  
 self.end\_point = end\_point

* This function takes nodes as n input variable and return nodes.

def setNodes(self, nodes):  
 self.nodes = nodes

* This function takes a single argument which is elements and return as an element.

def setElements(self, elements):  
 self.elements = elements

* This function takes a single beam class argument, and return beam\_class

def setBeamClass(self, beam\_class):  
 self.beam\_class = beam\_class

* This method returns a value based on the value of a segment. Define the start point and end point variables. Based on the change, construct dir\_vector as 3\*1 matrices and store in segment, then continue till you reach the end point.

def generateSegmentsStartAndEndPoints(self):

* This function takes a single argument of n\_comps and return beam classes and their respective descriptions.

@staticmethod  
def getBeamClasses(n\_comps):

* Because they have a large number of stands and a beam class based on n\_compartment, these two functions are used for Jacket 3 and Jacket 4 beams. The values of stand beam classes and comp beam classes are returned.

@staticmethod  
def getStandBeamClasses(n\_comps):

@staticmethod  
def getCompBeamClasses(n\_comps):

Which is look like this in the figure shows below.
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**StandBeam**

![](data:image/png;base64,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)

**CompBeam**

## Class stand ():

This class takes 2 arguments like stand\_id and height. Return the value which is shown below.

STAND:  
[Stand ID: 1, Height: 1.000, Beams: []]

## Class Node ():

This class takes 3 different arguments and return those three arguments base on how many nodes inside beam. This list increases base on the length of nodes.

Nodes: [  
[Local Num: 1, Global Num: 1, Coordinates: […………]],

## Class Element ():

This describes inside code including comments. Return this kind of element list and also increase base on elements which is shown below.

Elements: [  
[Local Num: 1, Global Num: 1,  
Start Node: [Local Num: 1, Global Num: 1, Coordinates: [………]],  
End Node: [Local Num: 2, Global Num: 2, Coordinates: […………]],  
Cross Section Property: […………]]

## Class Segment ():
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class function user can see inside code and gives the output like this shown below.

Segments: [  
[Segment ID: 0 (Start Point: ['0.000000', '0.000000', '-1.000000'], End Point: ['0.000000', '0.000000', '-1.000000']),

Length Ratio: 0.000, Diameter Start: 0.000, Diameter End: 1.000, Thickness Start: 0.000, Thickness End: 1.000, Density: 1.000, E: 1.000, G: 1.000, alpha\_s: 1.000, alpha\_v: 1.000, SCF Start: 1.000, SCF End: 3.000]

# **Desio**

The monopile, tower, jacket-3, and jacket-4 beam types are all displayed in this folder. Also included is a video illustration of how all of the GUI looked suspiciously.

# **Gui\_fun\_file**

Monopile data is generated using this class. Use the various classes listed below to do this.

## Class MonopilePage:

from Utils.utilities import Utilities as util  
from structure.monopile.monopile import Monopile  
from structure.jacket.jacket import Jacket  
from beam.beam import Beam  
from beam.segment import Segment  
from beam.stand import Stand  
from Utils.segments\_userInterface import segments\_ui  
from Utils.geometry import Geometry  
import traceback  
from PyQt5.QtWidgets import QDialog  
from segment\_table import \*

* This grabs all the variables from the combo table in the form of a set, such as stand\_legth, no\_segments, and no\_elements. Also use for J3 and J4 to grab there text values which user can see inside code.

def getValuesFromParent(self):

self.mono\_page\_fields = {}  
self.j3\_page\_fields = {}  
self.j4\_page\_field = {}

* These three functions are used to examine values that come from the combo table, such as grater then 0 or equal to 0 based on requirements. Also convert text values in float or int.

def checkMonoPageInputs(self):

def checkJ4Pageinpurs(self):

def checkJ3Pageinputs(self):

* This function reads a text value from the segment dialog table and checks whether the data is acceptable or not. This use for a single input segment. If there are more input segments then use different function. Which is shown below.

def checkDialogInput(self, input\_fields):

def checkAllSegments(self):

* Sets the Beams and segment using different class called stand.py and beam.py

def generate\_input\_files(self):

self.monopile\_stand.setBeams(self.beams)  
 self.monopile\_stand.beams[0].setSegments(self.segments)

create monopile object using Monopile class, which need single argument.

self.monopile = Monopile(self.monopile\_stand)

Check lengthRatiosValidation of monopile data if not valid gives the error message. Generate Beam Input Data using functions like writeBeamInput(), writeLogFile(), (Beam, Segments, Nodes, Elements, etc.) of Monopile.

beamInputGenerated = self.monopile.generateBeamInputData()  
if beamInputGenerated:  
 self.monopile.writeBeamInput()  
 self.monopile.writeLogFile()

* Get the data from Beamclass, standBeamClass and CompBeamClass. Also initialize Stand and beam which can clearly see in code.

def load\_monopile(self):

Append monopile beam to the list of beams (single item list). taking values from segment table.

self.beams = list()  
self.beams.append(self.monopile\_beam)  
  
self.segments = []  
self.segment\_btns = segments\_ui(self.ui.tabSupportStructure, self.mono\_page\_fields["no\_segments"])

## Class TowerPage:

All of these functions work in the same way as the MonopilePage class function.

def getValuesFromParent(self):

def checkTowerPageInputs(self):

def checkDialogInput(self,input\_fields):

def checkAllSegments(self):

def dispDialogSegmentTable(self,id=None):

* This function also works like MonopilePage class. Set intermediate parameters of bema and segment.

def writeBeamFile(self):

self.tower.setBeams(self.beams)  
 self.tower.beams[0].setSegments(self.segments)

check the raise exception if the length ratios not valid. Generate Beam Input Data (Beam, Segments, Nodes, Elements, etc.) of Tower using Tower class. Write beam input perameter using function writeBeamInput(), and write Log file using writeLogFile() function.

beamInputGenerated = self.tower.generateBeamInputData()  
if beamInputGenerated:  
 self.tower.writeBeamInput()  
 self.tower.writeLogFile()

Append tower beam to the list of beams (single item list), taking values from segment table.

self.beams = list()  
self.beams.append(self.tower\_beam)  
  
self.segments = []  
self.segment\_btns = segments\_ui(self.ui.tabTower, self.tower\_page\_fields["no\_segments"])

# **Io**

The contents of this folder store structure log data as well as output of beam input data or tower input data, which user can see in the io folder for clear understanding.

# **Structure**

This has classes such as Monopile, Jacket, and Tower that are used to generate beam input data, generate cross section properties, obtain cross section properties, write Beam input, and write log file.

Describe each step in the code using comments so that the user may refer back to it.

class Jacket():

class Monopile():

class Tower():

# **Utils**

There are various classes in this folder, as indicated below.

class Compartment():

class CrossSectionProperty():

class Geometry():

class Utilities():

These two classes are used to produce 2 different tables. A beaminfo\_ui class used to utilized to create Beam info for J3 and J4 beams, while another class segments are used to generate a segment info table for all beams for example Monopile, J3, J4 and Tower as well.

class beamsinfo\_ui(QtWidgets.QWidget):

class segments\_ui(QtWidgets.QWidget):

## Class Compartment ():

This particular class used for J3 and J4 Beam to set and get the compartment string values. For that they need 2 different arguments compartment\_id , height.

* This function grabs the value of compartment from Beam class.

getCompartmentAsStr(self):

return f"[Compartment ID: {int(float(self.compartment\_id))}, Height: {float(self.height):.3f},\nBeams: {beamsStr}\n]"

Result:

COMPARTMENTS:  
  
[[Compartment ID: 1, Height: 2.000,Beams: []]]

## Class CrossSectionProperty ():

This class contains a variety of functions, which are listed below.

def setProperties(self, properties):

def getPropertyAsStr(self):

def getPropertiesAsLine(self):

def getCrossSectionProperties(prop\_id, beam\_length, n\_elems, segments):

def deriveCrossSectionProperty(elem\_prop):

* To derive cross section properties, use this class to declare all elements first. For example curr\_elem\_property = [elem\_length, elem\_diameter, elem\_diameter, elem\_thickness, elem\_thickness, current\_segment.density, current\_segment.e, current\_segment.g, current\_segment.alpha\_s, current\_segment.alpha\_v, current\_segment.scf\_start, current\_segment.scf\_end]
* This function was used for this, and it is extensively described in the code using comments.
* Return cross section properties

@staticmethod  
def getCrossSectionProperties(prop\_id, beam\_length, n\_elems, segments):

return cross\_section\_properties

* All mathematic formulas in the form of matrices that determine cross-section characteristics are stored in this function. Inside the code, fully describe using comments.

def deriveCrossSectionProperty(elem\_prop):

## Class Geometry ():

Mathematical formulas for geometry basis functions such as magnitude, normalize vector, Orthonormal bases, Radius, Diameter, Distance, Direction vector, three-dimensional intersection, and so on are also included in this class. All are used staticmethod decorator.

def getMagnitude(vector):

* The normalized vector of 1×3 metric may be created by using magnitude values.

def normalizeVector(vector):

def findOrthonormalBases(dir\_vector):

def findRadius(n\_points, dist\_bw\_points):

def findStandRadiusAtPoint(stand, point):

def findDiameterAtSegmentPosition(diameter\_start, diameter\_end, pos\_ratio):

def findPointsDistance(start\_point, end\_point):

def findPointOnVectorFromRatio(start\_point, dir\_vector, dist\_ratio):

def findPointOnVector(start\_point, dir\_vector, dist):

def findDirectionVector(start\_point, end\_point):

def findThreeDimIntersection(prev\_lower, prev\_upper, next\_lower, next\_upper):

def findAdjacentCirclePoints(n\_points, center, radius):

def getCoordinates(start\_point, end\_point, n\_elements):

## Class Utilities ():

All functions use staticmethod decorator

* Checks if a string is an integer or not
* Checks if a string is a float or not
* Checks if a string is a positive number or not
* Checks if a string is a positive number and greater than 0
* Checks if a string is a positive int and greater than 0
* Checks if a string is a positive float and greater than 0
* Checks if a string is a positive float and greater or equal to 0
* Convert empty values to zero
* Convert dictionary to float
* To show Information message box
* To show warning message box
* To show error message box