## Autoimmune Tweets using the mostly preprocessed file from R and testing on Stemmed Tweets with 8 categories of autoimmune diseases[¶](#Autoimmune-Tweets-using-the-mostly-prep)

Those being: 0:Leukemia, 1: Fibromyalgia, 2:Kidney Disease, 3: Celiac Disease, 4: MS, 5: Hashimoto, 6: RA, 7: Chron's Disease

Tweets were taken from respective diseases in early December 2019 from 13 to 119 tweets for each disease, as many as were found that weren't mostly marketing, using '' treatment' in the search

In [3]:

%matplotlib inline

import pandas as pd

import matplotlib.pyplot as plt

from textblob import TextBlob

import numpy as np

from sklearn.feature\_extraction.text import CountVectorizer

from sklearn.naive\_bayes import MultinomialNB

from sklearn.metrics import classification\_report, f1\_score, accuracy\_score, confusion\_matrix

np.random.seed(47)

In [4]:

reviews = pd.read\_csv('LemmaPythonRead.csv', encoding = 'unicode\_escape')

#the encoding needed for python3 handling nonASCII chars

In [5]:

reviews.head()

Out[5]:

|  | **LemmatizedTweets** | **StemmedTweets** | **AutoImmuneDisorder** |
| --- | --- | --- | --- |
| 0 | unknown research unknownresearch the center fo... | unknown research\r\nunknownresearch\r\nthe cen... | Celiac\_Disease |
| 1 | lynn barter abc mc lbarter · dec reply to thre... | lynn barter abc mc\r\nlbarter\r\n·\r\ndec \r\n... | Celiac\_Disease |
| 2 | theona layne theonawrites · dec unknown diseas... | theona layne\r\ntheonawrites\r\n·\r\ndec \r\nu... | Celiac\_Disease |
| 3 | bob simonoff simonoffbob · dec there be eviden... | bob simonoff\r\nsimonoffbob\r\n·\r\ndec \r\nth... | Celiac\_Disease |
| 4 | gfdenver gfdenver · nov hm interest research n... | gfdenver\r\ngfdenver\r\n·\r\nnov \r\nhm intere... | Celiac\_Disease |

In [6]:

reviews.tail()

Out[6]:

|  | **LemmatizedTweets** | **StemmedTweets** | **AutoImmuneDisorder** |
| --- | --- | --- | --- |
| 502 | pharmabot thepharmabot · nov codessly effectiv... | pharmabot\r\nthepharmabot\r\n·\r\nnov \r\ncode... | Leukemia\_Disease |
| 503 | wcm lymphoma wcmclymphoma · dec select initial... | wcm lymphoma\r\nwcmclymphoma\r\n·\r\ndec \r\ns... | Leukemia\_Disease |
| 504 | medivizor medivizor · dec cope with cml check ... | medivizor\r\nmedivizor\r\n·\r\ndec \r\ncoping ... | Leukemia\_Disease |
| 505 | abi brokenleadheart · dec reply to rickyspurs ... | abi\r\nbrokenleadheart\r\n·\r\ndec \r\nreplyin... | Leukemia\_Disease |
| 506 | brooke xbrooke · dec reply to itsjojosiwa dear... | brooke\r\n\r\n\r\nxbrooke\r\n·\r\ndec \r\nrepl... | Leukemia\_Disease |

In [7]:

reviews.shape

Out[7]:

(507, 3)

In [8]:

reviews = reviews.reindex(np.random.permutation(reviews.index))

print(reviews.head())

print(reviews.tail())

LemmatizedTweets \

407 medivizor medivizor · nov cope with cml check ...

196 medical news bulletin mednewsbulletin · jun a ...

359 drtharanga kumari wickramasooriya drtharanga ·...

39 nola unknown unknowndiary · sep reply to nolan...

245 christine blome blomechristine · jan our new t...

StemmedTweets AutoImmuneDisorder

407 medivizor\r\nmedivizor\r\n·\r\nnov \r\ncoping ... Leukemia\_Disease

196 medical news bulletin\r\nmednewsbulletin\r\n·\... Fibromyalgia

359 drtharanga kumari wickramasooriya\r\ndrtharang... Kidney\_Disease

39 nola unknown\r\nunknowndiary\r\n·\r\nsep \r\n... Celiac\_Disease

245 christine blome\r\nblomechristine\r\n·\r\njan ... MS\_Disease

LemmatizedTweets \

72 r unknownunknown runknownunknown · h chronic o...

264 lorilynn lorilynn · nov multiple unknown be a ...

327 unknown guild theunknownguild · nov fridayfin...

390 drug topic drugtopics · dec the fda have appro...

135 fms news bot fmsbot · nov unknown treatment ma...

StemmedTweets AutoImmuneDisorder

72 r unknownunknown\r\nrunknownunknown\r\n·\r\nh\... Hashimoto\_Disease

264 lorilynn\r\nlorilynn\r\n·\r\nnov \r\nmultiple ... MS\_Disease

327 unknown guild\r\ntheunknownguild\r\n·\r\nnov ... MS\_Disease

390 drug topics\r\ndrugtopics\r\n·\r\ndec \r\nthe ... Leukemia\_Disease

135 fms news bot\r\nfmsbot\r\n·\r\nnov \r\nunknown... Fibromyalgia

In [9]:

reviews.groupby('AutoImmuneDisorder').describe()

Out[9]:

|  | **LemmatizedTweets** | | | | **StemmedTweets** | | | |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **count** | **unique** | **top** | **freq** | **count** | **unique** | **top** | **freq** |
| **AutoImmuneDisorder** |  |  |  |  |  |  |  |  |
| Celiac\_Disease | 50 | 50 | erin smith gfreefun · nov unknown disease trea... | 1 | 50 | 50 | cari a\r\ncariknits\r\n·\r\nnov \r\ntoday i ha... | 1 |
| Chron\_Disease | 19 | 19 | matthew johnson maerial · feb submission for d... | 1 | 19 | 19 | purpose \r\nhappybelieber\r\n·\r\njan \r\nnig... | 1 |
| Fibromyalgia | 99 | 95 | woman in pain forgrace · nov for grace be prou... | 2 | 99 | 95 | chronic disease coalition\r\nchronicrights\r\n... | 2 |
| Hashimoto\_Disease | 30 | 29 | colorado natural med drgravesco · dec naturopa... | 2 | 30 | 29 | colorado natural med\r\ndrgravesco\r\n·\r\ndec... | 2 |
| Kidney\_Disease | 43 | 43 | coffeemeetscarnivore cofemtscarnivor · dec rep... | 1 | 43 | 43 | marketsticker\r\nmarketsticker\r\n·\r\ndec \r\... | 1 |
| Leukemia\_Disease | 119 | 116 | medivizor medivizor · nov cope with cml check ... | 3 | 119 | 116 | medivizor\r\nmedivizor\r\n·\r\nnov \r\ncoping ... | 3 |
| MS\_Disease | 119 | 119 | erectile dysfunction news research erectiledys... | 1 | 119 | 119 | amesh adalja\r\nameshaa\r\n·\r\ndec \r\nthey ... | 1 |
| RA\_Disease | 28 | 28 | dr john cush unknownnow · oct the committee fo... | 1 | 28 | 28 | gse health blog\r\ngsehealth\r\n·\r\nsep \r\nw... | 1 |

In [10]:

reviews['length'] = reviews['StemmedTweets'].map(lambda text: len(text))

print(reviews.head())

LemmatizedTweets \

407 medivizor medivizor · nov cope with cml check ...

196 medical news bulletin mednewsbulletin · jun a ...

359 drtharanga kumari wickramasooriya drtharanga ·...

39 nola unknown unknowndiary · sep reply to nolan...

245 christine blome blomechristine · jan our new t...

StemmedTweets AutoImmuneDisorder \

407 medivizor\r\nmedivizor\r\n·\r\nnov \r\ncoping ... Leukemia\_Disease

196 medical news bulletin\r\nmednewsbulletin\r\n·\... Fibromyalgia

359 drtharanga kumari wickramasooriya\r\ndrtharang... Kidney\_Disease

39 nola unknown\r\nunknowndiary\r\n·\r\nsep \r\n... Celiac\_Disease

245 christine blome\r\nblomechristine\r\n·\r\njan ... MS\_Disease

length

407 140

196 256

359 328

39 337

245 203

In [11]:

reviews.length.plot(bins=20, kind='hist')

Out[11]:

<matplotlib.axes.\_subplots.AxesSubplot at 0x1f61f5c5dd8>

![C:\Users\m\AppData\Local\Microsoft\Windows\INetCache\Content.MSO\3ED641F0.tmp](data:image/png;base64,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)

In [12]:

reviews.length.describe()

Out[12]:

count 507.000000

mean 258.960552

std 97.788402

min 83.000000

25% 188.000000

50% 258.000000

75% 304.000000

max 678.000000

Name: length, dtype: float64

In [13]:

print(list(reviews.StemmedTweets[reviews.length > 500].index)) #near the max for length of LemmatizedTweets

print(list(reviews.AutoImmuneDisorder[reviews.length > 500]))

[75, 432, 105, 104, 176, 58, 129, 174, 145, 193, 26, 82, 109, 111, 99, 167, 149]

['Hashimoto\_Disease', 'Leukemia\_Disease', 'Fibromyalgia', 'Fibromyalgia', 'Fibromyalgia', 'Hashimoto\_Disease', 'Fibromyalgia', 'Fibromyalgia', 'Fibromyalgia', 'Fibromyalgia', 'Celiac\_Disease', 'Chron\_Disease', 'Fibromyalgia', 'Fibromyalgia', 'Fibromyalgia', 'Fibromyalgia', 'Fibromyalgia']

In [14]:

%%time

reviews.hist(column='length', by='AutoImmuneDisorder', bins=10)

Wall time: 484 ms

Out[14]:

array([[<matplotlib.axes.\_subplots.AxesSubplot object at 0x000001F61F5E5240>,

<matplotlib.axes.\_subplots.AxesSubplot object at 0x000001F61F625278>,

<matplotlib.axes.\_subplots.AxesSubplot object at 0x000001F61F651828>],

[<matplotlib.axes.\_subplots.AxesSubplot object at 0x000001F61F684DD8>,

<matplotlib.axes.\_subplots.AxesSubplot object at 0x000001F61F6C13C8>,

<matplotlib.axes.\_subplots.AxesSubplot object at 0x000001F61F6F1978>],

[<matplotlib.axes.\_subplots.AxesSubplot object at 0x000001F61F723F28>,

<matplotlib.axes.\_subplots.AxesSubplot object at 0x000001F61F75E550>,

<matplotlib.axes.\_subplots.AxesSubplot object at 0x000001F61F75E588>]],

dtype=object)
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In [15]:

def split\_into\_tokens(review):

#review = unicode(review, 'iso-8859-1')# in python 3 the default of str() previously python2 as unicode() is utf-8

return TextBlob(review).words

In [16]:

reviews.StemmedTweets.head().apply(split\_into\_tokens)

Out[16]:

407 [medivizor, medivizor, ·, nov, coping, with, c...

196 [medical, news, bulletin, mednewsbulletin, ·, ...

359 [drtharanga, kumari, wickramasooriya, drtharan...

39 [nola, unknown, unknowndiary, ·, sep, replying...

245 [christine, blome, blomechristine, ·, jan, our...

Name: StemmedTweets, dtype: object

In [17]:

TextBlob("hello world, how is it going?").tags

Out[17]:

[('hello', 'JJ'),

('world', 'NN'),

('how', 'WRB'),

('is', 'VBZ'),

('it', 'PRP'),

('going', 'VBG')]

In [18]:

import nltk

nltk.download('stopwords')

[nltk\_data] Downloading package stopwords to

[nltk\_data] C:\Users\m\AppData\Roaming\nltk\_data...

[nltk\_data] Package stopwords is already up-to-date!

Out[18]:

True

In [19]:

from nltk.corpus import stopwords

stop = stopwords.words('english')

stop = stop + [u'a',u'b',u'c',u'd',u'e',u'f',u'g',u'h',u'i',u'j',u'k',u'l',u'm',u'n',u'o',u'p',u'q',u'r',u's',u't',u'v',u'w',u'x',u'y',u'z']

In [20]:

def split\_into\_lemmas(review):

#review = unicode(review, 'iso-8859-1')

review = review.lower()

#review = unicode(review, 'utf8').lower()

#review = str(review).lower()

words = TextBlob(review).words

# for each word, take its "base form" = lemma

return [word.lemma for word in words if word not in stop]

reviews.StemmedTweets.head().apply(split\_into\_lemmas)

Out[20]:

407 [medivizor, medivizor, ·, nov, coping, cml, ch...

196 [medical, news, bulletin, mednewsbulletin, ·, ...

359 [drtharanga, kumari, wickramasooriya, drtharan...

39 [nola, unknown, unknowndiary, ·, sep, replying...

245 [christine, blome, blomechristine, ·, jan, new...

Name: StemmedTweets, dtype: object

In [21]:

%%time

bow\_transformer = CountVectorizer(analyzer=split\_into\_lemmas).fit(reviews['StemmedTweets'])

print(len(bow\_transformer.vocabulary\_))

4585

Wall time: 859 ms

In [22]:

review4 = reviews['StemmedTweets'][42]

print(review4)

purna

purnamusic

·

jun

gluten shouldnt be so painful no sleep night two advice tried antihistamines ginger tea ibuprofen and activated charcoal over the last hours unknown treatment

In [23]:

bow4 = bow\_transformer.transform([review4])

print(bow4)

(0, 48) 1

(0, 83) 1

(0, 224) 1

(0, 678) 1

(0, 1602) 1

(0, 1622) 1

(0, 1827) 1

(0, 2034) 1

(0, 2298) 1

(0, 2385) 1

(0, 2942) 1

(0, 3086) 1

(0, 3387) 1

(0, 3388) 1

(0, 3732) 1

(0, 3770) 1

(0, 4025) 1

(0, 4183) 1

(0, 4196) 1

(0, 4231) 1

(0, 4290) 1

(0, 4583) 1

In [24]:

%%time

reviews\_bow = bow\_transformer.transform(reviews['StemmedTweets'])

print('sparse matrix shape:', reviews\_bow.shape)

print('number of non-zeros:', reviews\_bow.nnz)

print('sparsity: %.2f%%' % (100.0 \* reviews\_bow.nnz / (reviews\_bow.shape[0] \* reviews\_bow.shape[1])))

sparse matrix shape: (507, 4585)

number of non-zeros: 11905

sparsity: 0.51%

Wall time: 734 ms

In [25]:

# Split/splice into training ~ 80% and testing ~ 20%

reviews\_bow\_train = reviews\_bow[:400]

reviews\_bow\_test = reviews\_bow[400:]

reviews\_sentiment\_train = reviews['AutoImmuneDisorder'][:400]

reviews\_sentiment\_test = reviews['AutoImmuneDisorder'][400:]

print(reviews\_bow\_train.shape)

print(reviews\_bow\_test.shape)

(400, 4585)

(107, 4585)

In [26]:

%time review\_sentiment = MultinomialNB().fit(reviews\_bow\_train, reviews\_sentiment\_train)

Wall time: 15.6 ms

In [27]:

print('predicted:', review\_sentiment.predict(bow4)[0])

print('expected:', reviews.AutoImmuneDisorder[42])

predicted: Celiac\_Disease

expected: Celiac\_Disease

In [28]:

predictions = review\_sentiment.predict(reviews\_bow\_test)

print(predictions)

['Fibromyalgia' 'Fibromyalgia' 'MS\_Disease' 'Leukemia\_Disease'

'MS\_Disease' 'Fibromyalgia' 'Leukemia\_Disease' 'Kidney\_Disease'

'Hashimoto\_Disease' 'Fibromyalgia' 'Fibromyalgia' 'Leukemia\_Disease'

'Fibromyalgia' 'Fibromyalgia' 'MS\_Disease' 'MS\_Disease' 'MS\_Disease'

'Fibromyalgia' 'Fibromyalgia' 'Leukemia\_Disease' 'Leukemia\_Disease'

'Fibromyalgia' 'Fibromyalgia' 'Leukemia\_Disease' 'Fibromyalgia'

'Celiac\_Disease' 'Leukemia\_Disease' 'Fibromyalgia' 'Leukemia\_Disease'

'Leukemia\_Disease' 'Fibromyalgia' 'Leukemia\_Disease' 'Leukemia\_Disease'

'MS\_Disease' 'MS\_Disease' 'Fibromyalgia' 'Leukemia\_Disease' 'MS\_Disease'

'MS\_Disease' 'Fibromyalgia' 'Hashimoto\_Disease' 'MS\_Disease' 'MS\_Disease'

'MS\_Disease' 'MS\_Disease' 'Leukemia\_Disease' 'MS\_Disease' 'Fibromyalgia'

'Fibromyalgia' 'Fibromyalgia' 'Fibromyalgia' 'Fibromyalgia' 'MS\_Disease'

'Leukemia\_Disease' 'Fibromyalgia' 'MS\_Disease' 'Leukemia\_Disease'

'MS\_Disease' 'Leukemia\_Disease' 'Fibromyalgia' 'MS\_Disease' 'MS\_Disease'

'Fibromyalgia' 'MS\_Disease' 'Leukemia\_Disease' 'Leukemia\_Disease'

'Fibromyalgia' 'MS\_Disease' 'Leukemia\_Disease' 'Fibromyalgia'

'Celiac\_Disease' 'MS\_Disease' 'Fibromyalgia' 'MS\_Disease' 'Fibromyalgia'

'Leukemia\_Disease' 'MS\_Disease' 'MS\_Disease' 'Celiac\_Disease'

'Fibromyalgia' 'Fibromyalgia' 'MS\_Disease' 'MS\_Disease' 'Fibromyalgia'

'Leukemia\_Disease' 'Leukemia\_Disease' 'MS\_Disease' 'RA\_Disease'

'Hashimoto\_Disease' 'Celiac\_Disease' 'MS\_Disease' 'Hashimoto\_Disease'

'Celiac\_Disease' 'Fibromyalgia' 'Fibromyalgia' 'Celiac\_Disease'

'MS\_Disease' 'Fibromyalgia' 'Hashimoto\_Disease' 'Celiac\_Disease'

'MS\_Disease' 'Fibromyalgia' 'Fibromyalgia' 'MS\_Disease' 'MS\_Disease'

'Leukemia\_Disease' 'Fibromyalgia']

In [29]:

print('accuracy', accuracy\_score(reviews\_sentiment\_test, predictions))

print('confusion matrix\n', confusion\_matrix(reviews\_sentiment\_test, predictions))

print('(row=expected, col=predicted)')

accuracy 0.6261682242990654

confusion matrix

[[ 2 0 3 0 0 0 2 0]

[ 1 0 1 0 0 0 2 1]

[ 0 0 21 0 0 0 4 0]

[ 2 0 4 5 0 0 0 0]

[ 1 0 0 0 1 1 1 0]

[ 0 0 0 0 0 21 1 0]

[ 1 0 3 0 0 1 17 0]

[ 0 0 5 0 0 0 6 0]]

(row=expected, col=predicted)

In [30]:

print(classification\_report(reviews\_sentiment\_test, predictions))

#The F1 score can be interpreted as a weighted average of the precision and recall,

#where an F1 score reaches its best value at 1 and worst score at 0.

precision recall f1-score support

Celiac\_Disease 0.29 0.29 0.29 7

Chron\_Disease 0.00 0.00 0.00 5

Fibromyalgia 0.57 0.84 0.68 25

Hashimoto\_Disease 1.00 0.45 0.62 11

Kidney\_Disease 1.00 0.25 0.40 4

Leukemia\_Disease 0.91 0.95 0.93 22

MS\_Disease 0.52 0.77 0.62 22

RA\_Disease 0.00 0.00 0.00 11

accuracy 0.63 107

macro avg 0.54 0.44 0.44 107

weighted avg 0.59 0.63 0.58 107

c:\users\m\anaconda2\envs\python36\lib\site-packages\sklearn\metrics\classification.py:1437: UndefinedMetricWarning: Precision and F-score are ill-defined and being set to 0.0 in labels with no predicted samples.

'precision', 'predicted', average, warn\_for)

In [31]:

def predict\_review(new\_review):

new\_sample = bow\_transformer.transform([new\_review])

p = np.around(review\_sentiment.predict\_proba(new\_sample), decimals=2)

print(new\_review, p,'\tMax: ', np.max(p), '\n')

The respective probabilities correspond to those diseases alphebatized as

[[1-Celiac Disease, 2-Chron's Disease, 3-Fibromyalgia, 4-Hashimoto, 5-Kidney Disease, 6-Leukemia, 7-Multiple Sclerosis, 8-Rheumatoid Arthritis]]

In [32]:

predict\_review('sick. pain. sleepless. anxious.')

predict\_review('digestive. hungry.')

predict\_review('bruising. sleepy. tired. headache.')

predict\_review('energy. crazy. manic. depressed. angry.')

sick. pain. sleepless. anxious. [[0.01 0. 0.89 0.01 0.01 0.01 0.05 0.01]] Max: 0.89

digestive. hungry. [[0.11 0.03 0.19 0.05 0.1 0.24 0.24 0.04]] Max: 0.24

bruising. sleepy. tired. headache. [[0.09 0.08 0.39 0.05 0.08 0.13 0.14 0.04]] Max: 0.39

energy. crazy. manic. depressed. angry. [[0.1 0.05 0.17 0.06 0.1 0.23 0.25 0.05]] Max: 0.25

In [ ]: