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This R markdown file shows all the work to gather statistical information on counts and other behind the scenes stock information on 52 hand picked stocks with time series information from Jan 2007- Feb 2020 compared to the 17 stock information of the same in the ROI\_HandPickedStocks.Rmd file.

Lets use the data set we created in the ROI-HandPickedStocks.Rmd file, ALL52 data set, in the ‘ALL\_52.csv’ file to see how well the machine learning does on this data frame.

ALL\_52 <- read.csv('ALL\_52.csv', sep=',', header=TRUE, na.strings=c('',' '))

Lets first get the median value for these stocks’ ROI.

colnames(ALL\_52)

## [1] "stock" "stockInfo" "businessType"   
## [4] "medianStockValue" "avgStockValue" "startValue"   
## [7] "finalValue" "stock\_ROI" "medn\_cSum\_decr\_L7"  
## [10] "Q3\_cSum\_decr\_L7" "max\_cSum\_decr\_L7" "medn\_cSum\_incr\_L7"  
## [13] "Q3\_cSum\_incr\_L7" "max\_cSum\_incr\_L7"

Lets add in some columns features for classifying this data. One to show if the stock has a low or high ROI based on the median ROI for these 52 stocks, one to show if the stock decreases more or less than the median number of times the stock has decreased from 2007-2020, and one to show if the stock increases more or less than the median number of times all stocks increased.

med52ROI <- median(ALL\_52$stock\_ROI)  
med52ROI

## [1] 1.374265

ALL\_52$ROI\_Low\_High <- ifelse(ALL\_52$stock\_ROI > med52ROI,'High',  
 'Low')  
med52Decr <- median(ALL\_52$medn\_cSum\_decr\_L7)  
med52Decr

## [1] 4

ALL\_52$MedCountsDecreasing <- ifelse(ALL\_52$medn\_cSum\_decr\_L7 > med52Decr,  
 'High Decreasing Counts',  
 'Low Decreasing Counts')  
  
med52Incr <- median(ALL\_52$medn\_cSum\_incr\_L7)  
med52Incr

## [1] 4

ALL\_52$MedCountsIncreasing <- ifelse(ALL\_52$medn\_cSum\_incr\_L7 > med52Incr,   
 'High Increasing Counts',   
 'Low Increase Counts')

row.names(ALL\_52) <- ALL\_52$stock  
ALL\_52\_ML <- ALL\_52[,-c(1:3)]  
  
  
write.csv(ALL\_52, 'ALL\_52\_ml', row.names=TRUE)  
write.csv(ALL\_52\_ML, 'ALL\_52\_ML', row.names=TRUE)

set.seed(12356789)  
  
inTrain <- createDataPartition(y=ALL\_52\_ML$ROI\_Low\_High, p=0.7, list=FALSE)  
  
trainingSet <- ALL\_52\_ML[inTrain,]  
testingSet <- ALL\_52\_ML[-inTrain,]

rfMod <- train(ROI\_Low\_High~., method='rf', data=(trainingSet),   
 trControl=trainControl(method='cv'), number=5)  
plot(rfMod)
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predRF <- predict(rfMod, testingSet)  
  
predDF <- data.frame(predRF, type=testingSet$ROI\_Low\_High)  
predDF

## predRF type  
## 1 High High  
## 2 High High  
## 3 Low Low  
## 4 Low Low  
## 5 High High  
## 6 High High  
## 7 High High  
## 8 Low Low  
## 9 Low Low  
## 10 High High  
## 11 Low Low  
## 12 Low Low  
## 13 High High  
## 14 High Low

sum <- sum(predRF==testingSet$ROI\_Low\_High)   
length <- length(testingSet$ROI\_Low\_High)  
accuracy\_rfMod <- (sum/length)   
accuracy\_rfMod

## [1] 0.9285714

results <- c(round(accuracy\_rfMod,2), round(100,2))  
results <- as.factor(results)  
results <- t(data.frame(results))  
  
colnames(results) <- colnames(predDF)  
Results <- rbind(predDF, results)   
Results

## predRF type  
## 1 High High  
## 2 High High  
## 3 Low Low  
## 4 Low Low  
## 5 High High  
## 6 High High  
## 7 High High  
## 8 Low Low  
## 9 Low Low  
## 10 High High  
## 11 Low Low  
## 12 Low Low  
## 13 High High  
## 14 High Low  
## results 0.93 100

knnMod <- train(ROI\_Low\_High ~ .,  
 method='knn', preProcess=c('center','scale'),  
 tuneLength=10, trControl=trainControl(method='cv'), data=trainingSet)  
plot(knnMod)

![](data:image/png;base64,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)

rpartMod <- train(ROI\_Low\_High ~ ., method='rpart', tuneLength=7, data=trainingSet)

glmMod <- train(ROI\_Low\_High ~ .,   
 method='glm', data=trainingSet)

predKNN <- predict(knnMod, testingSet)  
predRPART <- predict(rpartMod, testingSet)  
predGLM <- predict(glmMod, testingSet)

length=length(testingSet$ROI\_Low\_High)  
  
sumKNN <- sum(predKNN==testingSet$ROI\_Low\_High)  
sumRPart <- sum(predRPART==testingSet$ROI\_Low\_High)  
sumGLM <- sum(predGLM==testingSet$ROI\_Low\_High)

accuracy\_KNN <- sumKNN/length   
accuracy\_RPART <- sumRPart/length   
accuracy\_GLM <- sumGLM/length

predDF2 <- data.frame(predRF,predKNN,predRPART,predGLM,   
 TYPE=testingSet$ROI\_Low\_High)  
colnames(predDF2) <- c('RandomForest','KNN','Rpart','GLM','TrueValue')  
  
results <- c(round(accuracy\_rfMod,2),   
 round(accuracy\_KNN,2),   
 round(accuracy\_RPART,2),  
 round(accuracy\_GLM,2),   
 round(100,2))  
  
results <- as.factor(results)  
results <- t(data.frame(results))  
colnames(results) <- c('RandomForest','KNN','Rpart','GLM','TrueValue')  
Results <- rbind(predDF2, results)   
Results

## RandomForest KNN Rpart GLM TrueValue  
## 1 High Low High Low High  
## 2 High Low High High High  
## 3 Low Low Low Low Low  
## 4 Low Low Low Low Low  
## 5 High High High High High  
## 6 High High High High High  
## 7 High High High Low High  
## 8 Low High Low Low Low  
## 9 Low Low Low Low Low  
## 10 High High High High High  
## 11 Low Low Low Low Low  
## 12 Low High Low Low Low  
## 13 High High High High High  
## 14 High Low High Low Low  
## results 0.93 0.71 0.93 0.86 100