**Problem A**

**Problem Description**

Given a sequence a[1],a[2],a[3]......a[n], your job is to calculate the max sum of a sub-sequence. For example, given (6,-1,5,4,-7), the max sum in this sequence is 6 + (-1) + 5 + 4 = 14.

**Input**

The first line of the input contains an integer T(1<=T<=20) which means the number of test cases. Then T lines follow, each line starts with a number N(1<=N<=100000), then N integers followed(all the integers are between -1000 and 1000).

**Output**

For each test case, you should output two lines. The first line is "Case #:", # means the number of the test case. The second line contains three integers, the Max Sum in the sequence, the start position of the sub-sequence, the end position of the sub-sequence. If there are more than one result, output the first one. Output a blank line between two cases.

**Sample Input**

2

5 6 -1 5 4 -7

7 0 6 -1 1 -6 7 -5

**Sample Output**

Case 1:

14 1 4

Case 2:

7 1 6

**代码：**

#include<stdio.h>

#include<iostream>

using namespace std;

int max(int a,int b){

return a>b?a:b;

}

int main(){

int a,b,t=0;

int c[100000];

int f[100000];

int p[100000];

cin>>a;

while(a--){

t++;

cin>>b;

for(int i=0;i<b;i++){

cin>>c[i];

p[i]=i;

}

f[0]=c[0];

for(int i=1;i<b;i++){

f[i]=max(c[i],f[i-1]+c[i]);

if(f[i]==c[i])p[i]=i;

if(f[i]==c[i]+f[i-1])p[i]=p[i-1];

}

int Max=f[0];

int s=p[0];

int e=0;

for(int i=1;i<b;i++){

if(Max<f[i]){

Max=f[i];

s=p[i];

e=i;

}

}

cout<<"Case "<<t<<":"<<endl<<Max<<" "<<s+1<<" "<<e+1<<endl;

if(a)cout<<endl;

}

return 0;

}

**Problem B**

**Problem Description**

平面上有n条直线，且无三线共点，问这些直线能有多少种不同交点数。  
比如,如果n=2,则可能的交点数量为0(平行)或者1(不平行)。

**Input**

输入数据包含多个测试实例,每个测试实例占一行,每行包含一个正整数n（n<=20）,n表示直线的数量.

**Output**

每个测试实例对应一行输出，从小到大列出所有相交方案，其中每个数为可能的交点数,每行的整数之间用一个空格隔开。

**Sample Input**

2

3

**Sample Output**

0 1

0 2 3

**代码：**

#include<stdio.h>

int main()

{

int i,n,st[21][200],j,k;

for(i=1;i<=20;i++)

for(j=0;j<=200;j++)

st[i][j]=0;

st[0][0]=1;

st[1][0]=1;

st[2][0]=1;

st[2][1]=1;

for(i=3;i<=20;i++)

for(j=0;j<i;j++)

for(k=0;k<=(j-1)\*j/2;k++)

if(st[j][k]==1)

st[i][k+j\*(i-j)]=1;

while(scanf("%d",&n)!=EOF)

{

printf("0");

for(i=1;i<=(n-1)\*n/2;i++)

if(st[n][i]==1)

printf(" %d",i);

printf("\n");

}

return 0;

}

**Problem C**

**Problem Description**

在讲述DP算法的时候，一个经典的例子就是数塔问题，它是这样描述的：  
  
有如下所示的数塔，要求从顶层走到底层，若每一步只能走到相邻的结点，则经过的结点的数字之和最大是多少？  
![http://acm.hdu.edu.cn/data/images/C44-1004-1.bmp](data:image/png;base64,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)  
已经告诉你了，这是个DP的题目，你能AC吗?

**Input**

输入数据首先包括一个整数C,表示测试实例的个数，每个测试实例的第一行是一个整数N(1 <= N <= 100)，表示数塔的高度，接下来用N行数字表示数塔，其中第i行有个i个整数，且所有的整数均在区间[0,99]内。

**Output**

对于每个测试实例，输出可能得到的最大和，每个实例的输出占一行。

**Sample Input**

1

5

7

3 8

8 1 0

2 7 4 4

4 5 2 6 5

**Sample Output**

30

**代码：**

#include<stdio.h>

int max(int a,int b){

return a>b?a:b;

}

int main(){

int a,b;

int i,j,k;

scanf("%d",&a);

while(a!=0){

scanf("%d",&b);

int arr[b][b];

for(j=0;j<b;j++){

for(k=0;k<j+1;k++){

scanf("%d",&arr[j][k]);

}

}

for(i=b-2;i>=0;i--){

for(j=0;j<i+1;j++){

arr[i][j]+=max(arr[i+1][j],arr[i+1][j+1]);

}

}

printf("%d\n",arr[0][0]);

a--;

}

return 0;

}

**Problem D**

**Problem Description**

FatMouse believes that the fatter a mouse is, the faster it runs. To disprove this, you want to take the data on a collection of mice and put as large a subset of this data as possible into a sequence so that the weights are increasing, but the speeds are decreasing.

**Input**

Input contains data for a bunch of mice, one mouse per line, terminated by end of file.  
  
The data for a particular mouse will consist of a pair of integers: the first representing its size in grams and the second representing its speed in centimeters per second. Both integers are between 1 and 10000. The data in each test case will contain information for at most 1000 mice.  
  
Two mice may have the same weight, the same speed, or even the same weight and speed.

**Output**

Your program should output a sequence of lines of data; the first line should contain a number n; the remaining n lines should each contain a single positive integer (each one representing a mouse). If these n integers are m[1], m[2],..., m[n] then it must be the case that   
  
W[m[1]] < W[m[2]] < ... < W[m[n]]  
  
and   
  
S[m[1]] > S[m[2]] > ... > S[m[n]]  
  
In order for the answer to be correct, n should be as large as possible.  
All inequalities are strict: weights must be strictly increasing, and speeds must be strictly decreasing. There may be many correct outputs for a given input, your program only needs to find one.

**Sample Input**

6008 1300

6000 2100

500 2000

1000 4000

1100 3000

6000 2000

8000 1400

6000 1200

2000 1900

**Sample Output**

4

4

5

9

7

**代码：**

#include<stdio.h>

#include<algorithm>

using namespace std;

typedef struct{

int w;

int s;

int e;

}Mouse;

bool cmp(Mouse a,Mouse b){

if(a.w==b.w)return a.s<b.s;

else{

return a.w>b.w;

}

}

int max(int a,int b){

return a>b?a:b;

}

int main(){

int count=-1;

int i=0;

int j=0;

Mouse mouse[1000];

while(scanf("%d %d",&mouse[i].w,&mouse[i].s)!=EOF){

mouse[i].e=i+1;

count++;

i++;

}

sort(mouse,mouse+count+1,cmp);

int f[1000]={0};

f[0]=1;

int big=0;

for(i=1;i<count;i++){

big=0;

for(j=0;j<i;j++){

if(mouse[i].s>mouse[j].s&&mouse[i].w!=mouse[j].w){

big=max(f[j],big);

}

}

f[i]=big+1;

}

big=0;

int bignum=0;

int bigcount=0;

for(i=0;i<count;i++){

if(f[i]>big){

big=f[i];

bignum=mouse[i].e;

bigcount=i;

}

}

printf("%d\n",big);

printf("%d\n",bignum);

while(big>0){

big--;

for(i=bigcount;i>=0;i--){

if(f[i]==big){

printf("%d\n",mouse[i].e);

bigcount=i;

break;

}

}

}

return 0;

}

**Problem E**

**Problem Description**

Nowadays, a kind of chess game called “Super Jumping! Jumping! Jumping!” is very popular in HDU. Maybe you are a good boy, and know little about this game, so I introduce it to you now.

![http://acm.hdu.edu.cn/data/images/1087-1.jpg](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCABJAe0DASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD0PwX4L8K3XgXw9cXHhrRpp5dMtnkkksImZ2MSkkkrkknnNbn/AAgng/8A6FTQ/wDwXQ//ABNHgT/knnhr/sFWv/opa6CgDn/+EE8H/wDQqaH/AOC6H/4mj/hBPB//AEKmh/8Aguh/+JrYvr+z0yzkvL+7gtLWPG+aeQRouSAMseBkkD8ax/tviDVvm0y1g0u16rcanE0sko7YgR1KKQQcu4cEEGMdaAD/AIQTwf8A9Cpof/guh/8AiaP+EE8H/wDQqaH/AOC6H/4mj+wNXk+eXxhqqSNyy29vaLGp7hA8LMF9AzMcdSTzRs8U6d8/n2Os26ceT5JtbkqP4t+5o3kwMbdsSknO5AMUAH/CCeD/APoVND/8F0P/AMTR/wAIJ4P/AOhU0P8A8F0P/wATWhpms2eq+bHC/l3dvgXVnIQJrZjnAkUE4zg4IyrDlSykE6FAHP8A/CCeD/8AoVND/wDBdD/8TR/wgng//oVND/8ABdD/APE10FFAHP8A/CCeD/8AoVND/wDBdD/8TR/wgng//oVND/8ABdD/APE10FFAHP8A/CCeD/8AoVND/wDBdD/8TR/wgng//oVND/8ABdD/APE10FFAHP8A/CCeD/8AoVND/wDBdD/8TR/wgng//oVND/8ABdD/APE10FV76+t9Os5Lq6k8uFMAkKWJJICqqjJZiSAFAJJIABJoAx/+EE8H/wDQqaH/AOC6H/4mj/hBPB//AEKmh/8Aguh/+Jo+2+INW+bTLWDS7XqtxqcTSySjtiBHUopBBy7hwQQYx1o/4R7VP+hz1z/vzZf/ACPQAf8ACCeD/wDoVND/APBdD/8AE0f8IJ4P/wChU0P/AMF0P/xNHk+JdK+aO6g1u1TrFPGtvdkdSRIuInbqFTZGDkZcYJbQ0zWLfVPNjRJ7e6gx59rcxGOSMnOODwy5DAOpZGKttY4NAGf/AMIJ4P8A+hU0P/wXQ/8AxNH/AAgng/8A6FTQ/wDwXQ//ABNdBRQBz/8Awgng/wD6FTQ//BdD/wDE0f8ACCeD/wDoVND/APBdD/8AE10FFAHP/wDCCeD/APoVND/8F0P/AMTR/wAIJ4P/AOhU0P8A8F0P/wATXQUUAc//AMIJ4P8A+hU0P/wXQ/8AxNH/AAgng/8A6FTQ/wDwXQ//ABNdBRQBz/8Awgng/wD6FTQ//BdD/wDE0f8ACCeD/wDoVND/APBdD/8AE1uTzw2tvLcXEscMESF5JJGCqigZJJPAAHOaw/7Y1jU/+QNpPlW54+2arvt+vG5INvmNtOcq/lZwNrEHcAA/4QTwf/0Kmh/+C6H/AOJo/wCEE8H/APQqaH/4Lof/AImj+zvFL/vJPEVis0f+rSHSysL56+arSs7YH3djx4PXcOKPN8U6b+8uYrHWoT95LCI2kyem1ZZWSTJPOXj2gHG4kCgA/wCEE8H/APQqaH/4Lof/AImj/hBPB/8A0Kmh/wDguh/+JrU03VLTVrdprR5CEcpIksTxSRtgHDo4DKcEEAgZDA9CDVygDn/+EE8H/wDQqaH/AOC6H/4mj/hBPB//AEKmh/8Aguh/+JroKKAOf/4QTwf/ANCpof8A4Lof/iaP+EE8H/8AQqaH/wCC6H/4mugooA5//hBPB/8A0Kmh/wDguh/+Jo/4QTwf/wBCpof/AILof/ia6CigDn/+EE8H/wDQqaH/AOC6H/4mj/hBPB//AEKmh/8Aguh/+JroKKAOf/4QTwf/ANCpof8A4Lof/iaP+EE8H/8AQqaH/wCC6H/4mj/hIbzUufD2lfbYRz9su5ja2zj/AKZtsZ5MgqQyoY2BOHyMUf2d4pl/1/iKxj2fOn2TSym5h0EnmSvmP1C7GPGHXuAH/CCeD/8AoVND/wDBdD/8TR/wgng//oVND/8ABdD/APE0b/Flj88qaVq8fVlt1eykQDqEDtKsjHsGaMAjk4OV0NM1i31TzY0Se3uoMefa3MRjkjJzjg8MuQwDqWRirbWODQBn/wDCCeD/APoVND/8F0P/AMTR/wAIJ4P/AOhU0P8A8F0P/wATXQUUAc//AMIJ4P8A+hU0P/wXQ/8AxNH/AAgng/8A6FTQ/wDwXQ//ABNdBRQBz/8Awgng/wD6FTQ//BdD/wDE0f8ACCeD/wDoVND/APBdD/8AE10FFAHP/wDCCeD/APoVND/8F0P/AMTR/wAIJ4P/AOhU0P8A8F0P/wATXQUUAc//AMIJ4P8A+hU0P/wXQ/8AxNH/AAgng/8A6FTQ/wDwXQ//ABNdBXP/ANv3Gr/L4aggvIDwdUllH2RT0OzaS0zLkHA2ocMvmKykAAP+EE8H/wDQqaH/AOC6H/4mj/hBPB//AEKmh/8Aguh/+Jo/sbXrn57zxVPBIOAumWUMUZHqRMszbuvIYDGOAckn9neJbL/jz16C/jHzmPU7NfMc/wBwSwlFRTgcmJyCSfmGFAAf8IJ4P/6FTQ//AAXQ/wDxNH/CCeD/APoVND/8F0P/AMTVix19JLyPTtTg/s3U5M+VbzSqwuQASzQMD+8UYPGFcDBZF3DOxQBz/wDwgng//oVND/8ABdD/APE14h+0PoWj6J/wjn9k6VY2HnfafM+yW6Rb8eVjO0DOMnr6mvo+vn/9pr/mVv8At7/9o0AeweBP+SeeGv8AsFWv/opa6Cuf8Cf8k88Nf9gq1/8ARS0eMP8ASNHh0lfmbVbuKyaLp5sJbdcLn+H/AEdJjnIPHyndigA0n/if3kXiGT5rAxK2lRP1CsGzcEdmkVgADllQdVMjoOgorl9b8d6TpFnqrx+fdXWn2k1z5UdvLsl8oqrqsoQqdrsqsQTsyd2NpwAdRRWOPFGkm8htTNOskuwZe0lVI2cApHI5XbHIdy4RyrfOoxlhnHvfiToMdit1p0k+qRm7jtmksrWaWNS0yxN+8RGXcM7gucuNu3IdSQDc1rTZrxIbqwaOLU7Rw8EjkgMu5TJExAPySKu08Ng7XClkWrGl6lDq1gt3CsiAu8bxyABo5Eco6HBIyrKy5BIOMgkYNXK5+0/0HxzqNt9yHUrSK9iXr5k0Z8qds9sIbQYOAeoGd5oA6CiiigAooooAKKKKACuf0n/if3kXiGT5rAxK2lRP1CsGzcEdmkVgADllQdVMjoDxh/pGjw6SvzNqt3FZNF082EtuuFz/AA/6OkxzkHj5TuxXQUAFFFY82p3kXjKy0nyYPsNxp89z5u4mQyRyQrtxjAXEuc5JJ/u4+YA2Ky9b02a8t/tOntHFq9sjmzmckLuI+5JgEmJiFDD2BGGVWGpRQBT0vUodWsFu4VkQF3jeOQANHIjlHQ4JGVZWXIJBxkEjBq5XP2n+g+OdRtvuQ6laRXsS9fMmjPlTtnthDaDBwD1AzvNdBQAUUUUAFFFFABRRWH4qnmGlxafayyRXep3CWUTxMVdVbJldG/hdIVldSe6DgnAIBHY/8VNLHqU3/IKilLWUHUTsjELcOejLkbogMrjbJksUEfQVHBBDa28VvbxRwwRIEjjjUKqKBgAAcAAcYqSgAorm9W1jUtO8QafbLPppjvbhYLewKsbi4UANLKJNwVBGu5iuxshANwaQBekoAy9S02Z7hdS01o4tSjQJiQkR3MYJPlSYBOMklXAJQkkAguj2NL1KHVrBbuFZEBd43jkADRyI5R0OCRlWVlyCQcZBIwauVz9p/oPjnUbb7kOpWkV7EvXzJoz5U7Z7YQ2gwcA9QM7zQB0FFFFABRRRQAUUVXur+zsfI+2XcFv58qwQ+dIE8yRvuouerHBwByaALFc+/wDxU95dWjf8gW0lME6jkX0gALJnp5Kk7WHVnVkbCqyyXPEepTaT4fvLu1WN7wII7SOQErJcOQkKHBHDSMi5yAM5JA5qxpWmw6RpdvYQNI6QpgySkF5W6s7kAbnZiWY9ySe9AFyiiuf8UahrGkadeatZmxFjp9o91NFNG7yXOwMzIpDKIuFADEPy33Rt+YA6Cs/U9M+3eVcW832bULfJt7kLu25xuRlyN8bYG5cjOAQVZVZdCigDP0fU/wC1LN3kh+z3UEr29zAW3GORTg84BKkYdSQCyOrYGcVoVz83/Eq8aW0i/Ja6xE0Mo7G6iG6MgD+JohNuY5yIIxkYAboKACiiigAooooAKKr31/Z6ZZyXl/dwWlrHjfNPII0XJAGWPAySB+NF/fW+madc395J5draxPNM+0naigljgcnAB6UAY99/xUOpyaUnOm2UoXUw3S4Yxhlt8dSuHjdz90jCYcM4XoKx/Ctjcaf4X06G9j8u/aITXo3A5uZD5kx445kZzxwM8cYrQvr6306zkurqTy4UwCQpYkkgKqqMlmJIAUAkkgAEmgCxRXNnx74bW4S0N/J9udGcWAtZjdYUjOYNnmA4YMAVyVywyoJFfxd42tNC8NXd9p9xaXN2LI3dtvLtAVIJRnkQEKHwQgJXzGG1TnkAHSX1jb6jZyWt1H5kL4JAYqQQQVZWGCrAgEMCCCAQQRWfod9cHzNI1KTzNVsYozPMFAW4RtwSYAcLvMb5T+FlYcrtZtiuf8Qf6HrGgasPkWO7NlcS9cQzrtVcf7VwtqMgZGOoXdQB0FfP/wC01/zK3/b3/wC0a+gK+f8A9pr/AJlb/t7/APaNAHsHgT/knnhr/sFWv/opaPEP/Ic8J/8AYVk/9IrqjwJ/yTzw1/2CrX/0UtHiv/RotK1c8x6ZqEc8oPAEbq8DuzfwqizNISeMRnOAcgA6CuHuvC+t3ln4mtt1jaQ6jaXkEMMNzK8Uryk+XKyMuIGAJ3+Xu8xpGY8gZ7iigDz/AFnw34r1O6jupGsbmZbu2u40/tW5tobdYpUk8jylRkm5Q/vnAYl87VCqKuR6Brx8HzWMsOmrqA1j+0YkW7domX7aLraz+UCp+8nCnoD3wO0ooAjgEy28S3Ekck4QCR40KKzY5IUkkDPbJx6muX16PUpfHWiLpd3aW0/9mXxZ7q2adSvm2nAVZEIOcc57HjnjrK59P9O8fNKn+r0rTzAzj5g8lw6OUJ/hZFgjYjkkTqeBjcAH2Pxh/wBB3Q//AATTf/JVH2Pxh/0HdD/8E03/AMlV0FFAHP8A2Pxh/wBB3Q//AATTf/JVH2Pxh/0HdD/8E03/AMlV0FFAHP8A2Pxh/wBB3Q//AATTf/JVef8Axc0PxxqXh7SorO4g1C6TVYXhXTNPlt5IXCSBZDIZnCqCRyQMEg7hjn2CigDyvw5pvjfTn8Hx+MNVtLt/7Tfy4ljLTxj7BPgPMCAxGGB+ViSc7z0r1Suf8V/6NFpWrnmPTNQjnlB4AjdXgd2b+FUWZpCTxiM5wDkdBQAVh3VhqUnjXTdSiitDp9vZXFvKzTsJd0rRtlU2EEDyVHLD75/u/NuUUAFFFFAHJ69HqUvjrRF0u7tLaf8Asy+LPdWzTqV8204CrIhBzjnPY8c8XPsfjD/oO6H/AOCab/5KoT/TvHzSp/q9K08wM4+YPJcOjlCf4WRYI2I5JE6ngY3dBQBz/wBj8Yf9B3Q//BNN/wDJVH2Pxh/0HdD/APBNN/8AJVdBRQBz/wBj8Yf9B3Q//BNN/wDJVH2Pxh/0HdD/APBNN/8AJVdBRQB4/wDFzQ/HGpeHtKis7iDULpNVheFdM0+W3khcJIFkMhmcKoJHJAwSDuGObnhzTfG+nP4Pj8YaraXb/wBpv5cSxlp4x9gnwHmBAYjDA/KxJOd56V6pXP8Aiv8A0aLStXPMemahHPKDwBG6vA7s38KoszSEnjEZzgHIAOgooooA5/WbLWNXuo7H7NYxaYl3bXP2r7U7THyZUl2+V5YXlk258zgHdz92ugoooAK5PxHZT3fjHw+LLU7uyuDb3iSfZVi3CA+UzSEyo6kB0hTaBuPmgg4Vgesrn/8Aj7+If93+zdK+vmfaZf02/ZPfPmdtvIAf8I9qn/Q565/35sv/AJHo/wCEe1T/AKHPXP8AvzZf/I9dBRQBz/8Awj2qf9Dnrn/fmy/+R6P+Ee1T/oc9c/782X/yPXQUUAc//wAI9qn/AEOeuf8Afmy/+R64f4pfD3xH4l8PWNhp2tX2qSf2hGzpffZYo4U2ODKTHEjHG4cDPBPyk9PWKKAPK9N8G6v4P8FWdpqniW71MjU9MC2zAGCD/S7YbULAvhdpA5VcH7gPNeqVh+L4JpvDF1JbxSTz2bxX0cEalmnaCRZhEMc5cx7c4ON2cHodiCeG6t4ri3ljmglQPHJGwZXUjIII4II5zQBJXL+K7LxJqMtvDpNtpUtnFi4IvLqSMtcIwaLISNsxqyq5AZSxAGQoIfqKKACiiigDl/F9vLd6h4WghvZ7KRtVfE8AQumLO5PAdWXnpyD19easf8I9qn/Q565/35sv/kejVP8ATvF+h2Sf8uPnalK6/Nt/dtAiMP4d/nSMCevkMADyV6CgDn/+Ee1T/oc9c/782X/yPR/wj2qf9Dnrn/fmy/8AkeugooA5/wD4R7VP+hz1z/vzZf8AyPR/wj2qf9Dnrn/fmy/+R66CigDzf4ieC/EGseBNSsLDXtV1W6l8rZZzizjSTEqE5YRIRgAn7w6d+h5/S/h3rvgn4Y+JU1PxPPcR/wBlXWNNgw1tH+7l6Fxu53BvkCc9dwr2is/XdM/tvw9qek+d5P260ltvN27tm9Cu7GRnGc4yKANCsfxRo39v6DLp+yCTMsM3lXAzHN5UqSeW/BwrbNpODgNnBxg2ND1P+2dDstRMPkSTxK0sBbcYJOjxscD5kYMpBAIKkEA8VoUAcPpvh3WNL1y2vrLQ/DljaxWl0htLKd4gJJfJK5Ihw/NuuXwpAkxtPl5fP/4QvxInhKTSoX0pbq78PxaNcO80jJF5KyqrrhAX3iXBzt8vGf3nQ+kUUARwCZbeJbiSOScIBI8aFFZsckKSSBntk49TWH4y/wCQHbf9hXTf/S2Gugrn/E/+ly6PpCf6y61CGdiOTFHbsJy5X+6WjjjJ4AMy9TgEA6Cvn/8Aaa/5lb/t7/8AaNfQFfP/AO01/wAyt/29/wDtGgD2DwJ/yTzw1/2CrX/0Utbk8EN1by29xFHNBKhSSORQyupGCCDwQRxisPwJ/wAk88Nf9gq1/wDRS10FAGHoU81m76DfyySXFog+zXEzEve24VR5pJ6urHY/OcgMQokUVuVT1LTYdTt1jkaSKSNxJBcRECSCQAgOhIIzgkEEEEEqwKkg5f2jxFpHyT2X9u2/RJrQxw3I9PMSRljbgZLqy5LACMDmgDoKK5//AITLS/8An11z/wAEV7/8Zo/trVNS+TR9Gnijb7t9qa+RGB0JEJPnMwP8DLGGAOHAKkgGhrOp/wBlac80cP2m7fMdpaBtrXM2CVjBwcZwSWxhVDMcKpINH0z+y7N0km+0XU8r3FzOV2mSRjk8ZJCgYRQSSqIq5OM1HpukNa3DX19eSX+oOhTznRUWJCQTHEg+4hYA8lmOFDM21calABRRRQAUUUUAFFFFAEc8EN1by29xFHNBKhSSORQyupGCCDwQRxisfQp5rN30G/lkkuLRB9muJmJe9twqjzST1dWOx+c5AYhRIorcqnqWmw6nbrHI0kUkbiSC4iIEkEgBAdCQRnBIIIIIJVgVJBALlFc/9o8RaR8k9l/btv0Sa0McNyPTzEkZY24GS6suSwAjA5o/4TLS/wDn11z/AMEV7/8AGaAOgrP1nU/7K055o4ftN2+Y7S0DbWuZsErGDg4zgktjCqGY4VSRn/21qmpfJo+jTxRt92+1NfIjA6EiEnzmYH+BljDAHDgFSbmm6Q1rcNfX15Jf6g6FPOdFRYkJBMcSD7iFgDyWY4UMzbVwASaPpn9l2bpJN9oup5XuLmcrtMkjHJ4ySFAwigklURVycZrQoooAKKKKACiiigAqOeCG6t5be4ijmglQpJHIoZXUjBBB4II4xUlFAGHoE81oi6FqMsj31qh8mWVizXdurbUl3H77hSgk6EOc4CuhbcqnqWmw6nbrHI0kUkbiSC4iIEkEgBAdCQRnBIIIIIJVgVJBy/7T13S/l1PS/wC0YRyb3SgBherF4HbeMA8CNpWbaTgEhSAdBRXP/wDCZaX/AM+uuf8Agivf/jNH/CRXl98ujaDfXGePPv0NjCrdSGEg87p0KxMpJAyPmKgGpqWpQ6ZbrJIskskjiOC3iAMk8hBIRASBnAJJJAABZiFBIr6Hps1hb3Mt40b397cNdXTRklQxAVUHAyEjWOPdhd2zcQCxo03SpoLhr/UrmO81JkMfmxxGKOKPIOyNCzFQSAWJYliBk4VFXUoAKKKKACiiigAooooAK5/R/wDiRXj6HP8AJaySu+lOfumMjeYM9A0Z37UAA8pV27tj7egqvfWNvqNnJa3UfmQvgkBipBBBVlYYKsCAQwIIIBBBFAFiiuf+0eItI+Sey/t236JNaGOG5Hp5iSMsbcDJdWXJYARgc0f8Jlpf/Prrn/givf8A4zQB0FV76+t9Os5Lq6k8uFMAkKWJJICqqjJZiSAFAJJIABJrH/4Sd7v5NI0PVbuToWuLZrKOIn7pczhWK9cmNZCAOmSAbFjpl5NeR6jrU0E11Fk20ECkQ2u4EEgscySYJXzCF+XhVTc4YANBsbiP7ZqWoR7L+/l3uhYMYYl4iiyM4wvzMASvmPKVOGrYoooAKKKKACiiigAooooA59P+Kf1xkPy6VqkpkDnhba6bYoQY4CyncwyB+83ZLNKoHQVHPBDdW8tvcRRzQSoUkjkUMrqRggg8EEcYrD+y67ovNjcf2vYr/wAut24W5jX0jm6SYAACyAMxJLTUAdBRXP8A/CXWsXyXul65a3A+/D/ZU9xt9P3kCvGeMH5WOM4OCCAf8JO938mkaHqt3J0LXFs1lHET90uZwrFeuTGshAHTJAIBuTzw2tvLcXEscMESF5JJGCqigZJJPAAHOax9Fgmvb2bXr2KSKWZDBaW8ikGG3DsQ2Dyry/K7DCkARqwzGSSDSL69uIrrXbyOby3EkWn2yYt4nByrMT88rqc4Y7VyFYRqygjcoAK+f/2mv+ZW/wC3v/2jX0BXz/8AtNf8yt/29/8AtGgD2DwJ/wAk88Nf9gq1/wDRS10FfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBFfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBFfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBFfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBFfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBFfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBFfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBFfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBFfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBFfAFFAH3/AEV8AUUAff8ARXwBRQB9/wBfP/7TX/Mrf9vf/tGvAKKAP//Z)

The game can be played by two or more than two players. It consists of a chessboard（棋盘）and some chessmen（棋子）, and all chessmen are marked by a positive integer or “start” or “end”. The player starts from start-point and must jumps into end-point finally. In the course of jumping, the player will visit the chessmen in the path, but everyone must jumps from one chessman to another absolutely bigger (you can assume start-point is a minimum and end-point is a maximum.). And all players cannot go backwards. One jumping can go from a chessman to next, also can go across many chessmen, and even you can straightly get to end-point from start-point. Of course you get zero point in this situation. A player is a winner if and only if he can get a bigger score according to his jumping solution. Note that your score comes from the sum of value on the chessmen in you jumping path.  
Your task is to output the maximum value according to the given chessmen list.

**Input**

Input contains multiple test cases. Each test case is described in a line as follow:  
N value\_1 value\_2 …value\_N   
It is guarantied that N is not more than 1000 and all value\_i are in the range of 32-int.  
A test case starting with 0 terminates the input and this test case is not to be processed.

**Output**

For each case, print the maximum according to rules, and one line one case.

**Sample Input**

3 1 3 2

4 1 2 3 4

4 3 3 2 1

0

**Sample Output**

4

10

3

**代码：**

#include<stdio.h>

int max(int a,int b){

return a>b?a:b;

}

int main(){

int i,j;

int b;

int temp;

scanf("%d",&b);

\_\_int32 a[1001];

while(b!=0){

for(i=0;i<b;i++)scanf("%I32d",&a[i]);

\_\_int32 f[1001];

f[0]=a[0];

for(i=1;i<b;i++){

f[i]=a[i];

temp=0;

for(j=0;j<i;j++){

if(a[j]<a[i]){

if(f[j]+a[i]>f[i])f[i]=f[j]+a[i];

}

}

}

int Max=f[0];

for(i=1;i<b;i++){

Max=max(Max,f[i]);

}

printf("%d\n",Max);

scanf("%d",&b);

}

return 0;

}

**Problem F**

**Problem Description**

A subsequence of a given sequence is the given sequence with some elements (possible none) left out. Given a sequence X = <x1, x2, ..., xm> another sequence Z = <z1, z2, ..., zk> is a subsequence of X if there exists a strictly increasing sequence <i1, i2, ..., ik> of indices of X such that for all j = 1,2,...,k, xij = zj. For example, Z = <a, b, f, c> is a subsequence of X = <a, b, c, f, b, c> with index sequence <1, 2, 4, 6>. Given two sequences X and Y the problem is to find the length of the maximum-length common subsequence of X and Y.   
The program input is from a text file. Each data set in the file contains two strings representing the given sequences. The sequences are separated by any number of white spaces. The input data are correct. For each set of data the program prints on the standard output the length of the maximum-length common subsequence from the beginning of a separate line.

**Sample Input**

abcfbc abfcab

programming contest

abcd mnp

**Sample Output**

4

2

0

**代码：**

#include<stdio.h>

#include<string.h>

int max(int a,int b){

return a>b?a:b;

}

int main(){

char s1[700];

char s2[700];

int f[700][700]={

0

};

while(scanf("%s%s",s1,s2)!=EOF){

int m=strlen(s1);

int n=strlen(s2);

for(int i=0;i<m;i++){

for(int j=0;j<n;j++){

if(s1[i]==s2[j]){

f[i+1][j+1]=f[i][j]+1;

}else{

f[i+1][j+1]=max(f[i][j+1],f[i+1][j]);

}

}

}

int max=0;

for(int i=0;i<m;i++){

for(int j=0;j<n;j++){

if(f[i+1][j+1]>max){

max=f[i+1][j+1];

}

}

}

printf("%d\n",max);

}

return 0;

}

**Problem G**

**Problem Description**

Yifenfei very like play a number game in the n\*n Matrix. A positive integer number is put in each area of the Matrix.  
Every time yifenfei should to do is that choose a detour which frome the top left point to the bottom right point and than back to the top left point with the maximal values of sum integers that area of Matrix yifenfei choose. But from the top to the bottom can only choose right and down, from the bottom to the top can only choose left and up. And yifenfei can not pass the same area of the Matrix except the start and end.

**Input**

The input contains multiple test cases.  
Each case first line given the integer n (2<n<30)   
Than n lines,each line include n positive integers.(<100)

**Output**

For each test case output the maximal values yifenfei can get.

**Sample Input**

2

10 3

5 10

3

10 3 3

2 5 3

6 7 10

5

1 2 3 4 5

2 3 4 5 6

3 4 5 6 7

4 5 6 7 8

5 6 7 8 9

**Sample Output**

28

46

80

**代码：**

#include<stdio.h>

#include<string.h>

#include<stdlib.h>

#define s 30

int dp[s][s][s][s];

int vis[s][s][s][s];

int n;

int map[s][s];

int max(int a,int b,int c,int d)

{

if(a>=b&&a>=c&&a>=d)

return a;

if(b>=a&&b>=c&&b>=d)

return b;

if(c>=a&&c>=b&&c>=d)

return c;

if(d>=a&&d>=b&&d>=c)

return d;

}

int dfs(int t,int r,int p,int q)

{

int i,j,k,l;

if(t<0||t>=n||r<0||r>=n||p<0||p>=n||q<0||q>=n)

return 0;

if(vis[t][r][p][q]==1)

return dp[t][r][p][q];

vis[t][r][p][q]=1;

dp[t][r][p][q]=max(dfs(t-1,r,p-1,q),dfs(t-1,r,p,q-1),dfs(t,r-1,p-1,q),dfs(t,r-1,p,q-1))+map[t][r]+map[p][q];

vis[t][r][p][q]=1;

return dp[t][r][p][q];

}

int main()

{

int i,j,k,l;

while(scanf("%d",&n)!=EOF)

{

for(i=0;i<n;i++)

for(j=0;j<n;j++)

scanf("%d",&map[i][j]);

memset(dp,0,sizeof(dp));

memset(vis,0,sizeof(vis));

dp[0][0][0][0]=0;

vis[0][0][0][0]=1;

for(i=0;i<n;i++)

{

for(j=0;j<n;j++)

{

dp[i][j][i][j]=0;

vis[i][j][i][j]=1;

}

}

printf("%d\n",dfs(n-1,n-2,n-2,n-1)+map[0][0]+map[n-1][n-1]);

}

return 0;

}