Tidyverse for COVID19 Data Analysis

J. Wall

2020-04-24

# Get and clean worldwide Data

### Data from Johns Hopkins github

url\_in <- "https://raw.githubusercontent.com/CSSEGISandData/COVID-19/master/csse\_covid\_19\_data/csse\_covid\_19\_time\_series/"  
file\_names <- c("time\_series\_covid19\_confirmed\_global.csv",  
 "time\_series\_covid19\_deaths\_global.csv",  
 "time\_series\_covid19\_confirmed\_US.csv",  
 "time\_series\_covid19\_deaths\_US.csv")  
urls <- str\_c(url\_in,file\_names)

### Check urls

urls

## [1] "https://raw.githubusercontent.com/CSSEGISandData/COVID-19/master/csse\_covid\_19\_data/csse\_covid\_19\_time\_series/time\_series\_covid19\_confirmed\_global.csv"  
## [2] "https://raw.githubusercontent.com/CSSEGISandData/COVID-19/master/csse\_covid\_19\_data/csse\_covid\_19\_time\_series/time\_series\_covid19\_deaths\_global.csv"   
## [3] "https://raw.githubusercontent.com/CSSEGISandData/COVID-19/master/csse\_covid\_19\_data/csse\_covid\_19\_time\_series/time\_series\_covid19\_confirmed\_US.csv"   
## [4] "https://raw.githubusercontent.com/CSSEGISandData/COVID-19/master/csse\_covid\_19\_data/csse\_covid\_19\_time\_series/time\_series\_covid19\_deaths\_US.csv"

### Tidy global data

global\_confirmed <- read\_csv(urls[1]) %>%  
 pivot\_longer(cols = -c(`Province/State`, `Country/Region`, Lat, Long), names\_to = "Date",   
 values\_to = "Confirmed\_cases")  
global\_deaths <- read\_csv(urls[2]) %>%  
 pivot\_longer(cols = -c(`Province/State`, `Country/Region`, Lat, Long), names\_to = "Date",   
 values\_to = "Deaths")  
   
global <- global\_confirmed %>% full\_join(global\_deaths) %>%  
 rename(Country\_Region = `Country/Region`, Province\_State = `Province/State`) %>%  
 mutate(Date = mdy(Date))

### fix problems

knitr::kable(summary(global))

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | Province\_State | Country\_Region | Lat | Long | Date | Confirmed\_cases | Deaths |
|  | Length:24552 | Length:24552 | Min. :-51.796 | Min. :-135.00 | Min. :2020-01-22 | Min. : -1 | Min. : -1.0 |
|  | Class :character | Class :character | 1st Qu.: 6.969 | 1st Qu.: -20.03 | 1st Qu.:2020-02-14 | 1st Qu.: 0 | 1st Qu.: 0.0 |
|  | Mode :character | Mode :character | Median : 23.488 | Median : 20.54 | Median :2020-03-08 | Median : 4 | Median : 0.0 |
|  | NA | NA | Mean : 21.317 | Mean : 22.17 | Mean :2020-03-08 | Mean : 2137 | Mean : 126.9 |
|  | NA | NA | 3rd Qu.: 41.166 | 3rd Qu.: 78.75 | 3rd Qu.:2020-03-31 | 3rd Qu.: 160 | 3rd Qu.: 2.0 |
|  | NA | NA | Max. : 71.707 | Max. : 178.06 | Max. :2020-04-23 | Max. :869170 | Max. :49954.0 |

# we find there are entries of -1 for Diamond Princess  
global <- global %>% filter(Confirmed\_cases >= 0, Deaths >= 0)

### Join population data to the dataset

uid\_lookup\_url <- "https://raw.githubusercontent.com/CSSEGISandData/COVID-19/master/csse\_covid\_19\_data/UID\_ISO\_FIPS\_LookUp\_Table.csv"  
uid <- read\_csv(uid\_lookup\_url) %>%  
 select(-c(Lat, Long\_, Combined\_Key, code3, iso2, iso3, Admin2))  
global <- global %>%   
 left\_join(uid, by = c("Province\_State", "Country\_Region")) %>%  
 select(-c(UID, FIPS)) %>%  
 select(Province\_State, Country\_Region, Date,  
 Confirmed\_cases, Deaths, Population,  
 Lat, Long)

### Get and tidy US data

US\_confirmed <- read\_csv(urls[3]) %>%  
 pivot\_longer(cols = -(UID:Combined\_Key), names\_to = "Date", values\_to = "Confirmed\_cases") %>%  
 select(Admin2:Confirmed\_cases) %>%  
 mutate(Date = mdy(Date))  
US\_deaths <- read\_csv(urls[4]) %>%  
 pivot\_longer(cols = -(UID:Population), names\_to = "Date", values\_to ="Deaths") %>%  
 select(Admin2:Deaths) %>%  
 mutate(Date = mdy(Date))

### Join deaths and cases

US <- US\_deaths %>%  
 full\_join(US\_confirmed,   
 by = c("Combined\_Key", "Date",   
 "Admin2", "Province\_State",   
 "Country\_Region")) %>%  
 rename(Long = Long\_.x, Lat = Lat.x) %>%  
 select(Admin2, Province\_State, Country\_Region,   
 Lat, Long, Population, Date, Confirmed\_cases, Deaths)

### US data so far

US %>% filter(Province\_State == "New York") %>%  
 select(Admin2, Province\_State, Confirmed\_cases, Deaths) %>%  
 head(n = 4)

## # A tibble: 4 x 4  
## Admin2 Province\_State Confirmed\_cases Deaths  
## <chr> <chr> <dbl> <dbl>  
## 1 Albany New York 0 0  
## 2 Albany New York 0 0  
## 3 Albany New York 0 0  
## 4 Albany New York 0 0

#Note that what we now have is county level data within each state. It would be nice to have data totaled for each state.

## DMV data

### get DMV data

dmv\_data <-  
 US %>%  
 mutate(state = factor(Province\_State),   
 county = factor(Admin2)) %>%  
 filter(state %in% c("Maryland", "Virginia", "District of Columbia")) %>%  
 filter(county %in%   
 c("Anne Arundel", "Montgomery", "Howard", "Frederick", "Prince George's",  
 "Charles", "District of Columbia", "Alexandria", "Arlington", "Fairfax",  
 "Loudoun", "Prince William")) %>%  
 select(-c(Admin2, Province\_State, Country\_Region)) %>%  
 mutate(Deaths\_per\_mill = 1000000 \* Deaths / Population) %>%  
 select(state, county, Date, Confirmed\_cases, Deaths,  
 Deaths\_per\_mill, Population, Lat, Long)

### Plot DMV cases by county

dmv\_data %>%  
 filter(Confirmed\_cases > 0) %>%  
 ggplot(aes(x = Date, y = Confirmed\_cases, group = county, col = county)) +  
 geom\_line() +  
 geom\_point() +  
 facet\_wrap(~ state) +  
 scale\_y\_log10() +  
 scale\_color\_brewer(palette = "Paired") +   
 guides(color = guide\_legend(ncol = 4)) +  
 theme(legend.position="bottom", axis.text.x = element\_text(angle = 90))
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### Compute cases & deaths in DMV

DMV\_totals <- dmv\_data %>%   
 group\_by(Date) %>%  
 summarize(total\_cases = sum(Confirmed\_cases),   
 total\_deaths = sum(Deaths))  
  
paste0("total deaths = ", as.character(max(DMV\_totals$total\_deaths)) )

## [1] "total deaths = 714"

paste0("total cases = ", as.character(max(DMV\_totals$total\_cases) ))

## [1] "total cases = 18828"

# Latest data from:  
paste0("latest data from: ", as.character( max(DMV\_totals$Date) ))

## [1] "latest data from: 2020-04-23"

### Visualize DMV cases and deaths

DMV\_totals %>%  
 filter(total\_cases > 0) %>%  
 ggplot(aes(x = Date, y = total\_cases)) +  
 geom\_line() +  
 geom\_point() +  
 labs(title = "Confirmed Cases of COVID19 in DMV", x = NULL, y = NULL)
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DMV\_totals %>%  
 filter(total\_deaths > 0) %>%  
 ggplot(aes(x = Date, y = total\_deaths)) +  
 geom\_line(color = "red") +  
 geom\_point() +  
 labs(title = "Deaths due to COVID19 in DMV", x = NULL, y = NULL)
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### both on one graph

DMV\_totals %>%  
 filter(total\_cases > 0) %>%  
 ggplot(aes(x = Date, y = total\_cases)) +  
 geom\_line(aes(color = "cases")) +  
 geom\_point(aes(color = "cases")) +  
 geom\_line(aes(y = total\_deaths, color = "deaths"),  
 data = DMV\_totals %>% filter(total\_deaths > 0)) +  
 geom\_point(aes(y = total\_deaths, color = "deaths"),  
 data = DMV\_totals %>% filter(total\_deaths > 0)) +  
 scale\_y\_log10() +   
 labs(title = "COVID19 in DMV", x = NULL, y = NULL)
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## State analysis

### Compute state totals

US\_by\_state <- US %>%  
 group\_by(Province\_State, Country\_Region, Date) %>%  
 # add up counties and population  
 summarize(Confirmed\_cases = sum(Confirmed\_cases),   
 Deaths = sum(Deaths), Lat = median(Lat),   
 Long = median(Long), Population = sum(Population)) %>%  
 select(Province\_State, Country\_Region, Date,  
 Confirmed\_cases, Deaths, Population,  
 Lat, Long) %>%  
 ungroup()

### State data now

US\_by\_state %>% head(n = 3) %>%   
 select(Province\_State, Date, Confirmed\_cases,   
 Deaths, Population, Country\_Region)

## # A tibble: 3 x 6  
## Province\_State Date Confirmed\_cases Deaths Population Country\_Region  
## <chr> <date> <dbl> <dbl> <dbl> <chr>   
## 1 Alabama 2020-01-22 0 0 4903185 US   
## 2 Alabama 2020-01-23 0 0 4903185 US   
## 3 Alabama 2020-01-24 0 0 4903185 US

### Order deaths and cases by state

US\_state\_totals <- US\_by\_state %>%   
 group\_by(Province\_State) %>%   
 summarize(cases = max(Confirmed\_cases),  
 deaths = max(Deaths),  
 population = max(Population)) %>%  
 filter(cases > 0) %>%  
 mutate(deaths\_per\_mill = 1000000 \* deaths / population) %>%  
 arrange(desc(cases))

### View list by states

knitr::kable(US\_state\_totals %>% slice(1:10))

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Province\_State | cases | deaths | population | deaths\_per\_mill |
| New York | 263460 | 20973 | 23628065 | 887.63087 |
| New Jersey | 100025 | 5426 | 8882190 | 610.88538 |
| Massachusetts | 46023 | 2360 | 6892503 | 342.40101 |
| California | 39561 | 1533 | 39512223 | 38.79812 |
| Pennsylvania | 38379 | 1724 | 12801989 | 134.66657 |
| Illinois | 36937 | 1688 | 12671821 | 133.20895 |
| Michigan | 35296 | 2977 | 9986857 | 298.09178 |
| Florida | 29648 | 987 | 21477737 | 45.95456 |
| Louisiana | 25739 | 1599 | 4648794 | 343.96018 |
| Connecticut | 23100 | 1639 | 3565287 | 459.71054 |

### Totals for US

# total deaths   
paste0("total US deaths = ", as.character(sum(US\_state\_totals$deaths)) )

## [1] "total US deaths = 49954"

# total cases  
paste0("total US cases = ", as.character(sum(US\_state\_totals$cases)) )

## [1] "total US cases = 869170"

# Latest data from:  
paste0("latest data from: ", as.character(max(US\_by\_state$Date)) )

## [1] "latest data from: 2020-04-23"

## Visualizing the state data

library(usmap)  
US\_data <- US\_state\_totals %>%   
 mutate(state = Province\_State) %>%   
 filter(!is.na(deaths\_per\_mill))

### Plot states

plot\_usmap(data = US\_data,   
 values = "deaths\_per\_mill",  
 color = "black") +   
 scale\_fill\_gradient(name = "Deaths per million",  
 low = "yellow", high = "red") +  
 theme(legend.position = "right")
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### partition deaths per million into 10 equal ranges.

US\_data <- US\_data %>%  
 filter(population > 0) %>%  
 mutate(death\_group = cut(deaths\_per\_mill,  
 breaks = seq(min(deaths\_per\_mill),  
 max(deaths\_per\_mill),  
 length.out = 10),   
 include.lowest = TRUE,  
 right = FALSE,   
 ordered\_result = TRUE) )

### Plot 10 levels

plot\_usmap(data = US\_data,   
 values = "death\_group",  
 color = "black") +   
 scale\_fill\_discrete(name = "Deaths\_per\_million") +  
 theme(legend.position = "right")
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### Add states to global

#Replace the US observations in the global dataset with the US data  
exp\_global <- global %>%   
 # remove the US total data from the dataset  
 filter(Country\_Region != "US") %>%   
 # add on the totals by state  
 bind\_rows(US\_by\_state)

### Add continents

library(countrycode)  
temp <- countrycode(exp\_global$Country\_Region,  
 origin = "country.name",  
 destination = "continent")  
Confirmed <- exp\_global %>%  
 mutate(continent = temp) %>%  
 mutate(continent = case\_when(  
 Country\_Region == "Cruise Ship"~"Cruiseship",  
 Country\_Region == "Diamond Princess"~"Cruiseship",  
 Country\_Region == "MS Zaandam"~"Cruiseship",  
 Country\_Region == "Kosovo" ~ "Europe",  
 TRUE ~ continent)) %>%  
 # create a Country\_State combining Province\_State & Country\_Region  
 unite(Country\_State, c(Country\_Region, Province\_State),   
 na.rm = TRUE, remove = FALSE)  
Confirmed %>% filter(is.na(continent))

## # A tibble: 0 x 10  
## # ... with 10 variables: Country\_State <chr>, Province\_State <chr>,  
## # Country\_Region <chr>, Date <date>, Confirmed\_cases <dbl>, Deaths <dbl>,  
## # Population <dbl>, Lat <dbl>, Long <dbl>, continent <chr>

### Compute Deaths per million population

Confirmed <- Confirmed %>%  
 mutate(Deaths\_per\_mill = 1000000 \* Deaths / Population) %>%  
 select(Country\_State, Date, Confirmed\_cases,   
 Deaths, Deaths\_per\_mill, continent,   
 Population, Lat, Long, everything()) %>%  
 filter(Confirmed\_cases > 0) # leave off rows w/o cases

### Country/State’s w/ most cases

Confirmed\_totals <- Confirmed %>%   
 group\_by(Country\_State, Province\_State, Country\_Region, continent) %>%  
 summarize(Confirmed\_cases = max(Confirmed\_cases),   
 Deaths = max(Deaths),  
 Deaths\_per\_mill = max(Deaths\_per\_mill),  
 Date\_first\_case = min(Date),  
 Population = max(Population)) %>%  
 ungroup() %>%  
 select(Country\_State, Date\_first\_case, Deaths\_per\_mill,  
 Deaths, Confirmed\_cases, Population, everything())

### Worldwide totals to date

# total deaths   
paste0("total worldwide deaths = ", as.character(sum(Confirmed\_totals$Deaths)) )

## [1] "total worldwide deaths = 190858"

# total cases  
paste0("total worldwide cases = ", as.character(sum(Confirmed\_totals$Confirmed\_cases)) )

## [1] "total worldwide cases = 2708900"

# average deaths per million to date  
df <- Confirmed\_totals %>%  
 summarize(death\_rate = 1000000 \* sum(Deaths, na.rm = TRUE) / sum(Population, na.rm = TRUE))  
  
paste0("total worldwide deaths per million to date = ", as.character(sum(df$death\_rate)) )

## [1] "total worldwide deaths per million to date = 24.7553459689285"

# Latest data from:  
paste0("latest data from: ", as.character(max(US\_by\_state$Date)) )

## [1] "latest data from: 2020-04-23"

### Top 25 and top 100

Top\_25 <- Confirmed\_totals %>%   
 arrange(desc(Confirmed\_cases)) %>%  
 slice(1:25) %>%  
# Top\_25 %>%   
 select(Country\_State, continent,  
 Confirmed\_cases, Deaths,Deaths\_per\_mill)   
knitr::kable(Top\_25 %>% slice(1:8))

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Country\_State | continent | Confirmed\_cases | Deaths | Deaths\_per\_mill |
| US\_New York | Americas | 263460 | 20973 | 887.63087 |
| Spain | Europe | 213024 | 22157 | 473.89804 |
| Italy | Europe | 189973 | 25549 | 422.56413 |
| France | Europe | 158183 | 21856 | 334.83720 |
| Germany | Europe | 153129 | 5575 | 66.54019 |
| United Kingdom | Europe | 138078 | 18738 | 276.02155 |
| Turkey | Asia | 101790 | 2491 | 29.53554 |
| US\_New Jersey | Americas | 100025 | 5426 | 610.88538 |

Top\_100 <- Confirmed\_totals %>%   
 arrange(desc(Confirmed\_cases)) %>%  
 slice(1:100)

### Get data for top 25

# grab top 25 country / states for graphing  
Top\_25\_states <- Top\_25$Country\_State  
Top\_25\_data <- Confirmed %>%   
 filter(Country\_State %in% Top\_25\_states) %>%  
 select(Country\_State, continent, Date, Confirmed\_cases,   
 Deaths, Deaths\_per\_mill)

### Graph top 25

Top\_25\_data %>% filter(Confirmed\_cases > 0) %>%  
 ggplot(aes(x = Date, y = Confirmed\_cases,   
 group = Country\_State,   
 color = Country\_State)) +  
 geom\_line() +  
 facet\_wrap(~continent, scales = "free") +  
 scale\_y\_log10() +  
 labs(title = "Confirmed Cases - top 25", x = NULL, y = NULL) +  
 guides(color = guide\_legend(ncol = 6)) +  
 theme(legend.position="bottom",axis.text.x = element\_text(angle = 90))
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Top\_25\_data %>% filter(Deaths > 0) %>%  
 ggplot(aes(x = Date, y = Deaths,   
 group = Country\_State,   
 color = Country\_State)) +  
 geom\_line() +  
 facet\_wrap(~continent, scales = "free") +  
 scale\_y\_log10() +  
 labs(title = "Deaths - top 25", x = NULL, y = NULL) +   
 guides(color = guide\_legend(ncol = 6)) +  
 theme(legend.position="bottom",axis.text.x = element\_text(angle = 90))
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Top\_25\_data %>% filter(Deaths > 0) %>%  
 ggplot(aes(x = Date, y = Deaths\_per\_mill,   
 group = Country\_State,   
 color = Country\_State)) +  
 geom\_line() +  
 labs(title = "Deaths per million population", x = NULL,  
 y = NULL) +  
 facet\_wrap(~continent, scales = "free") +  
 scale\_y\_log10() +  
 guides(color = guide\_legend(ncol = 6)) +  
 theme(legend.position="bottom",axis.text.x = element\_text(angle = 90))
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## Scandinavia analysis

# look at cases in Scandinavia since Sweden has not shut down their economy like other countries have. What impact has this had on death rates?  
Scandinavia <- Confirmed %>%   
 filter(Country\_State %in% c("Sweden", "Denmark", "Finland")) %>%  
 select(Country\_State, Date, Confirmed\_cases, Deaths, Deaths\_per\_mill, everything()) %>%  
 mutate(Country\_State = factor(Country\_State))   
  
Scandinavia %>%   
 filter(Deaths > 0) %>%  
 ggplot(aes(x = Date, y = Deaths, color = Country\_State)) +  
 geom\_point() + geom\_line() +  
 labs(title = "Deaths", x = NULL, y = NULL) +  
 scale\_y\_log10()

![](data:image/png;base64,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)

Scandinavia %>%   
 filter(Deaths > 0) %>%  
 ggplot(aes(x = Date, y = Deaths\_per\_mill, color = Country\_State)) +  
 geom\_point() + geom\_line() +  
 labs(title = "Deaths per million", x = NULL, y = NULL) +  
 scale\_y\_log10()
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Scand\_summ <- Scandinavia %>% group\_by(Country\_State) %>%  
 summarize(Max\_Deaths\_per\_million =  
 max(Deaths\_per\_mill),  
 Total\_cases = max(Confirmed\_cases),  
 Total\_deaths = max(Deaths),  
 Population = max(Population))  
knitr::kable(Scand\_summ)

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Country\_State | Max\_Deaths\_per\_million | Total\_cases | Total\_deaths | Population |
| Denmark | 68.02248 | 8073 | 394 | 5792203 |
| Finland | 31.04291 | 4284 | 172 | 5540718 |
| Sweden | 200.11347 | 16755 | 2021 | 10099270 |

# Modeling

### Hubei province of China and the Diamond Princess cruise ship.

Slowed\_cases <- Confirmed %>%   
 filter(Country\_State %in% c("China\_Hubei", "Diamond Princess"))   
Slowed\_cases %>%  
 ggplot(aes(x = Date, y = Confirmed\_cases)) +  
 geom\_point() +  
 facet\_wrap(~ Country\_State, scales = "free")

![](data:image/png;base64,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)

### Fitting a sigmoid function.

# thanks to http://kyrcha.info/2012/07/08/tutorials-fitting-a-sigmoid-function-in-r  
# function needed for visualization purposes  
sigmoid = function(x, params) {  
 params[1] / (1 + exp(-params[2] \* (x - params[3])))  
}  
  
x = 1:53  
y = c(0,0,0,0,0,0,0,0,0,0,0,0,0,0.1,0.18,0.18,0.18,0.33,0.33,0.33,0.33,0.41,0.41,0.41,0.41,0.41,0.41,0.5,0.5,0.5,0.5,0.68,0.58,0.58,0.68,0.83,0.83,0.83,0.74,0.74,0.74,0.83,0.83,0.9,0.9,0.9,1,1,1,1,1,1,1)  
df <- tibble(x = x, y = y)   
# fitting code  
fitmodel <- nls(y ~ a /(1 + exp(-b \* (x - c))), data = df,  
 start = list(a = 1, b = 0.5, c = 25))

### Plot model and data for sigmoid example

# visualization code  
# get the coefficients using the coef function  
params=coef(fitmodel)  
   
df$y2 <- sigmoid(x, params)  
df %>% ggplot(aes(x, y2)) + geom\_line() + geom\_point(y = y)
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### More generalized sigmoid function

Goal: use that form for Hubei and fit a sigmoid function to that data.

### Start simply

### Get, visualize, model Hubei data

library(broom)  
Hubei\_cases <- Confirmed %>%   
 filter(Country\_State == "China\_Hubei") %>%  
 mutate(date\_int = unclass(Date))  
Hubei\_cases %>%  
 ggplot(aes(x = Date, y = Confirmed\_cases)) +  
 geom\_point()
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# first with simplified sigmoid function  
sigmoid <- function(x, params) {  
 params[1] / (1 + exp(-params[2] \* (x - params[3])))  
}  
mod1 <- nls(Confirmed\_cases ~ K /(1 + exp(-B \* (date\_int - t0))),   
 data = Hubei\_cases,  
 start = list(K = 60000, B = 0.5, t0 = 18300))  
params <- coef(mod1)

### Plot Hubei model and data

Hubei\_cases <- Hubei\_cases %>%   
 mutate(pred = sigmoid(date\_int, params) ) %>%  
 select(Confirmed\_cases, pred, Date, date\_int, everything())  
  
Hubei\_cases %>%   
 ggplot(aes(Date, pred)) +   
 geom\_line() +   
 geom\_point(aes(y = Confirmed\_cases))
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### Model summary

summary(mod1)

##   
## Formula: Confirmed\_cases ~ K/(1 + exp(-B \* (date\_int - t0)))  
##   
## Parameters:  
## Estimate Std. Error t value Pr(>|t|)   
## K 6.781e+04 2.130e+02 318.36 <2e-16 \*\*\*  
## B 2.342e-01 6.122e-03 38.26 <2e-16 \*\*\*  
## t0 1.830e+04 1.277e-01 143292.80 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1624 on 90 degrees of freedom  
##   
## Number of iterations to convergence: 6   
## Achieved convergence tolerance: 7.793e-07

glance(mod1)

## # A tibble: 1 x 8  
## sigma isConv finTol logLik AIC BIC deviance df.residual  
## <dbl> <lgl> <dbl> <dbl> <dbl> <dbl> <dbl> <int>  
## 1 1624. TRUE 0.000000779 -818. 1644. 1654. 237323771. 90

### One more step

### More complex model on Hubei

sigmoid\_gen <- function(x, params) {  
 params[1] /  
 ( (1 + exp(-params[2] \* (x - params[3]))) ) ^ (1 / params[4])  
}  
  
startK <- max(Hubei\_cases$Confirmed\_cases)  
mod2 <- nls(Confirmed\_cases ~ K /( (1 + exp(-B \* (date\_int - t0))) ) ^(1/v) ,   
 data = Hubei\_cases,  
 start = list(K = startK, B = .25, t0 = 18300, v = 1) )

### Visualize both Hubei models

# get the coefficients using the coef function  
params <- coef(mod2)  
   
Hubei\_cases <- Hubei\_cases %>%   
 mutate(pred2 = sigmoid\_gen(date\_int, params) ) %>%  
 select(Confirmed\_cases, pred2, pred, Date, date\_int, everything())  
  
Hubei\_cases %>%   
 ggplot(aes(x = Date)) +   
 geom\_line(aes(y = pred2), color = "red") +   
 geom\_line(aes(y = pred), color = "black") +  
 geom\_point(aes(y = Confirmed\_cases))

![](data:image/png;base64,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)

# use broom::glance to look at model results  
summary(mod2)

##   
## Formula: Confirmed\_cases ~ K/((1 + exp(-B \* (date\_int - t0))))^(1/v)  
##   
## Parameters:  
## Estimate Std. Error t value Pr(>|t|)   
## K 6.769e+04 2.146e+02 315.427 < 2e-16 \*\*\*  
## B 2.691e-01 1.973e-02 13.643 < 2e-16 \*\*\*  
## t0 1.830e+04 8.591e-01 21305.101 < 2e-16 \*\*\*  
## v 1.393e+00 2.150e-01 6.478 4.98e-09 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 1606 on 89 degrees of freedom  
##   
## Number of iterations to convergence: 11   
## Achieved convergence tolerance: 4.356e-06

glance(mod2)

## # A tibble: 1 x 8  
## sigma isConv finTol logLik AIC BIC deviance df.residual  
## <dbl> <lgl> <dbl> <dbl> <dbl> <dbl> <dbl> <int>  
## 1 1606. TRUE 0.00000436 -816. 1643. 1655. 229632115. 89

### Our plan of attack

* use a map function and nested grouped data to develop models out of this more complicated model family for the Diamond Princess and most of the China provinces
* Add the model to the nested data
* Use broom::tidy() to add the coefficients of the models to the dataset
* Use pivot\_wider to make these coefficients into columns.

### Nest China and Princess data

by\_country <- Confirmed %>%  
 filter(Country\_State != "China\_Beijing",  
 Country\_State != "China\_Shanxi",   
 Country\_State != "China\_Tibet") %>%  
 filter(Country\_Region == "China" | Country\_State == "Diamond Princess") %>%   
 #filter(Confirmed\_cases > 200) %>%  
 mutate(date\_int = unclass(Date)) %>%  
 group\_by(Country\_State, Province\_State, Country\_Region,   
 continent, Lat, Long) %>%  
 nest()  
# by\_country$data[[1]]  
by\_country

## # A tibble: 31 x 7  
## # Groups: Country\_State, continent, Lat, Long, Province\_State, Country\_Region  
## # [31]  
## Country\_State continent Lat Long Province\_State Country\_Region data   
## <chr> <chr> <dbl> <dbl> <chr> <chr> <list>   
## 1 China\_Anhui Asia 31.8 117. Anhui China <tibble ~  
## 2 China\_Chongqing Asia 30.1 108. Chongqing China <tibble ~  
## 3 China\_Fujian Asia 26.1 118. Fujian China <tibble ~  
## 4 China\_Gansu Asia 37.8 101. Gansu China <tibble ~  
## 5 China\_Guangdong Asia 23.3 113. Guangdong China <tibble ~  
## 6 China\_Guangxi Asia 23.8 109. Guangxi China <tibble ~  
## 7 China\_Guizhou Asia 26.8 107. Guizhou China <tibble ~  
## 8 China\_Hainan Asia 19.2 110. Hainan China <tibble ~  
## 9 China\_Hebei Asia 39.5 116. Hebei China <tibble ~  
## 10 China\_Heilongj~ Asia 47.9 128. Heilongjiang China <tibble ~  
## # ... with 21 more rows

### Add models to nested data

country\_mod2 <- function(df){  
 startK <- max(df$Confirmed\_cases)  
 nls(Confirmed\_cases ~ K /( (1 + exp(-B \* (date\_int - t0))) ) ^(1/v) ,   
 data = df,  
 start = list(K = startK, B = .25, t0 = 18300, v = 1),  
 control = list(maxiter = 1000, warnOnly = TRUE))  
}  
  
by\_country <- by\_country %>%  
 mutate(model = map(data, country\_mod2),  
 tm = map(model, broom::tidy)) %>%  
 unnest(tm) %>%  
 select(Country\_State, Lat, Long, term, estimate,  
 `std.error`, statistic, p.value, everything())

### Look at results

by\_country

## # A tibble: 124 x 13  
## # Groups: Country\_State, Lat, Long, continent, Province\_State, Country\_Region  
## # [31]  
## Country\_State Lat Long term estimate std.error statistic p.value  
## <chr> <dbl> <dbl> <chr> <dbl> <dbl> <dbl> <dbl>  
## 1 China\_Anhui 31.8 117. K 9.92e+2 8.51e-1 1.16e+3 6.09e-188  
## 2 China\_Anhui 31.8 117. B 2.73e-1 5.59e-3 4.90e+1 3.83e- 66  
## 3 China\_Anhui 31.8 117. t0 1.83e+4 3.27e-1 5.59e+4 0.   
## 4 China\_Anhui 31.8 117. v 9.03e-1 5.43e-2 1.66e+1 4.71e- 29  
## 5 China\_Chongq~ 30.1 108. K 5.79e+2 7.02e-1 8.25e+2 1.34e-174  
## 6 China\_Chongq~ 30.1 108. B 1.81e-1 4.18e-3 4.33e+1 1.38e- 61  
## 7 China\_Chongq~ 30.1 108. t0 1.83e+4 1.94e+0 9.42e+3 9.70e-269  
## 8 China\_Chongq~ 30.1 108. v 1.87e-1 5.34e-2 3.51e+0 7.15e- 4  
## 9 China\_Fujian 26.1 118. K 3.66e+2 2.73e+9 1.34e-7 1.00e+ 0  
## 10 China\_Fujian 26.1 118. B -7.22e-2 2.15e+5 -3.36e-7 1.00e+ 0  
## # ... with 114 more rows, and 5 more variables: continent <chr>,  
## # Province\_State <chr>, Country\_Region <chr>, data <list>, model <list>

### Make data per province

province\_data <- by\_country %>%  
 ungroup() %>%  
 select(Province\_State, Lat, Long, term, estimate, data) %>%  
 pivot\_wider(names\_from = term, values\_from = estimate) %>%  
 mutate(t0\_date = as\_date(t0))  
province\_data %>% arrange(t0\_date) %>% print(n = Inf)

## # A tibble: 31 x 9  
## Province\_State Lat Long data K B t0 v t0\_date   
## <chr> <dbl> <dbl> <list> <dbl> <dbl> <dbl> <dbl> <date>   
## 1 Fujian 26.1 118. <tibbl~ 3.66e2 -0.0722 18109. -5.41e+0 2019-08-01  
## 2 Shanghai 31.2 121. <tibbl~ 6.10e2 0.0459 18241. 3.17e-2 2019-12-11  
## 3 Sichuan 30.6 103. <tibbl~ 5.52e2 0.129 18257. 8.51e-3 2019-12-27  
## 4 Gansu 37.8 101. <tibbl~ 1.38e2 0.102 18258. 9.56e-3 2019-12-27  
## 5 Qinghai 35.7 96.0 <tibbl~ 1.80e1 0.126 18261. 2.53e-2 2019-12-30  
## 6 Liaoning 41.3 123. <tibbl~ 1.35e2 0.0755 18262. 9.31e-2 2020-01-01  
## 7 Yunnan 25.0 101. <tibbl~ 1.80e2 0.119 18264. 3.45e-2 2020-01-02  
## 8 Tianjin 39.3 117. <tibbl~ 1.73e2 0.104 18267. 2.84e-2 2020-01-06  
## 9 Zhejiang 29.2 120. <tibbl~ 1.25e3 0.140 18268. 2.33e-2 2020-01-06  
## 10 Hong Kong 22.3 114. <tibbl~ 5.32e2 -0.521 18269. -5.12e+0 2020-01-07  
## 11 Guangdong 23.3 113. <tibbl~ 1.51e3 0.125 18269. 2.86e-2 2020-01-07  
## 12 Heilongjiang 47.9 128. <tibbl~ 7.17e2 0.115 18270. -3.52e-3 2020-01-08  
## 13 Shandong 36.3 118. <tibbl~ 7.82e2 0.109 18274. 8.86e-2 2020-01-13  
## 14 Macau 22.2 114. <tibbl~ 2.81e1 -0.438 18275. -3.64e+0 2020-01-13  
## 15 Chongqing 30.1 108. <tibbl~ 5.79e2 0.181 18283. 1.87e-1 2020-01-21  
## 16 Shaanxi 35.2 109. <tibbl~ 2.53e2 0.142 18285. -1.43e-2 2020-01-24  
## 17 Jilin 43.7 126. <tibbl~ 9.99e1 0.166 18285. -2.34e-3 2020-01-24  
## 18 Guangxi 23.8 109. <tibbl~ 2.54e2 0.183 18290. 4.72e-1 2020-01-28  
## 19 Ningxia 37.3 106. <tibbl~ 7.50e1 0.165 18290. 3.94e-1 2020-01-29  
## 20 Hunan 27.6 112. <tibbl~ 1.02e3 0.236 18291. 4.63e-1 2020-01-29  
## 21 Jiangsu 33.0 119. <tibbl~ 6.42e2 0.207 18291. 4.49e-1 2020-01-30  
## 22 Henan 33.9 114. <tibbl~ 1.28e3 0.237 18292. 5.26e-1 2020-01-31  
## 23 Jiangxi 27.6 116. <tibbl~ 9.38e2 0.261 18294. 6.45e-1 2020-02-01  
## 24 Hebei 39.5 116. <tibbl~ 3.23e2 0.195 18295. 6.31e-1 2020-02-02  
## 25 Anhui 31.8 117. <tibbl~ 9.92e2 0.273 18296. 9.03e-1 2020-02-03  
## 26 Hainan 19.2 110. <tibbl~ 1.68e2 0.296 18299. 1.74e+0 2020-02-06  
## 27 Guizhou 26.8 107. <tibbl~ 1.46e2 0.376 18300. 1.66e+0 2020-02-08  
## 28 Xinjiang 41.1 85.2 <tibbl~ 7.62e1 0.324 18303. 2.14e+0 2020-02-10  
## 29 Hubei 31.0 112. <tibbl~ 6.77e4 0.269 18304. 1.39e+0 2020-02-11  
## 30 <NA> 0 0 <tibbl~ 7.09e2 0.630 18310. 2.69e+0 2020-02-18  
## 31 Inner Mongolia 44.1 114. <tibbl~ 1.73e2 122. 18372. 3.57e+3 2020-04-20

### Join with province totals

pd <- province\_data %>% left\_join(Confirmed\_totals) %>%  
 filter(!is.na(Province\_State))  
pd %>% print(n = Inf, width = Inf)

## # A tibble: 30 x 17  
## Province\_State Lat Long data K B t0  
## <chr> <dbl> <dbl> <list> <dbl> <dbl> <dbl>  
## 1 Anhui 31.8 117. <tibble [93 x 6]> 992. 0.273 18296.  
## 2 Chongqing 30.1 108. <tibble [93 x 6]> 579. 0.181 18283.  
## 3 Fujian 26.1 118. <tibble [93 x 6]> 366. -0.0722 18109.  
## 4 Gansu 37.8 101. <tibble [92 x 6]> 138. 0.102 18258.  
## 5 Guangdong 23.3 113. <tibble [93 x 6]> 1507. 0.125 18269.  
## 6 Guangxi 23.8 109. <tibble [93 x 6]> 254. 0.183 18290.  
## 7 Guizhou 26.8 107. <tibble [93 x 6]> 146. 0.376 18300.  
## 8 Hainan 19.2 110. <tibble [93 x 6]> 168. 0.296 18299.  
## 9 Hebei 39.5 116. <tibble [93 x 6]> 323. 0.195 18295.  
## 10 Heilongjiang 47.9 128. <tibble [92 x 6]> 717. 0.115 18270.  
## 11 Henan 33.9 114. <tibble [93 x 6]> 1276. 0.237 18292.  
## 12 Hong Kong 22.3 114. <tibble [92 x 6]> 532. -0.521 18269.  
## 13 Hubei 31.0 112. <tibble [93 x 6]> 67686. 0.269 18304.  
## 14 Hunan 27.6 112. <tibble [93 x 6]> 1020. 0.236 18291.  
## 15 Inner Mongolia 44.1 114. <tibble [91 x 6]> 173. 122. 18372.  
## 16 Jiangsu 33.0 119. <tibble [93 x 6]> 642. 0.207 18291.  
## 17 Jiangxi 27.6 116. <tibble [93 x 6]> 938. 0.261 18294.  
## 18 Jilin 43.7 126. <tibble [92 x 6]> 99.9 0.166 18285.  
## 19 Liaoning 41.3 123. <tibble [93 x 6]> 135. 0.0755 18262.  
## 20 Macau 22.2 114. <tibble [93 x 6]> 28.1 -0.438 18275.  
## 21 Ningxia 37.3 106. <tibble [93 x 6]> 75.0 0.165 18290.  
## 22 Qinghai 35.7 96.0 <tibble [90 x 6]> 18.0 0.126 18261.  
## 23 Shaanxi 35.2 109. <tibble [92 x 6]> 253. 0.142 18285.  
## 24 Shandong 36.3 118. <tibble [93 x 6]> 782. 0.109 18274.  
## 25 Shanghai 31.2 121. <tibble [93 x 6]> 610. 0.0459 18241.  
## 26 Sichuan 30.6 103. <tibble [93 x 6]> 552. 0.129 18257.  
## 27 Tianjin 39.3 117. <tibble [93 x 6]> 173. 0.104 18267.  
## 28 Xinjiang 41.1 85.2 <tibble [92 x 6]> 76.2 0.324 18303.  
## 29 Yunnan 25.0 101. <tibble [93 x 6]> 180. 0.119 18264.  
## 30 Zhejiang 29.2 120. <tibble [93 x 6]> 1254. 0.140 18268.  
## v t0\_date Country\_State Date\_first\_case Deaths\_per\_mill  
## <dbl> <date> <chr> <date> <dbl>  
## 1 0.903 2020-02-03 China\_Anhui 2020-01-22 0.0949  
## 2 0.187 2020-01-21 China\_Chongqing 2020-01-22 0.193   
## 3 -5.41 2019-08-01 China\_Fujian 2020-01-22 0.0254  
## 4 0.00956 2019-12-27 China\_Gansu 2020-01-23 0.0758  
## 5 0.0286 2020-01-07 China\_Guangdong 2020-01-22 0.0705  
## 6 0.472 2020-01-28 China\_Guangxi 2020-01-22 0.0406  
## 7 1.66 2020-02-08 China\_Guizhou 2020-01-22 0.0556  
## 8 1.74 2020-02-06 China\_Hainan 2020-01-22 0.642   
## 9 0.631 2020-02-02 China\_Hebei 2020-01-22 0.0794  
## 10 -0.00352 2020-01-08 China\_Heilongjiang 2020-01-23 0.345   
## 11 0.526 2020-01-31 China\_Henan 2020-01-22 0.229   
## 12 -5.12 2020-01-07 China\_Hong Kong 2020-01-23 0.534   
## 13 1.39 2020-02-11 China\_Hubei 2020-01-22 76.3   
## 14 0.463 2020-01-29 China\_Hunan 2020-01-22 0.0580  
## 15 3566. 2020-04-20 China\_Inner Mongolia 2020-01-24 0.0395  
## 16 0.449 2020-01-30 China\_Jiangsu 2020-01-22 0   
## 17 0.645 2020-02-01 China\_Jiangxi 2020-01-22 0.0215  
## 18 -0.00234 2020-01-24 China\_Jilin 2020-01-23 0.0370  
## 19 0.0931 2020-01-01 China\_Liaoning 2020-01-22 0.0459  
## 20 -3.64 2020-01-13 China\_Macau 2020-01-22 0   
## 21 0.394 2020-01-29 China\_Ningxia 2020-01-22 0   
## 22 0.0253 2019-12-30 China\_Qinghai 2020-01-25 0   
## 23 -0.0143 2020-01-24 China\_Shaanxi 2020-01-23 0.0776  
## 24 0.0886 2020-01-13 China\_Shandong 2020-01-22 0.0697  
## 25 0.0317 2019-12-11 China\_Shanghai 2020-01-22 0.289   
## 26 0.00851 2019-12-27 China\_Sichuan 2020-01-22 0.0360  
## 27 0.0284 2020-01-06 China\_Tianjin 2020-01-22 0.192   
## 28 2.14 2020-02-10 China\_Xinjiang 2020-01-23 0.121   
## 29 0.0345 2020-01-02 China\_Yunnan 2020-01-22 0.0414  
## 30 0.0233 2020-01-06 China\_Zhejiang 2020-01-22 0.0174  
## Deaths Confirmed\_cases Population Country\_Region continent  
## <dbl> <dbl> <dbl> <chr> <chr>   
## 1 6 991 63240000 China Asia   
## 2 6 579 31020000 China Asia   
## 3 1 355 39410000 China Asia   
## 4 2 139 26370000 China Asia   
## 5 8 1585 113460000 China Asia   
## 6 2 254 49260000 China Asia   
## 7 2 147 36000000 China Asia   
## 8 6 168 9340000 China Asia   
## 9 6 328 75560000 China Asia   
## 10 13 928 37730000 China Asia   
## 11 22 1276 96050000 China Asia   
## 12 4 1035 7496988 China Asia   
## 13 4512 68128 59170000 China Asia   
## 14 4 1019 68990000 China Asia   
## 15 1 194 25340000 China Asia   
## 16 0 653 80510000 China Asia   
## 17 1 937 46480000 China Asia   
## 18 1 108 27040000 China Asia   
## 19 2 146 43590000 China Asia   
## 20 0 45 649342 China Asia   
## 21 0 75 6880000 China Asia   
## 22 0 18 6030000 China Asia   
## 23 3 279 38640000 China Asia   
## 24 7 787 100470000 China Asia   
## 25 7 641 24240000 China Asia   
## 26 3 561 83410000 China Asia   
## 27 3 189 15600000 China Asia   
## 28 3 76 24870000 China Asia   
## 29 2 184 48300000 China Asia   
## 30 1 1268 57370000 China Asia