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Zásady pro vypracovaní:

1. Popište současný stav technologií a architektonických vzorů pro vývoj desktopových aplikací.
2. Popište princip a možnost využití hloubkových kamer v technické praxi. Zdůrazněte výhody těchto kamer oproti standardním technologiím snímání.
3. Navrhněte řešení dané aplikace s využitím popsaných technologií, popište případy užití, funkční a nefunkční požadavky.
4. Realizujte navrženou aplikaci a popište její klíčové části.
5. Zhodnoťte dosažené výsledky včetně návrhu na další rozvoj aplikace
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ABSTRAKT

Tato bakalářská práce se zaměřuje na návrh a vývoj WPF aplikace, která využívá architektonický vzor Model-View-ViewModel (MVVM) pro efektivní rozdělení logiky a uživatelského rozhraní v kontextu 3D zpracování a analýzy obrazu hracích kostek. Pro detekci a vyhodnocení jednotlivých hodů byla použita hloubková kamera RealSense od společnosti Intel Corporation. Součástí práce je implementace systému pro správu uživatelských profilů v souladu s pravidly ochrany osobních údajů a vytvoření žebříčku nejlepších hráčů. Navržený systém slouží jako marketingový nástroj pro prezentaci vývojového oddělení společnosti Meopta-Optika, s.r.o. na veletrzích a jiných obchodních akcích.

Klíčová slova: WPF, MVVM, hrací kostky, 3D hloubková kamera, zpracování obrazu

ABSTRACT

This bachelor thesis is focused on the design and development of a WPF application that uses the Model-View-ViewModel (MVVM) architectural pattern to efficiently partition the application logic and user interface in the context of 3D dice image processing and analysis. A RealSense depth camera from Intel Corporation was used to detect and evaluate individual rolls. The work also includes the implementation of a privacy-compliant user profile management system and the creation of a top player ranking system. The proposed system serves as a marketing tool for the presentation of the development department of Meopta-Optika, s.r.o. at trade fairs and other business events.

Keywords: WPF, MVVM, dice, 3D depth camera, image processing
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Úvod

text

|  |  |
| --- | --- |
|  | TEORETICKÁ ČÁST |

Vývoj desktopových aplikací

Vývoj desktopových aplikací se zaměřuje na tvorbu softwaru určeného pro běh na stolních a přenosných počítačích. Desktopové aplikace jsou zpravidla navrženy tak, aby plně využívaly hardwarové a systémové zdroje daného počítače, díky čemuž mohou nabídnout vysokou účinnost a pokročilé uživatelské funkce. Desktopové aplikace mohou rovněž plně a efektivně fungovat „*offline*“, což je užitečné zejména v prostředích s omezeným nebo žádným přístupem k internetu. Vzhledem k tomu, že mají desktopové aplikace přímý přístup k systémovým zdrojům[[1]](#footnote-1) je klíčovou otázkou bezpečnost těchto aplikací. Vývojáři by při vývoji desktopových aplikací měli implementovat bezpečnostní opatření, jako např. šifrování dat či zajištění bezpečné komunikace. Co se techniky vývoje desktopových aplikací týče můžeme tyto podle [1] rozdělit na čtyři základní oblasti:

* **Programovací jazyky** – Výběr programovacího jazyka závisí především na požadavcích projektu a jeho cílové platformě. Mezi v současnosti běžně používané jazyky pro vývoj desktopových aplikací můžeme zařadit např. C++, C#, Java a Python.
* **Nástroje a vývojová prostředí** – Pro samotný vývoj desktopových aplikací se používají integrovaná vývojová prostředí (IDE), která poskytují podporu pro kódování, ladění a design uživatelského rozhraní. Zde můžeme jmenovat např. Visual Studio, IntelliJ IDEA nebo QT Creator.
* **Frameworky a knihovny** – Ke zvýšení produktivity vývojáře desktopových aplikací a redukci množství rutinního kódu existuje také celá řada frameworků a specializovaných knihoven. Pro aplikace Windows jde např. o frameworky skupiny .NET. Pro aplikace psané v jazyce JAVA pak o frameworky Swing nebo JavaFX. Pro vývoj multiplatformních aplikací lze využit framework QT.
* **Správa závislostí a verzí** – Pro správu závislostí se často používají nástroje jako Maven, Gradle, nebo NuGet. Verzování kódu řeší např. nástroje GIT nebo MS Azure.

Rozdíl mezi programovacím jazykem a verzovacím systémem je zřejmý. Co už tak zřejmé není, je rozdíl mezi vývojovým prostředím a frameworkem. Rozdíl mezi těmito pojmy je v jejich účelu a způsobu použití ve vývoji softwaru. Framework je soubor knihoven a nástrojů, které poskytují předdefinovanou strukturu souboru funkcí a pravidel pro vývoj softwaru. Framework tak můžeme chápat jako šablonu nebo „*rámec*“ pro vývoj aplikací. A naopak, vývojové prostředí slouží k centralizaci všech potřebných vývojových nástrojů[[2]](#footnote-2) do jednoho uživatelského rozhraní. Vývojové prostředí (IDE) může podporovat vývoj s mnoha různými frameworky. Pojem Framework se tedy týká softwarové architektury a vývojové metodologie, zatímco vývojové prostředí je konkrétní pracovní nástroj. Obecné rozdíly mezi frameworkem a vývojovým prostředím shrnuje tabulka č. 1.1.

Tabulka 1.1 Rozdíl mezi Frameworkem a vývojovým prostředím[[3]](#footnote-3)

|  |  |  |
| --- | --- | --- |
| **Aspekt** | **Vývojové prostředí (IDE)** | **Framework** |
| Definice | Software pro vývoj kódu | Sada nástrojů a knihoven |
| Zaměření | Univerzální | Specifické pro jazyk |
| Komponenty | Editor, debugger, kompilátor.. | API, šablony, předdefinované komponenty.. |
| Cíl | Zjednodušení procesu vývoje | Poskytnutí struktury pro aplikace |
| Rozšiřitelnost | Pluginy | Vlastní komponenty a moduly |
| Vývojový cyklus | Celý vývojový cyklus | Konkrétní fáze vývoje |
| Uživatelská interakce | Grafické rozhraní | Programovací rozhraní |
| Příklady | Visual Studio, Eclipse, IDEA | .NET, Angular, React.. |

Frameworky často implementují určité architektonické a návrhové vzory, které jsou optimalizované pro konkrétní architektonické a návrhové principy. Využití těchto vzorů v rámci frameworku umožňuje vývojáři lépe strukturovat kód své aplikace a zároveň se vyhnout běžným chybám a problémům. Jako konkrétní příklad můžeme uvést .NET framework, který používá vlastní multivrstvou architekturu a pro své funkce implementuje celou řadu návrhových vzorů. Za všechny jmenujme např. návrhový vzor Singleton, který používá třída *System.Windows.Application* k zajištění toho, že v aplikaci existuje pouze jedno hlavní okno. V následujících podkapitolách si architektonické a návrhové vzory trochu více přiblížíme. Zavedeme stručné definice těchto pojmů a uvedeme si několik konkrétních příkladů.

Architektonické vzory

Podle [1] definuje softwarová architektura klíčové koncepty a charakteristiky systému z hlediska je ho struktury, interakcí, prostředí a designových principů. V obecném vnímání zahrnuje uspořádání softwarového sytému, jeho behaviorální komponenty a interakce těchto komponent do komplexnějších subsystémů. Pro lepší porozumění této poněkud krkolomné definice si můžeme software samotný představit jako rodinný dům. Architektura softwaru pak tvoří jeho základní konstrukci – rozvržení pokojů, nosné zdi, rozvody elektřiny a další klíčové prvky. Stejně jako v případě našeho modelového příkladu, určuje softwarová architektura vlastnosti daného systému (domu) a ovlivňuje jeho budoucí vývoj.

Architekturou softwaru tedy rozumíme souhrn principů a pravidel, které definují vlastní fungování a strukturu softwarového systému. Kvalitní softwarová architektura je základem pro budoucí řešení výkonnosti, odolnosti, škálovatelnosti a spolehlivosti softwaru. Správným výběrem softwarové architektury zajišťujeme, že software bude i po rozšíření o novou funkcionalitu udržovat vysokou úroveň výkonu a stability. Investice do kvalitní architektury se v dlouhodobém horizontu zúročí v podobě spolehlivého a flexibilního systému, který bude schopen obstát v náročných podmínkách, a který má nejlepší předpoklad uspokojit rostoucí požadavky klientů. Při výběru vhodné softwarové architektury je důležité pozorně sledovat jejich neustálý vývoj a zdokonalování. Třebaže jsme v posledních letech svědky nárůstu popularity webových a mobilních aplikací[[4]](#footnote-4), s časem se výrazně mění i svět desktopových aplikací, s čímž úzce souvisí i změna trendů v oblasti vývoje softwarových architektur. Tradiční monolitické struktury ustupují modernějším přístupům, které kladou větší důraz na modularitu, flexibilitu a multiplatformní vývoj.

Softwarových architektur existuje velké množství. Můžeme je dělit podle např. zaměření, struktury, fáze vývoje či způsobu komunikace. Vzhledem k omezenému rozsahu a praktickému zaměření této práce se v následujícím výčtu moderních desktopových softwarových architektur omezíme pouze na ty specifické architektonické vzory, které jsou určeny pro vývoj uživatelských rozhraní, a to především pomocí technologie WPF. Z tohoto pohledu patři mezi v současnosti nejpoužívanější architektury Model-View-ViewModel, Model-View-Presenter, Event-Driven Architecture, a Domain-Driven Design.

Architektura Model-View-Presenter

Architektonický vzor Model-View-Presenter (MVP) vychází ze staršího vzoru Model-View-Controller (MVC[[5]](#footnote-5)), který je tradičně více spojován spíše s vývojem webových aplikací. Stejně jako většina moderních architektur podporuje MWP rozdělení aplikace na jednotlivé moduly/vrstvy s jasně definovanými úlohami. Na rozdíl od MVC architektury poskytuje MVP architektura striktnější oddělení těchto modulů a usnadňuje tak testování a údržbu jednotlivých komponent softwaru. Zmíněnými moduly rozumíme zpravidla oddělení logiky aplikace od uživatelského rozhraní (UI) a jejich propojení. Jak už název architektury napovídá v případě vzoru MVP se jedná o:

* **Model** – Sem patří veškerá business logika, data aplikace a pravidla pro jejich zpracování.
* **View** – Slouží k prezentaci uživatelských dat skrze UI. V ideálním případě neobsahuje žádnou logiku pro rozhodování a manipulaci s daty, pouze informuje presenter o uživatelských akcích.
* **Presenter** – Ovládá tok dat mezi Modelem a View. Resp. zprostředkovává jejich vzájemnou komunikaci.

Jelikož desktopové aplikace často vyžadují složitější unit testing a komplexnější uživatelské interakce než aplikace webové, je oddělení business logiky od UI a zabránění jejich prolínaní pro vývoj těchto aplikací klíčové. Za nevýhodu MVP architektury lze považovat její složitost, která může v některých případech vést k nadbytečnému kódu v presenteru. Striktní implementaci vzoru MVP pro desktopové aplikace požaduje např. framework Caliburn.Micro. WPF a ostatní výše zmíněné frameworky přímou implementaci vzoru MVP nepodporují, ale lze je k němu pomocí vlastních tříd a rozhraní přizpůsobit.

Architektura Model-View-ViewModel

Architektonický vzor MVVM byl původně navržený pro MS Silverlight a následně implementován právě v platformě Windows Presentation Foundation (WPF). Jedná se o variantu výše zmíněných architektur, která je vhodná zvláště pro ty desktopové frameworky, které nativně podporují dvoucestnou datovou vazbu (two-way data binding). Mezi tyto frameworky můžeme vedle WPF zařadit i některé další frameworky z MS ekosystému jako například Universal Windows platform (UWP) nebo Prism. Pro multiplatformní vývoj s moderními technologiemi a podporou MVVM může být rozumnou volbou například Framework Avalonia. Mezi multiplatformní frameworky, které architekturu MVVM nativně nepodporují, ale jsou „*ochotné*“ k její manuální implementaci, lze zařadit např. frameworky QT nebo Electron[[6]](#footnote-6).

V textu výše bylo zmíněno, že MVVM architektura je jakousi variací na MVP. A skutečně tomu tak je, zásadním rozdílem mezi oběma architekturami je ten, že MVVM namísto modulu presenter zavádí nový koncept ViewModel. Tento modul můžeme chápat jako abstrakcí vrstvy uživatelského rozhraní, která umožňuje automatickou a obousměrnou datovou vazbu mezi View a Modelem. To znamená, že ViewModel již obsahuje určitý stav a vnitřní logiku, která slouží pro transformaci dat z Modelu do formátu, který lze snadno zobrazit ve View a naopak. Díky tomuto uspořádání, umožňuje MVVM ještě o něco snazší testování a údržbu aplikace, jelikož Viewmodel lze na rozdíl od Presenteru testovat nezávisle na View. Nevýhodou MVVM oproti architektuře MVP je obvykle složitější UI a větší nároky na prezentační logiku aplikace. Z řečeného vyplývá, že MVP architektura je rovněž o něco univerzálnější a lze ji implementovat v široké škále technologií. MVVM je více vázáno na frameworky, které ho nativně podporují. Rozdíly v architekturách MVC, MVP a MVVM včetně zobrazení závislostí jednotlivých komponent ilustruje obr. č. 2.1:
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Obrázek 2.1: Softwarové architektury. Vlastní zpracování.

Even driven architektura (EDA)

Podle [3] je EDA je komplexí architektonický styl, ve kterém se ústředním bodem pro komunikaci a spolupráci mezi komponentami stávají události. Událost je typicky asynchronní[[7]](#footnote-7) zpráva, která spotřebitelům signalizuje, že se v systému něco stalo. To mohou být například změny stavu jednotlivých komponent softwaru, transakce, chyby apod. Jednotlivé komponenty v této architektuře pak jednoduše vystupují jako buďto producenti nebo spotřebitelé těchto událostí. Jako producenty událostí označujeme ty komponenty, které událost generují a publikují ji do systému. Spotřebitelé událostí události odebírají a určitým způsobem na ně reagují. Většina moderních desktopových frameworků dnes vzor EDA využívá a poskytuje vývojáři nástroje, pomocí nichž lze tento vzor efektivně implementovat. Například framework QT implementuje vzor EDA v podobě svého vlastního mechanismu signálů a slotů. WPF podporuje EDA prostřednictvím mechanismů jako Data Binding a Event Handlers. QT implementuje vzor EDA v podobě svého vlastního mechanismu signálů a slotů.

EDA je možné s úspěchem kombinovat s výše zmíněnou architekturou MVVM. Obě architektury jsou do určité míry komplementární. Zatímco MVVM se soustředí na strukturu UI, EDA řídí asynchronní a event-driven aspekty aplikace. Správným použitím EDA v kombinaci s MVVM je možné dosáhnout ještě vyššího stupně oddělení UI od business logiky a testovatelnosti aplikace. A to jednoduše proto, že událostmi řízené modely umožňují jednotlivým ViewModelům a dalším komponentám systému vzájemně komunikovat bez přímé závislostí. Právě tento způsob komunikace mezi Modelem a ViewModelem je použit i v praktické části této práce, což mimo jiné vede i k plynulejšímu a reaktivnějšímu uživatelskému zážitku. Nevýhodou použití EDA spolu s MVVM je potřeba důkladného pochopení obou architektur a zvýšená komplexnost návrhu a implementace.

Component-Based Design

Posledním architektonickým vzorem, který si v této kapitole představíme je tzv. Component-Based Desing (CBD). CBD definuje [3] jako přístup k vývoji softwaru, který zdůrazňuje opakované použití softwarových komponent. A dodává, že tento přístup umožňuje vývojářům sestavit aplikace z předem definovaných komponent, což může výrazně zkrátit dobu vývoje a zlepšit kvalitu softwaru. To je do značné míry podobné definici objektu z oblíbeného programovacího paradigmatu Object-Oriented programming (OOP). A stejně tak jako objekty, umožňují i komponenty lepší modularitu, standardizaci, snadnou rozšiřitelnost a opakované použití kódu. Ten asi největší rozdíl mezi objektem a komponentou je v jejich zaměření. Zatímco v OOP jsou objekty instancemi tříd a důraz je zde kladen především na jejich vzájemné vztahy, CBD staví na myšlence vytváření softwaru pomocí předem definovaných komponent a důraz klade na jejich interakci Z tohoto pohledu lze komponenty uvažovat za nezávislejší a více standardizované než objekty v OOP. OOP techniky mohou pomoci vytvořit jednotlivé komponenty, zatímco CBD poskytuje rámec pro jejich sestavování do fungujících aplikací.

Co se CBD a frameworku WPF tyče, tento samotný COP přímo neimplementuje, ale silně podporuje jeho koncepty a poskytuje nástroje pro jeho využití. Tím je v daném kontextu myšlena především podpora uživatelských ovládacích prvků a šablon. WPF nabízí celou řadu ovládacích prvků, které lze považovat za základní stavební kameny komponent. Tyto prvky je možné libovolně vnořovat a vytvářet tak komponenty s vlastní logikou a prezentací. V praktické části práce se jedná o např. komponenty TADYTU a TAKYTUTO. Šablony se pak využívají k definování vzhledu a chování těchto komponent. Mohou obsahovat vazby na data a případně i další rozšiřující komponenty. Možnou konstrukci jedné takové komponenty ilustruje obr. č. 2.2
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Obrázek 2.1: Komponenta. Vlastní zpracování.

Návrhové vzory

V kapitole 1.1 jsme definovali pojem architektura softwaru. Na rozdíl od softwarové architektury, která se zaměřuje na celkovou strukturu a koncepci softwarového systému, se návrhový vzor zabývá řešením specifických a opakujících se problémů v rámci návrhu menších komponent, kterými mohou být například moduly a třídy. V naší analogii se návrhové vzory zaměřují na detaily konstrukce a specifikují, jak budou jednotlivé komponenty domu, jako jsou okna, dveře nebo schody navrženy a vyrobeny. Ačkoli návrhové vzory obvykle nepovažujeme za součást softwarové architektury, mohou svým působením na mikroúrovni návrhu k celkové struktuře softwaru přispívat. Podle [2] představují návrhové vzory osvědčené a standardizované přístupy k designovým úkolům, čímž přispívají především k:

* **Zvýšení opakovatelnosti kódu** – Jednou implementovaný vzor lze snadno znovu použit v dalších částech systému.
* **Zlepšení čitelnosti kódu** – Použití známých vzorů usnadňuje pochopení struktury a fungování kódu.
* **Zvýšení udržovatelnosti kódu** – Díky struktuře a modularitě dané vzorem je snazší kód upravovat a opravovat.

Návrhové vzory tak můžeme chápat jako jakési šablony, které lze aplikovat na běžné problémy v rámci konkrétního kontextu. Nejedná o konkrétní implementaci či fragment kódu, ale spíše o obecný a flexibilní přístup k softwarovému řešení daného problému, který je třeba specificky upravit pro využití v tom kterém konkrétním projektu. Důležité je pochopit základní principy návrhových vzorů a vědět, kdy a jak je efektivně použít. Před implementací návrhového vzoru by měly být zváženy jednodušší alternativy k dosažení stejných cílů. Návrhové vzory by se měly použít pouze tam, kde to má z pohledu vývojáře skutečný význam. Jejich nesprávné použití může vést k celé řadě problémů a snížit celkovou kvalitu softwarového projektu.

Stejně jako v případě softwarových architektur existuje i velmi mnoho různých návrhových vzorů. Asi nejznámější skupinou návrhových vzorů jsou vzory patřící pod tzv. GoF[[8]](#footnote-8). Tato skupina představuje 23 návrhových vzorů rozdělených do tří kategorií, které se staly základem OOP. Ačkoli je většina GoF vzorů je pro současné systémové inženýrství stále široce využívána[[9]](#footnote-9), v průběhu let byly představeny některé modernější a efektivnější řešení vyvinuty v rámci individuálních programátorských týmů či velkých technologických komunit. Ve světě .NET to jsou např. návrhové vzory Repository nebo Unit of Work. Pro účely praktického použití v rámci této bakalářské práce se v následujících kapitolách zaměříme pouze na některé příklady těch návrhových vzorů, které jsou relevantní pro UI a MVVM architekturu. Výše zmíněné rozdíly mezi architektonickými a návrhovými vzory ilustruje tabulka 1.2.

Tabulka 1.2 Rozdíl mezi architektonickými a návrhovými vzory

|  |  |  |
| --- | --- | --- |
| **Aspekt** | **Architektonický vzor** | **Návrhový vzor** |
| Účel | Struktura celého systému/Aplikace | Řešení konkrétních problémů |
| Rozsah | Makro-úroveň | Mikro-úroveň |
| Zaměření | Interakce mezi komponentami | Interakce mezi objekty |
| Implementace | Technologicky závislá | Technologicky nezávislá |
| Cíl | Škálovatelnost, udržitelnost.. | Jednoduchost, opětovná použitelnost |
| Vztah | Struktura pro návrhové vzory | Použití v rámci architektury |
| Příklady | MVC, MVVM, EDA, DDM | Factory, Observer, Singleton |

Repository Pattern

Prvním představeným návrhovým vzorem v rámci této práce bude tzv. Repository Pattern. Tento návrhový vzor bývá zpravidla implementován v rámci softwarové filozofie DDD (Domain-Driven Desing), která se soustředí na pochopení a následném modelování tzv. domény. Domenou v tomto pohledu rozumíme specifický problém, na který se software zaměřuje. Modelem takové domény jsou pak v OOP doménové objekty, které reprezentují jednotlivé entity, jejich vztahy a pravidla řízení. K oddělení doménové logiky od externích technologií určených pro specifické datové operace s doménovými objekty (UI, Databázová systém…) používá DDD vrstevnaté architektury (viz kap. 1). Myšlenka návrhové vzoru Repository pak slouží ke zjednodušení doménové logiky tím, že poskytuje abstrakci pro přístup k datům doménového modelu. Jednotlivé doménová modely tak zůstávají nezávislé na konkrétním mechanismu zpracování dat a umožňují vývojářům vytvářet složité domény bez nutnosti řešit technické detaily práce s daty.

V kontextu představené aplikace je návrhový vzor Repository implementován jako rozhraní, kterým jsou data ukládána a načítána z databázového systému. Toto rozhraní definuje základní CRUD[[10]](#footnote-10) operace, které jsou prováděny prostřednictvím jednoduchých metod daného jazyka C#, aniž by se zabývaly problematikou databázového systému obecně. Infrastrukturu pro implementaci repozitáře v rámci této aplikace a celého světa .NET vůbec poskytuje ORM (Object-Relational Mapping) nástroj Entity Framework (EF), a to pomocí třídy DbContext. Ve složitějších aplikacích je často požadováno, aby byla datová operace provedena přes více doménových modelů, resp. entit. V tom případě mohou být dvě nebo více operací z konkrétních repozitářů propojeny do jedné transakce v návrhovém vzoru Unit of Work. To mimo jiné zajistí, aby při selhaní operace na jakékoli entitě došlo k selhání celé transakce. Myšlenkový koncept návrhového vzoru Repository shrnuje obr. 2.2.
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Obrázek 2.2: Komponenta. Vlastní zpracování.

Dependency Injection

Pro hlubší pochopení smyslu existence návrhového vzoru dependency injection (DI) je potřeba definovat nejprve princip IoC (Inversion of control). Ačkoli spolu tyto dva pojmy souvisí, jsou často zaměňovány a mylně interpretovány. IoC je programovací princip, jehož cílem je snížení závislostí mezi komponentami softwaru. Jeho koncept představili [7] ve svém článku *Designing Reusable Class.* Zde uvádějí, že jednou z nejdůležitějších vlastností aplikačního frameworku je to, že metody definované uživatelem pro přizpůsobení daného frameworku budou často volány ne z uživatelova aplikačního kódu, ale z frameworku samotného. Tento princip tedy odstraňuje potřebu toho, aby si komponenty softwaru samy vyráběly a vyhledávaly své závislosti. Namísto toho jsou jim tyto závislosti poskytovány zvnějšku nějakým externím systémem. Návrhový vzor DI je jedna možných implementací[[11]](#footnote-11) představeného principu. Jedná se o konkrétní techniku, pomocí které lze dosáhnout cíle IoC. DI poskytuje praktický způsob, jak tento princip implementovat v kódu. K tomu obvykle využívá tří hlavních metod, kterými jsou konstruktorová, setterová a interfaceová injektáž. Rozdíl mezi klasickým obraceným řízením životního cyklu komponent ilustruje obr. č 2. 1.
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Obrázek 2.2: Komponenta. Vlastní zpracování.

Návrhový vzor DI se nejčastěji implementuje pomocí tzv. IoC kontejnerů. Tyto kontejnery představují nástroje nebo frameworky, které automaticky vytvářejí a poskytují instance tříd, které jsou potřebné jako závislosti pro jiné třídy. Umožňují spravovat životní cyklus závislosti, jejich konfiguraci a samotnou injektáž. Ve WPF a desktopových aplikací obecně je použití DI méně běžné než u např. aplikací webových. Z toho důvodu WPF plnohodnotný IoC kontejner nenabízí. K dispozici je nicméně velké množství IoC kontejnerů třetích stran. Mezi ty nejpopulárnější a nejvíc komplexní lze zařadit např. Autofac či Ninject. V praktické části práce se pro implementaci návrhového vzoru DI využívá knihovna DependencyInjection z balíku Microsoft.Extensions, která je nativně podporována a integrována s frameworkem ASP.NET Core.

Factory Pattern

V úvodu této kapitoly byla zmíněna skupina návrhových vzorů GOF. Do této skupiny patří i Factory pattern, který je v rámci jejího vnitřního členění klasifikován jako tzv. Creational Pattern. Creational patterns se zaměřují na abstrakci a flexibilitu v procesu instancování objektů. Vedle Factory sem patří ještě návrhové vzory singleton, builder a prototyp. Myšlenka návrhové vzoru Factory spočívá v delegování odpovědnosti za proces instancování objektů na jinou třídu, resp. na její speciální „*tovární*“ metodu. Tato třída (*továrna*) umožňuje vracet instance různých tříd, které implementují stejné rozhraní nebo stejnou abstraktní třídu. Díky tomu je v rámci nadřazené třídy možné vytvářet objekty bez specifikace konkrétních tříd, čímž se snižuje pevná vazba mezi třídou požadující objekt a třídami objektů, které jsou vytvářeny. GOF definuje několik typů Factory pattern, které se liší v závislosti na tom, jak je rozhodováno o typu vytvářeného objektu. Jsou to:

* **Factory method –** Jedná se o základní typ Factory patternu. Továrna implementuje metodu Create, která vrací objekt instanci požadovaného typu objektu. Typ objektu je určen parametrem metody.
* **Simple Factory –** Jedná se o zjednodušený typ Factory patternu. Továrna poskytuje statické metody pro každý typ objektu.
* **Abstract Factory –** Továrna implementuje abstraktní metodu Create, která vrací abstraktní objekt. Konkrétní továrny pak z této továrny dědí a implementují metodu Create pro specifický typ objektu.

Factory Pattern je univerzální návrhový vzor, který se dá použít v široké škále programovacích jazyků a frameworků. V architektuře MVVM může být použit pro např. dynamické vytváření ViewModelů na základě určitých podmínek a konfigurací. To může být užitečné v případě, že je ViewModel závislý na specifických datech. Často se používá také ve spojení s technikami IoC pro vytváření objektů a služeb, které ViewModely ke své činnosti využívají. V kontextu desktopových, a zvláště pak WPF aplikací, se návrhový vzor factory stává mocným nástrojem pro dynamické vytváření komponent uživatelského rozhraní. Oddělení logiky objektů od jejich používání umožňuje centralizovat a zjednodušit proces tvorby UI komponent a zároveň zachovat vysokou míru flexibility a volnosti v jejich používání bez porušení principů MVVM.

Command Pattern

Druhým z návrhových vzorů skupiny GoF použitých v praktické části této bakalářské práce je tzv. Command Pattern, který spadá do kategorie behaviorálních návrhových vzorů. Tyto návrhové vzory se soustředí na spolupráci a efektivní komunikaci mezi jednotlivými objekty aplikace. Command pattern zjednodušuje komunikaci mezi objekty tím, že rozlišuje mezi definicí specifického požadavku na provedení akce a jeho implementací. Toho je dosaženo tím, že se požadavky zapouzdří do samostatných objektů, které obsahují veškeré informace k potřebné pro provedení toho kterého požadavku. Takto zapouzdřený požadavek se následně předává tzv. *invokeru*, jehož úkolem je aktivovat požadavek a následně jej po uskutečnění nějaké uživatelské akce předat jednotlivým vykonavatelům (*receivers*).

V architektuře MVVM je použití Command Patternu zvlášť prospěšné. Umožňuje ViewModelu reagovat na akce uživatelů v UI bez nutnosti přímé komunikace s View. Toto oddělení logické a prezentační vrstvy aplikace představuje základní princip architektury MVVM tak, jak je uvedeno v kapitole 1.2.3. V rámci WPF frameworku je vzor Command Pattern (na rozdíl od výše zmíněných vzorů) nativně podporován prostřednictvím rozhraní ICommand. Rozhraní ICommand má dvě základní metody, kterými jsou Execute (object parameter) a CanExecute (object parameter). Metoda Execute provádí samotnou logiku příkazu a metoda CanExecute určuje, zda je možné příkaz v daném okamžiku spustit. Pro zjednodušení práce s příkazy je implementace ICommand v praktické části této bakalářské práce realizována pomocí RelayCommand. Ačkoli tato implementace není součásti standardní knihovny WPF, u menších projektů se z důvodu minimalizace množství kódu často využívá. RelayCommand umožňuje předat logiku Execute a CanExecute pomocí lambda výrazů nebo delegátů, což eliminuje potřebu definovat samostatné třídy pro každou uživatelskou akci.

nadpis hlavní kapitola

text

Podnadpis

text

|  |  |
| --- | --- |
|  | PRAKTICKÁ ČÁST |

nadpis hlavní kapitoly

text

Podnadpis

text

Podpodnadpis

text

![](data:image/png;base64,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)

Obrázek 1 Popisek obrázku

text
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text

Tabulka 1 Popisek tabulky

|  |  |  |  |
| --- | --- | --- | --- |
| **Záhlaví tabulky 1** | **Záhlaví tabulky 2** | **Záhlaví tabulky 3** | **Záhlaví tabulky 4** |
| První řádek | 0,98 | 123,97 | 1258,58 |
| Druhý řádek | 1,5875 | 11,0334 | 251,005 |
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závěr

Vývoj desktopových aplikací stále zůstává důležitým odvětvím softwarového inženýrství, nabízející vývojářům vysokou míru flexibility a uživatelům výkonné a spolehlivé aplikace. I když je kombinací těchto dvou architektur možné vytvořit robustní, modulární a snadno udržovatelné aplikace. Například, v jednoduchých aplikacích nebo když EF DbContext již poskytuje dostatečnou úroveň abstrakce, může být přímé použití EF bez explicitní vrstvy repositáře vhodnější.

Pak, v roce 1996, Michael Mattson používá termín IoC ve své práci "Object Oriented Frameworks: a survey on methodological issues" k rozlišení skutečného frameworku od knihovny tříd tím, že uvádí:

Hlavní rozdíl mezi objektově orientovaným frameworkem a knihovnou tříd je, že framework volá aplikační kód. Obvykle aplikační kód volá knihovnu tříd. Tato inverze řízení je někdy nazývána hollywoodským principem, "Nevoláme vás, my vás voláme".
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Příloha P I: Název přílohy

PŘÍLOHA P i: NÁZEV PŘÍLOHY

1. Pod pojmem systémový zdroj rozumíme např. CPU, GPU, systémovou paměť nebo periferie. [↑](#footnote-ref-1)
2. To zahrnuje např. editor kódu, debugger, kompilátor, interpret, nástroje pro správu verzí a často i nástroje pro vizuální návrh uživatelského rozhraní. [↑](#footnote-ref-2)
3. Tato tabulka je pouze obecným přehledem. Některá IDE se mohou zaměřovat na konkrétní jazyky. Některé frameworky naopak nabízí více flexibility apod. [↑](#footnote-ref-3)
4. Tento trend je mimo jiné podporován např. vývojem cloudových technologií a platformou jako službou (PaaS) které usnadňují vývoj a správu těchto aplikací. [↑](#footnote-ref-4)
5. V případě MVC architektury má prezentační vrstva View aktivnější roli. Může přímo komunikovat s Modelem, což vede k těsnějšímu provázání těchto komponent. [↑](#footnote-ref-5)
6. Electron je open-source framework, který umožňuje vytvářet nativní desktopové aplikace pomocí webových technologií jako HTML, CSS a JavaScript. Aplikace pak fungují jako webové stránky, ale mají přístup k nativním funkcím operačního systému. [↑](#footnote-ref-6)
7. Slovo asynchronní v tomto kontextu znamená, že producent po odeslání zprávy nečeká na reakci spotřebitele, ale pokračuje dál ve své činnosti. [↑](#footnote-ref-7)
8. GOF (Gang of Four) je skupina autorů, kteří v roce 1994 publikovali knihu „Design Patterns: Elements fo Reussable Object-Oriented Software [4]. [↑](#footnote-ref-8)
9. Za všechny lze jmenovat např. návrhové vzory Factory, Singleton nebo Decorator. [↑](#footnote-ref-9)
10. Jedná se o akronym čtyř základních operací pro manipulaci s daty. Těmi jsou Create, Read, Update a Delete. [↑](#footnote-ref-10)
11. Za další implementace IoC můžeme považovat např. návrhové vzory Service Locator nebo Factory, představená v kap. 1.3.4. [↑](#footnote-ref-11)