# 第12天面向对象

今日内容介绍
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# 构造方法

我们对封装已经有了基本的了解，接下来我们来看一个新的问题，依然以Person为例，由于Person中的属性都被private了，外界无法直接访问属性，必须对外提供相应的set和get方法。当创建人对象的时候，人对象一创建就要明确其姓名和年龄，那该怎么做呢？

## 构造方法介绍

在开发中经常需要在创建对象的同时明确对象的属性值，比如员工入职公司就要明确他的姓名、年龄等属性信息。

那么，创建对象就要明确属性值，那怎么解决呢？也就是在创建对象的时候就要做的事情，当使用new关键字创建对象时，怎么给对象的属性初始化值呢？这就要学习Java另外一门小技术，构造方法。

那什么是构造方法呢？从字面上理解即为构建创造时用的方法，即就是对象创建时要执行的方法。既然是对象创建时要执行的方法，那么只要在new对象时，知道其执行的构造方法是什么，就可以在执行这个方法的时候给对象进行属性赋值。

构造方法的格式：

修饰符 构造方法名(参数列表)

{

}

构造方法的体现：

* + 构造方法没有返回值类型。也不需要写返回值。因为它是为构建对象的，对象创建完，方法就执行结束。
  + 构造方法名称必须和类型保持一致。
  + 构造方法没有具体的返回值。

构造方法的代码体现：

**class** Person {

// Person的成员属性age和name

private int age;

**private** String name;

// Person的构造方法，拥有参数列表

Person(**int** a, String nm) {

// 接受到创建对象时传递进来的值，将值赋给成员属性

age = a;

name = nm;

}

}

## 构造方法调用和内存图解

理解构造方法的格式和基本功能之后，现在就要研究构造方法是怎么执行的呢？在创建对象的时候是如何初始化的呢？

构造方法是专门用来创建对象的，也就是在new对象时要调用构造方法。现在来看看如何调用构造方法。

**class** Person {

// Person的成员属性age和name

**private** **int** age;

**private** String name;

// Person的构造方法，拥有参数列表

Person(**int** a, String nm) {

// 接受到创建对象时传递进来的值，将值赋给成员属性

age = a;

name = nm;

}

**public** **void** speak() {

System.*out*.println("name=" + name + ",age=" + age);

}

}

**class** PersonDemo {

**public** **static** **void** main(String[] args) {

// 创建Person对象，并明确对象的年龄和姓名

Person p2 = **new** Person(23, "张三");

p2.speak();

}

}

上述代码演示了创建对象时构造方法的调用。即在创建对象时，会调用与参数列表对应的构造方法。

上述代码的图解：
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图解说明：

1. 首先会将main方法压入栈中，执行main方法中的 new Person(23,"张三");
2. 在堆内存中分配一片区域，用来存放创建的Person对象，这片内存区域会有属于自己的内存地址（0x88）。然后给成员变量进行默认初始化（name=null，age=0）。
3. 执行构造方法中的代码（age = a ; name = nm;）,将变量a对应的23赋值给age，将变量nm对应的”张三赋值给name，这段代码执行结束后，成员变量age和name的值已经改变。执行结束之后构造方法弹栈，Person对象创建完成。将Person对象的内存地址0x88赋值给p2。

## 默认构造方法和细节

在没有学习构造方法之前，我们也可以通过new关键字创建对象，并调用相应的方法，同时在描述事物时也没有写构造方法。这是为什么呢？

在之前学习的过程中，描述事物时，并没有显示指定构造方法，当在编译Java文件时，编译器会自动给class文件中添加默认的构造方法。如果在描述类时，我们显示指定了构造方法，那么，当在编译Java源文件时，编译器就不会再给class文件中添加默认构造方法。

class Person {

//如果没有显示指定构造方法，编译会在编译时自动添加默认的构造方法

//Person(){} //空参数的默认构造方法

}

当在描述事物时，要不要在类中写构造方法呢？这时要根据描述事物的特点来确定，当描述的事物在创建其对象时就要明确属性的值，这时就需要在定义类的时候书写带参数的构造方法。若创建对象时不需要明确具体的数据，这时可以不用书写构造方法（不书写也有默认的构造方法）。

构造方法的细节：

1. 一个类中可以有多个构造方法，多个构造方法是以重载的形式存在的
2. 构造方法是可以被private修饰的，作用：其他程序无法创建该类的对象。

**class** Person {

**private** **int** age;

**private** String name;

// 私有无参数的构造方法，即外界不能通过new Person();语句创建本类对象

**private** Person() {

}

// 多个构造方法是以重载的形式存在

Person(**int** a) {

age = a;

}

Person(String nm, **int** a) {

name = nm;

age = a;

}

}

## 构造方法和一般方法区别

到目前为止，学习两种方法，分别为构造方法和一般方法，那么他们之间有什么异同呢？

构造方法在对象创建时就执行了，而且只执行一次。

一般方法是在对象创建后，需要使用时才被对象调用，并可以被多次调用。

问题：

有了构造方法之后可以对对象的属性进行初始化，那么还需要对应的set和get方法吗？

需要相应的set和get方法，因为对象在创建之后需要修改和访问相应的属性值时，在这时只能通过set或者get方法来操作。

思考，如下代码有问题吗？

**class** Person {

**void** Person() {

}

}

**class** PersonDemo {

**public** **static** **void** main(String[] args) {

Person p = **new** Person();

}

}

# this关键字

在之前学习方法时，我们知道方法之间是可以相互调用的，那么构造方法之间能不能相互调用呢？若可以，怎么调用呢？

## this调用构造方法

在之前学习方法之间调用时，可以通过方法名进行调用。可是针对构造方法，无法通过构造方法名来相互调用。

构造方法之间的调用，可以通过this关键字来完成。

构造方法调用格式：

this(参数列表);

构造方法的调用

**class** Person {

// Person的成员属性

**private** **int** age;

**private** String name;

// 无参数的构造方法

Person() {

}

// 给姓名初始化的构造方法

Person(String nm) {

name = nm;

}

// 给姓名和年龄初始化的构造方法

Person(String nm, **int** a) {

// 由于已经存在给姓名进行初始化的构造方法 name = nm;因此只需要调用即可

// 调用其他构造方法，需要通过this关键字来调用

**this**(nm);

// 给年龄初始化

age = a;

}

}

## this的原理图解

了解了构造方法之间是可以相互调用，那为什么他们之间通过this就可以调用呢？

通过上面的学习，简单知道使用this可以实现构造方法之间的调用，但是为什么就会知道this调用哪一个构造方法呢？接下来需要图解完成。

**class** Person {

**private** **int** age;

**private** String name;

Person() {

}

Person(String nm) {

name = nm;

}

Person(String nm, **int** a) {

**this**(nm);

age = a;

}

}

**class** PersonDemo {

**public** **static** **void** main(String[] args) {

Person p = **new** Person("张三", 23);

}

}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAjoAAAFyCAIAAABzyecLAAAAA3NCSVQICAjb4U/gAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAYyElEQVR4nO3d29ajqBoF0KTHfv9Xzr5Il22hEFREDnNe/WXlYBLDygeI78/n8wKAtv3z9A4AwG/iCoAOiCsAOiCuAOiAuAKgA+IKgA6IKwA6IK4A6IC4AqAD4gqADogrADogrgDogLgCoAPiCoAOiCsAOiCuAOjA/57eARjN+/1+vV6ZFz793vhrfZfYdpiWuIKS3u/3N12WP3JunL5vzkPB8HQGQjHrXPl8PusKCbhIXMFjYiWU0gq2xBXc7v1+fyut9x/b/91mUmz7nLZv2nYjYxNXcLugbAoS6PP57PYcxrbz9c3ybfwzKnEFNSwNa6xaiiWTxIrZ7TtlYGYGAp0JegJN+p+EuLrKnGNOix0tjqK1IJaCDlXv1Tx0Bt5C782c1h13u79jEj17oivm+769DOZNb/ZvwnWJMz1fuiamtP3olxZ2aW3XxcHyX9sH2W6f1jKxIp1Y3q6BiauTdudxvQ4uagBkWn+hYn8zNmNXJ22/LduBXwUWQCl+mFyy7bHxW49SHEtrQUUVu5l3bGCqqwKWLvWnd4ShOK4CZgZOTlydF4z67p4F8uXrxDnbqRkTMuuEL3FVhlOvuImZO6pMvsTVSSeuZgSnTd5k767/u/v3tG/RDMTVSelvhbOvKE7H4Jo3YULz/l4rJXbph+8f3l6Km7nMYmYWYSovyCprxlCWhYiYk7gqablChKDiVhKLCRm7KmM7qODCcdzKUBaz0Ql+VXogwTADd3OMMQkHOnRPYjEDRzmMQMcgwxNXMA5lFgMzMxDGYcYgAxNXMBSJxaga7TrwfaNNvi9w3bnvUbvnXbXZLjCzllNh9/tiKIsGnf4e6QyEYekYZCTiCkYmsRiGuILBWQ+MMYgrGN932WWJRdfEFcxCYtE1cQUT0TFIv8QVzEXHIJ0SVzAjiUV3xBVMSmLRF3EF8zKURUfEFUzNUBa9aHfNQKCab2LFFhgUZqw9tRCluAJer9VQ1roxcpFitp46KsQV8K9vA7SUWRZ0Z9dTh4exK+Avy/wLWUVC/SFPcQXskFX8VDmxxBUAHRBXwF90A5KvZoE141QLs3LHpqmFIc0VV2blzsCnPIDtb0ofKBPFlS6OSZiEPYDtacs+UGYZu3Ksz8bCQjCYKeJKVs1JYsFIJuoMBEpZBgiXHwTbpZvW29e3j93r6LNvHz+2S8Gvlt3t2/28sofcYfy4Ulq9LrwJvb976ZVbOW278kVs6abln+uNmZ/LNk5ij7889Xo3YrdPP07sdfG48eOKK983zT0Jd6/gfuLxl7vE7ptzMDvg2ySuCmh50u31sJFYHJWImSKH06G7B0OYjuR+iasCTLqFlvlujmGKmYHTKvXNNMWua89+dsEki1fpev3nq3PoDkN1BYO7ozv3mwHBvIb1bIX1s19//LXdx19PoNg+6e7+JB5n93WdeBWUJa5u186k29jtd39++n6OpHhiBQ+V/ud24889Sd9gN8NOPNTPx/EtaIq4Kqb9Sbex26/bsth0ZHpnygy9E1fF9DLpVoM1LYlF18TV7Uy6pR3LAebQojviqjkFJ92W+jXtJ/lIdPbSKRPZqzLplkY4OYHuqK4KaHnSbTCNYvf2y/Pu/u72M3xUhrLoi7gqoPFJt0urdGi2sS6j8eyWU4ay6IW4msLpxkgr1rJ1/OT07J2YvArtEFfQhBOZkXm+3c8n9aOELogruMXR+KmcGYKK7ogr+C2YHZOj2SQQVHRKXN0o3S482GoceurYacv9ns58utut94kngoquiasbtXlqy6FVAWOT2pua7H70bLYJ22tBxQDEVUmHWu2n6qrgXK7WmrArMw5iD9jaa6xJUDEMcdWxChf+iJVQ+aVV4zMOBiaoGIy4KiNzoYr1zONgy/bGsRvk/NdR6UtnxRq+7b1u3UkyCapqJq/dKxNXZSRGg3avRxWsxrR7490b3GS9UPf2VcRe3RgTEEYiqCrzVtdkidvbXVxSveCe/Hyu4OKNuzfI305Ny2c3fAPqYJuW6qoth653VWHsil7M87m7ZNe0xFVz8mcxVPi6xnZAByAPuqkXerxTDAdTvTNwWxDslggZtxnS3R0d6+pt99ypRM+e6KIpS/f1euN2S6bl+A++BbHt1HdzdRV8tJ/P6/N5vd+voHXbbok9Wv1m8ciTBt0UietRJWYS3v1TbrcvZbury5SQ3bmCse20Ztu8jvR5BYfroVPg6c7NcbU+YpavzTqxDiXQ947Bw95n2eGDibX7d/q/fm4va/ssmbuds52m/DxT4uft27f9BVbwFPj8znnuVn3sap0B6z+W9ApuuT047j5ctl9mBygDSZ/TvdTZObe/z9FpRD/ntf6UjiWTO1pwf1zFWv91ybIuvJYtQYDtxtvduzoWvw2JCTqxM4+TnLkJ6//KT8FzB2rBomp3f3yDnlWlutqOVAV/BL7bv4l1os/wqERKdXJoBl32OetiFPniGSoYQFA35E8liC1zvHtefOL2ZV2fDfHz1EOH+lOemMieqK6Cm909tyJ2WHd1OAazNl7J37nBHY82UruPbK5Up3Zn3OQ39+sJRIee8W4ndmwhjVrW3nlX34iK9QGunT6q+i+nAusR5pzbx5ZTuvt5acTuSMyJlnr3F09i1mj+4xc5Bf7ogNPuOyDA2lFlInswNPWzM3ARTCy8ftAMUU6txbrjMouq4s9L4wpOGbj1PLyCk/oy9yenr9LR/qz7J7JvJ00kOgNzMulEbg1XTi0S9c19TUn6eWlTOqgKNsSfvIXEijf964Gl9YPnDzjFSjqnGDbi/s7A4APe/byXjemjIUi+nEPn/Y6Nmf6+b3VFOkDSfN8m9LOiOpcc21GuZehrt0zJjLErtidgpbcHtznxX9RUd+wqaI63a14kfAu1zKCqW04t34TgV9iJc0eK79tXYlpE/mwLX9ru5HT9lTpX6Y7bn5A+q11vXtfqxtWVsahEX+LuzRJPXdr2FMX3av294HtS4QsTnOn53ZNX5Mfv+lXculfUlDlGdcfRWKGKOq2pneGo9mYGbgXLXuwGVWJmwXMrGz0liMmnd4eq8idT3PfLqZ3vAiOpsqrF6TOotl1/6y7B9W22tvM4mldw7Crd5ahLZEgWCtrlaB9GlakWp+egx+ZlBPPjc+7VA18qTjvaKM/TiOfMs3jKPJ9CEU8swpTY+Mf7tbnk1X//N1pK1afAGsa5OdazffrrjvGc8bz1vX5ujz1IMGC83Z/YXa4Y+4TIHsauvho+d2qZ2rD+Vqwn4zV1AK2ngbyOr1jTwkvg9Xfje3SEcs4PMTO0Ym9p/lttXbSbNB9XDafUYnuSR+I21VqK3XUugo3O9u1Rs11bXThUaV18lvynsC5ajobjqoegalnQ47ftABzygB6boCo1Hem+0LIu2n3ai6vvAbT7X4N+Bvcp8nuNFrQWVLFT49f/u96ejpn887SOvgPpU/iDfSvy9ibqm/uGrNLPO4yW4socCthoLai+YqfGv/aqivQp87FFm27dz90Ae6Quae2TbVkDcaXTD/a0GVRriWHaQ6P9d08NyHwPa055ty7aCY/GVbycGrj7FX5qP6jSjs5wy3+lBU+lT+xJ8fi0LloR2XFV5HJTy0PF+HiYW+9B9bp5qL/OO7N0IZZ6xo910UrIi6tlFYmLn5zRKYgYIKiKeKRnJVG0lfpc0md66U/KUaUzUDkFcT0GVezU+GAWw/rGwe2DUyyWGxefVp6zn+sZGcGo0rYk6vHzGkNGXF0pXZVTENdvw5c+RyJzMnqFudf5+5nemfvO01oeX4H105HqKv+tVE5BUr9BNbObQsu6aJl+xdXR0ko5BUmCqnenQ8u6aBdlV1fp9045Bb8IqpHsnhP98y7WRbsiGVc5pZVyCn4RVKM6+pkeGuQjkFddbd9T5RRkEFRQSjyuYoGknIIMggrKyqiuvt835RTkGTWoRn1d9CISV+twUk5BngEa9GB1O2jHqVUtuvo2Ov9uZtU++l6C6mIOtf8CGdheXCmnIFsvQZUpthjrMC+QfiWrq1EOUAXWnO7+0HsMqr72Ftb+CTdc7LNutct7u+wmY7s1q5blUAdu/XsMY8Z2+TTh3Xs1eYjXvFQoD7r1U57kEJrkZdKXv+OqSP3R8CHu8mgzEFRXrK+p8ZrmVdOFv+Pq82m2N68g3z0OWZrs4X/oBFkFTdl0BjpM4Y+paot5UplOVbmaMPRmwqB6TfN66ZS4gr9MFVQvWUU/xBX8a7agev16yRO+IbRMXMGM7bKiiu6IK6Y2YVC9ZBV9EldMas6gek38wumduGI607bXh4oq09lpjbhiItMG1etsB+Cc7xVtGj+u/EicU9DOzhxUr4Mv3xUMyFfzUBk5riZvoSYXrNEw82HgHWAMw8aVn4eT+wbV5IfB6RmACixyVD5INte7GoJv2uTW16Oatjf44mz1md86ctRvZgesrmTVzLYdX3MWCkU6AHWlsuupo2LAuGJOGtavsqcAu0QcW099y0aLqwl/R/MzqOYpsG5armKGt472jRZXc6rWFrfW6Kuo1rwbjE1cda9mhLRTpmiaA94Qhieuftt23LfTKNQPj8cTS7scsF4tkxBXv20b6EYqjNkIqi1ZxTzEVceeSs36BZag2loHlZl7zEBc0TRBtUtRxYTE1VXrH7bBSSrrn71LsxL8EN7dvn6c3QdJ7Mn29rs/vX82c9v9qUxQxXhnmJO4yrXbfO+OaS0hsfzvct/t7dOPE6x6l+6Ci91+3Xe3/SP2Yh8cq9McJ3hzmJa4yhVrIBLDBstdYvfNaXROLE566PaJB6k/IqItTtAByOTE1VVHL3b3eCdbpqBKq/B0r7bfkGfJKhBXtRXsZLtvht6hrsLrz/XSCid5i+Alrsr62Y63dsLWs+2gVvgnRRUsxNVv3yZjN2l2O/fWEyhem4ZmtzMw8TjBfI1gN4JpFLu3X543Z5LF7v4cvftPgiqHrIK1tn7sL063ia2VL3VcedWH7nv97X0qqEqlbLU9P/RGzXnY06nTh6vqagSno/3ofa+0iSqqTIoq2CWu5tVmoTA5WQUx4oobCapDvF2QIK64hZb3EEUV/CSuzku3yA+210dH6Ze/dxeIyn+oE8/OS1ZBHnF1XpsXbjg04zy2NuC5NQMF1QneNMgkrg44NP/yqboqOJerzm5oc8/xvkE+cdWucxf+OCRWQuWXVhrcc3QAwlHiKkvmQhXbNWG3jVEQQukLgpzf470n/UQunRWLnGYH53onq+AEcZUlMRq0ez2q2AU4Yte7utsSVLs9hLFXF9suqK7w7sE54uqqi0uqF9yTn8+VbihjY13b7ZracxRVcIW4qurQ9a4qjF1RjayCi8RVbfmzGCq0a7EdsGRqWToA4bp/HnjObdGwO4QTbGzvDKcT7h6sWldvu+dOJc4VE113eL/fsgqKuL+6ChrHz+f1+bze71fw7d1uiT3ac1/7YPgncT2qxEzC06tFnNvJ9ZNuzwKOzRWMbecQ7yEUdH9crb+oS0u9TqxDCfS9Y/CwFSVmHORMRqjTbO1Ol4j977O7OjBFFZT1xNjVElrBH0t6vV6f7fY1TQANU1TBHarE1XawZFtXrQuvb2/V668A2/lDW/A3g0wtkFVwk1rV1XakKvgjuPnyv9+xrleVUatHB8YSgjGnnHUxyl7rXRBm0gEI93loInuiugpuVidC1vHZWFsTzNp4xSdubO+4XRQqbfeRG1x1vk2yCm7V5HlX7/d7KbBeyVLsetOwnbjYnt2VZxNiyynd/bzT0gEIFdSayP730NTPzsD/BBMLCzYHPRQNiQtQ/bzLHc/LlqyCOqpMZF/PWV82viKdgd+N6Sy5mFuxjsf2JOqbW0/pVVdl0gEI1VTpDAy+zLvf7WVj+psfJN/RZuLRoKp8/SpupaiCyqqPXaWXVkp/879VV/Wgil0s6mj83NeuJaZF5M+20Ozmk1VQX/W4ujIWlehLzLlXbDd++QbV9rpW6ytr1BzsWVZUWnYvmOa+uwMa1lJ0AMIjmpwZuBUse5ETVLFi4mwr007zFMTk07szF1kFT6m1qsXpM6i2XX/rLsHEXbaebmIKjl2luxxN57uDDkB4Vq2pFqfn8sXmZew+4HfppswHqU4z1y9ZBY97aBGmxMZz/9vP3PQKFFgFrYNK1ys8qJOxq4T7gyp2Xavlf5s6oza4DOPRIa4WXkI7FFXQjp7jaq8Jft/QsuQsaFT/vNrddS6Cjc72vcKsCmjKP0/vwCm7Uy0+n6l6/4Iev+XqwOsbPLNnQ5BV0JquqqtWp/w9pcg6tgR0AEKbOokrQUUVsgqadWdcFVlAXVBRiw5AaNltcbVcN+T0l3+yuenryXuxa4VoSW+iqIL2NdkZuHu279DtyHaaX+wyV9rT4mQVdOGeuDp9NuVkFRWP0wEIvbghrtaRk98KDBRUN60NqLQqS1EFfSkdVyeyqtbZvhfljyGd2PN0LKkAipNV0J3bxq4uXuCjscXZnh1DamqRpwGIf+hR0bjKzJgO56ZXu7hUIpMsXHudogr6VS6ucroBOwyqRXA14fQttxtz2kdpdCtZBV0rFFc/s6rzmRSHguRca7j7FAKsLG8m9Kv02NXeJROzbja3nLEx0XWOogrGUCKuYj1jAwXV9tJ8xcMj1oWotb3CBRVhGJfjarcbcKCgWtyaFokHl1KnnbtAJdCma3EVZFXPMykYjNnqMJhrcfWNqMSZUhoLqtN9CkMqUV0JKpohq2BUJaqrXd/tmgwq0gEIA7v5AiJBmGlHuIeiCoZ3Oa6C1iE9/+rcYu2QJKtgBneeJpwfXS/pxUk6AGESd3YGKry4k6IKpnLz2NXa6cILNmQVzKZiXK2lC6/EhEPQAQhTeiiuAtod8iiqYFr/PL0DkEtWwczaqK7gFx2AMDnVFR2QVcBocbW9MBVde7/f17PKlS1hAKPFFSMxWAUsBowrBdYYlqLqYlYprWAMA8bVS2J1rkgH4PJQsgrGMOzMwCWxtFZ9KdUB6NOHwQwbV68/TZUyq1MXPzhBBYMZOa6+NFtdMKsCSBtz7Iq+yCrgp/GrKxpnkAnIIa54jKIKyKczkGfIKuAQ1RUP0AEIHKW6ojZZBZyguqIeHYDAaaorKpFVwBWqK2rQAQhcNGZcWXipTc9+LsISujZaXPkV35SmOgAdG9C1oeLK1SKa0lo8LEset7NLQL5xplpohtpR8IJVxbkWGnRqkLiSVe1oqgNwl8SCHg3VGcjjmi2qgN6NUF0prVrQcgfglgILujNCXPG49jsAgd7pDHxYRxVJzAAvAWif6opLZBVQh+rqYf029DoAgZpUV5whq4DKVFfF7M40W1rz9f9uN64b/aV7rdlI0AEI1CeuivkGTLDSz/ePYKr98s/lNtvHWd+lnZn6zSYoMDxxVcNuLOXcpSmyCniQuKokqJae3ZkTdAACzxJXNbTTm3eCogpogZmBpMgqoBHiqphvy76078FUwPfK+sbBH7HHeaT/cOkAlFXA43QGFrNu05e/t3/E7hLb+EhUKKqA1qiuCMkqoEGqK/5iBiDQJtUV/5FVQLNUV7xeOgCB5qmukFVAB1RXs9MBCHRBXM1LUQV0RGfgpGQV0BfV1Yx0AALdEVdzUVQBndIZOBFZBfRLdTULHYBA18RVRd/iJjMw1kuwr+8S2556JEUV0D1xVcv7/W+6LH/k3Dh934yHklXAGMRVFetc+XyyEqvM0+oABAYhro7bvVJi2UiIlVB5pVVwZciSOwbwEHG1GlLKHFsqGADBU7/2hqm2T5c9BiargGGYyP76a1honRzVnnr5I0iX2P782s/PHyV3FeBR4uqPYGyp5vO+36nRrNj+VN5PgEfpDDyuwtgVAH8TV8dVSKZYsVVrSiFAa3QGbtwRCeuOu91zpxI9e6ILQHX1n925eQXtzjz8btmeBRybKxjbDjA6cfVHhdZ/+xRBFOXsj5QCpqQzcFXiANAq1ZV6BaADqisAOiCuAOiAuAKgA+IKgA6IKwA6IK4A6IC4AqAD4gqADogrADogrgDogLgCoAPiCoAOiCsAOiCuAOiAuAKgA+IKgA6IKwA6IK4A6IC4AqAD4gqADogrADogrgDogLgCoAPiCoAOiCsAOiCuAOiAuAKgA+IKgA6IKwA6IK4A6IC4AqAD4gqADogrADogrgDogLgCoAPiCoAOiCsAOiCuAOiAuAKgA+IKgA6IKwA6IK4A6IC4AqAD4gqADogrADogrgDogLgCoAMjxNXn83m/30/vBT15v9+fz+fpvQAOGCGuABjeIHGlwCKf0gp6NEhcvSQWeWQVdOp/T+9ASUtiaY/YcmxA14aKq9efxkiZxZaggq6NFldfGiaAwYwzdgXAwMQVAB0QVwB0QFwB0AFxBUAHxBUAHWh3IrtzpwBYNBpXTpwCYK3RuAIO0RvB8Cz3CUAHTLUAoAPiCoAOiCsAOiCuAOiAuAKgA+IKgA6IKwA6IK4A6IC4AqAD4gqADvwf9XS/yo8tPm4AAAAASUVORK5CYII=)

图列说明：

1. 先执行main方法，main方法压栈，执行其中的new Person(“张三”,23);
2. 堆内存中开辟空间，并为其分配内存地址0x33，，紧接着成员变量默认初始化（name=null age = 0）；
3. 拥有两个参数的构造方法（Person（String nm , int a））压栈，在这个构造方法中有一个隐式的this，因为构造方法是给对象初始化的，那个对象调用到这个构造方法，this就指向堆中的那个对象。
4. 由于Person（String nm , int a）构造方法中使用了this(nm);构造方法Person(String nm)就会压栈，并将“张三”传递给nm。在Person（String nm , int a）构造方法中同样也有隐式的this，this的值同样也为0x33，这时会执行其中name = nm，即把“张三”赋值给成员的name。当赋值结束后Person（String nm , int a）构造方法弹栈。
5. 程序继续执行构造方法（Person（String nm , int a）中的age = a；这时会将23赋值给成员属性age。赋值结束构造方法（Person（String nm , int a）弹栈。
6. 当构造方法（Person（String nm , int a）弹栈结束后，Person对象在内存中创建完成，并将0x33赋值给main方法中的p引用变量。

注意：

this到底代表什么呢？this代表的是对象，具体代表哪个对象呢？哪个对象调用了this所在的方法，this就代表哪个对象。

调用其他构造方法的语句必须定义在构造方法的第一行，原因是初始化动作要最先执行。

## 成员变量和局部变量同名问题

通过上面学习，基本明确了对象初始化过程中的细节，也知道了构造方法之间的调用是通过this关键字完成的。但this也有另外一个用途，接下来我们就学习下。

当在方法中出现了局部变量和成员变量同名的时候，那么在方法中怎么区别局部变量成员变量呢？可以在成员变量名前面加上this.来区别成员变量和局部变量

**class** Person {

**private** **int** age;

**private** String name;

// 给姓名和年龄初始化的构造方法

Person(String name, **int** age) {

// 当需要访问成员变量是，只需要在成员变量前面加上this.即可

**this**.name = name;

**this**.age = age;

}

**public** **void** speak() {

System.*out*.println("name=" + **this**.name + ",age=" + **this**.age);

}

}

**class** PersonDemo {

**public** **static** **void** main(String[] args) {

Person p = **new** Person("张三", 23);

p.speak();

}

}

## this的应用

学习完了构造方法、this的用法之后，现在做个小小的练习。

需求：在Person类中定义功能，判断两个人是否是同龄人

**class** Person {

**private** **int** age;

**private** String name;

// 给姓名和年龄初始化的构造方法

Person(String name, **int** age) {

// 当需要访问成员变量是，只需要在成员变量前面加上this.即可

**this**.name = name;

**this**.age = age;

}

**public** **void** speak() {

System.*out*.println("name=" + **this**.name + ",age=" + **this**.age);

}

// 判断是否为同龄人

**public** **boolean** equalsAge(Person p) {

// 使用当前调用该equalsAge方法对象的age和传递进来p的age进行比较

// 由于无法确定具体是哪一个对象调用equalsAge方法，这里就可以使用this来代替

/\*

\* if(this.age == p.age) { return true; } return false;

\*/

**return** **this**.age = p.age;

}

}

# super关键字

## 子父类中构造方法的调用

在创建子类对象时，父类的构造方法会先执行，因为子类中所有构造方法的第一行有默认的隐式super();语句。

格式：

调用本类中的构造方法

this(实参列表);

调用父类中的空参数构造方法

super();

调用父类中的有参数构造方法

super(实参列表);

为什么子类对象创建都要访问父类中的构造方法？因为子类继承了父类的内容，所以创建对象时，必须要先看父类是如何对其内容进行初始化的，看如下程序：

public class Test {

public static void main(String[] args) {

new Zi();

}

}

class Fu{

int num ;

Fu(){

System.out.println("Fu构造方法"+num);

num = 4;

}

}

class Zi extends Fu{

Zi(){

//super(); 调用父类空参数构造方法

System.out.println("Zi构造方法"+num);

}

}

　　执行结果：

　　 Fu构造方法0

　　 Zi构造方法4

通过结果发现，子类构造方法执行时中，调用了父类构造方法，这说明，子类构造方法中有一句super()。

那么，子类中的构造方法为什么会有一句隐式的super()呢？

原因：子类会继承父类中的内容，所以子类在初始化时，必须先到父类中去执行父类的初始化动作。这样，才可以使用父类中的内容。

当父类中没有空参数构造方法时，子类的构造方法必须有显示的super语句，指定要访问的父类有参数构造方法。

## 子类对象创建过程的细节

如果子类的构造方法第一行写了this调用了本类其他构造方法，那么super调用父类的语句还有吗？

这时是没有的，因为this()或者super(),只能定义在构造方法的第一行，因为初始化动作要先执行。

父类构造方法中是否有隐式的super呢？

也是有的。记住：只要是构造方法默认第一行都是super();

父类的父类是谁呢？super调用的到底是谁的构造方法呢？

Java体系在设计，定义了一个所有对象的父类Object

注意：

类中的构造方法默认第一行都有隐式的super()语句，在访问父类中的空参数构造方法。所以父类的构造方法既可以给自己的对象初始化，也可以给自己的子类对象初始化。

如果默认的隐式super()语句在父类中没有对应的构造方法，那么必须在构造方法中通过this或者super的形式明确要调用的构造方法。

## super应用

练习：描述学生和工人这两个类，将他们的共性name和age抽取出来存放在父类中，并提供相应的get和set方法，同时需要在创建学生和工人对象就必须明确姓名和年龄

//定义Person类，将Student和Worker共性抽取出来

class Person {

private String name;

private int age;

public Person(String name, int age) {

// super();

this.name = name;

this.age = age;

}

public String getName() {

return name;

}

public void setName(String name) {

this.name = name;

}

public int getAge() {

return age;

}

public void setAge(int age) {

this.age = age;

}

}

class Student extends Person {

// Student类的构造方法

Student(String name, int age) {

// 使用super关键字调用父类构造方法，进行相应的初始化动作

super(name, age);

}

public void study() {// Studnet中特有的方法

System.out.println(this.getName() + "同学在学习");

}

}

class Worker extends Person {

Worker(String name, int age) {

// 使用super关键字调用父类构造方法，进行相应的初始化动作

super(name, age);

}

public void work() {// Worker 中特有的方法

System.out.println(this.getName() + "工人在工作");

}

}

public class Test {

public static void main(String[] args) {

Student stu = new Student("小明",23);

stu.study();

Worker w = new Worker("小李",45);

w.work();

}

}

# 综合案例---完整的员工类

## 案例介绍

某IT公司有多名员工，按照员工负责的工作不同，进行了部门的划分（研发部员工、维护部员工）。研发部根据所需研发的内容不同，又分为JavaEE工程师、Android工程师；维护部根据所需维护的内容不同，又分为网络维护工程师、硬件维护工程师。

公司的每名员工都有他们自己的员工编号、姓名，并要做它们所负责的工作。

工作内容

* + JavaEE工程师：员工号为xxx的 xxx员工，正在研发淘宝网站
  + Android工程师：员工号为xxx的 xxx员工，正在研发淘宝手机客户端软件
  + 网络维护工程师：员工号为xxx的 xxx员工，正在检查网络是否畅通
  + 硬件维护工程师：员工号为xxx的 xxx员工，正在修复打印机

请根据描述，完成员工体系中所有类的定义，并指定类之间的继承关系。进行XX工程师类的对象创建，完成工作方法的调用。

## 案例分析

根据上述部门的描述，得出如下的员工体系图
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根据员工信息的描述，确定每个员工都有员工编号、姓名、要进行工作。则，把这些共同的属性与功能抽取到父类中（员工类），关于工作的内容由具体的工程师来进行指定。

* + 工作内容
    - JavaEE工程师：员工号为xxx的 xxx员工，正在研发淘宝网站
    - Android工程师：员工号为xxx的 xxx员工，正在研发淘宝手机客户端软件
    - 网络维护工程师：员工号为xxx的 xxx员工，正在检查网络是否畅通
    - 硬件维护工程师：员工号为xxx的 xxx员工，正在修复打印机

创建JavaEE工程师对象，完成工作方法的调用

## 案例代码实现

根据员工体系图，完成类的定义

定义员工类(抽象类)

**public** **abstract** **class** Employee {

**private** String id;// 员工编号

**private** String name; // 员工姓名

//空参数构造方法

**public** Employee() {

**super**();

}

//有参数构造方法

**public** Employee(String id, String name) {

**super**();

**this**.id = id;

**this**.name = name;

}

**public** String getId() {

**return** id;

}

**public** **void** setId(String id) {

**this**.id = id;

}

**public** String getName() {

**return** name;

}

**public** **void** setName(String name) {

**this**.name = name;

}

//工作方法（抽象方法）

**public** **abstract** **void** work();

}

定义研发部员工类Developer 继承 员工类Employee

**public** **abstract** **class** Developer **extends** Employee {

//空参数构造方法

**public** Developer() {

**super**();

}

//有参数构造方法

**public** Developer(String id, String name) {

**super**(id, name);

}

}

定义维护部员工类Maintainer 继承 员工类Employee

**public** **abstract** **class** Maintainer **extends** Employee {

//空参数构造方法

**public** Maintainer() {

**super**();

}

//有参数构造方法

**public** Maintainer(String id, String name) {

**super**(id, name);

}

}

定义JavaEE工程师 继承 研发部员工类，重写工作方法

**public** **class** JavaEE **extends** Developer {

//空参数构造方法

**public** JavaEE() {

**super**();

}

//有参数构造方法

**public** JavaEE(String id, String name) {

**super**(id, name);

}

@Override

**public** **void** work() {

System.***out***.println("员工号为 " + getId() + " 的 " + getName() + " 员工，正在研发淘宝网站");

}

}

定义Android工程师 继承 研发部员工类，重写工作方法

**public** **class** Android **extends** Developer {

//空参数构造方法

**public** Android() {

**super**();

}

//有参数构造方法

**public** Android(String id, String name) {

**super**(id, name);

}

@Override

**public** **void** work() {

System.***out***.println("员工号为 " + getId() + " 的 " + getName() + " 员工，正在研发淘宝手机客户端软件");

}

}

定义Network网络维护工程师 继承 维护部员工类，重写工作方法

**public** **class** Network **extends** Maintainer {

//空参数构造方法

**public** Network() {

**super**();

}

//有参数构造方法

**public** Network(String id, String name) {

**super**(id, name);

}

@Override

**public** **void** work() {

System.***out***.println("员工号为 " + getId() + " 的 " + getName() + " 员工，正在检查网络是否畅通");

}

}

定义Hardware硬件维护工程师 继承 维护部员工类，重写工作方法

**public** **class** Hardware **extends** Maintainer {

//空参数构造方法

**public** Hardware() {

**super**();

}

//有参数构造方法

**public** Hardware(String id, String name) {

**super**(id, name);

}

@Override

**public** **void** work() {

System.***out***.println("员工号为 " + getId() + " 的 " + getName() + " 员工，正在修复打印机");

}

}

在测试类中，创建JavaEE工程师对象，完成工作方法的调用

public class Test {

**public** **static** **void** main(String[] args) {

//创建JavaEE工程师员工对象，该员工的编号000015，员工的姓名 小明

JavaEE ee = **new** JavaEE("000015", "小明");

//调用该员工的工作方法

ee.work();

}

}

# 总结

## 知识点总结

this关键字

* + this关键字，本类对象的引用
    - this是在方法中使用的，哪个对象调用了该方法，那么，this就代表调用该方法的对象引用
    - this什么时候存在的？当创建对象的时候，this存在的
    - this的作用：用来区别同名的成员变量与局部变量（this.成员变量）

public void setName(String name) {

this.name = name;

}

构造方法： 用来给类的成员进行初始化操作

* + 格式：

修饰符 类名 (参数列表) {

...

}

* + 构造方法的特点：
    - 1, 方法名与类名相同
    - 2，没有返回值，也没有返回值类型，连void也没有
  + 构造方法什么时候会被调用执行？

只有在创建对象的时候才可以被调用

super: 指的是父类的存储空间(理解为父类的引用)

调用父类的成员变量：

super.成员变量;

调用父类的构造方法:

super(参数);

调用方法的成员方法:

super.成员方法();

继承中的构造方法注意事项：

1，如果我们手动给出了构造方法，编译器不会在给我们提供默认的空参数构造方法

如果我们没写任何的构造方法，编译器提供给我们一个空参数构造方法

2, 在构造方法中，默认的第一条语句为 super();

它是用来访问父类中的空参数构造方法，进行父类成员的初始化操作

3, 当父类中没有空参数构造方法的时候，怎么办？

a: 通过 super(参数) 访问父类有参数的构造方法

b: 通过 this(参数) 访问本类中其他构造方法

注意:[本类中的其他构造方法已经能够正常访问父类构造方法]

4, super(参数) 与 this(参数) 不能同时在构造方法中存在