**基礎寫法:**

      <script>

        //vue寫法

        var app =new Vue({

            el : '#app', //實例創建後負責的區域，可用於tag、class、id等js的Element，

區域內部的所有DOM都能使用

            data : {     //此實例包含的變數，被掛載的區域都能使用

                firstName : 'lucas',

lastName: 'dong'

            },

watch: { //監聽firstName，若firstName 變化則執行function

                firstName : function(){

                    this.change = "1"

                }

            },

methods: { //此實例包含的函式，被掛載的區域都能使用

                handleBtnClick : function() {

                   this.inputValue = ''; //在實例內可用this取得實例的變數

                }

            },

computed : { //計算屬性，用於合併數據，且使用後會被放進緩存，除非依賴物件被修改

                fullName : function() { //才會再次進來function執行

                    return this.firstName + " " + this.lastName;

                },

fullName2 : { //也可以有2種形式，直接使用會拿取get，若付值給他會拿set

                    get : function() {

                        return this.firstName + " " + this.lastName;

                    },

                    set : function(value) {

                        var arr = value.split(" ");

                        this.firstName = arr[0];

                        this.lastName = arr[1];

                    }

                }

            }

        })

        //傳統JS寫法

        var dom = document.getElementById('app');

        dom.innerHTML = 'hello world';

    </script>

**取得VUE內部數據:**

setTimeout(function(){

            app.$data.content = 'bye world' //取得vue實例的內容，必須在前面加上$

        }, 2000)

**VUE模板語法:**

 <div id="app">

        <input type="text" v-model = "inputValue"/> <!--將input的數值綁定到Vue實例的變數中，此為雙向綁定input或vue實力的變數更改，兩者都會改變，也可以綁不同的input，後面回詳細說明-->

        <button v-on:click = 'handleBtnClick'>提交</button> <!--將button的click事件綁到Vue的handBtnClick函數-->

        <ul>

            <li v-for = "itme in list">{{itme}}</li><!--將實例內的list變數以item名稱

        </ul> foreach-->

    </div>

<todo-item v-bind:content = "item" v-for = "item in list"></todo-item>

<!—v-bind用於將變數綁定傳給子組件 -->

<div v-text = "name + ' lee' "></div><!--將vue實例裡面的name直接插入innerTEXT-->

<div v-html = "name + ' lee' "></div><!--將vue實例裡面的name直接插入innerTEXT-->

v-text不會解析HTML tag，v-html會解析HTML tag，也可以於後面直接加東西

<div id="app">

       <div v-if = "show">{{message}}</div>

<div v-show = "show">{{message}}</div>

    </div>

    <script>

        var vm = new Vue({

            el : "#app",

            data : {

                show : true,

                message : "hello"

            }

        });

  </script>

 //v-if會依照show的boolean來決定是否顯示此DIV，也可以用判斷是EX:a===b，可以搭配v-else或v-else-if使用

 //v-show會依照show的boolean來決定是否顯示此DIV

v-if如果為false 此div是完全不存在，但是v-show如果為false 此div是存在的，但display:none

<div id="app">

       <div v-for="(item, key, index) in list"> //將list 以item 名foreach出來，第二個參數   
 {{index}}-{{key}}-{{item}} //key為鍵值，index為數據在第幾個

        </div>

    </div>

<script>

        var vm = new Vue({

            el : "#app",

            data : {

              list : {

                 name : "lucas",

                 age : 28,

                 gender : "male"

               }

            }

        });

    </script>

**VUE全局組件創建方法(可以直接用，但使用區域必須有VUE實例接管的區域)**

Vue.component("TodoItem", {     //命名時單字以大駝峰表示，使用時必須小寫且用 - 連結

            props : ['content'], //接收外部由bind傳入的值

            template : "<li>{{this.content}}</li>"

        })

 <todo-item v-bind:content = "item" v-for = "item in list"></todo-item> <!--使用時必須小寫且用 - 連結-->

**VUE局部組件創建方法(必須引入實例中才能用)**

  var TodoItem = {

            props : ['content'], //接收外部由bind傳入的值

            template : "<li>{{content}}</li>"

        }

 var app =new Vue({

            el : '#app',

            components : {TodoItemConponents:TodoItem}, //局部組件必須寫進實例才可使用，

            data : {    //前值為組件寫入後的名稱，後值為要寫入的組件名稱

                inputValue : ''

            },

            methods: {

                handleBtnClick : function() {

                 ．．．

                }

            }

        })

**生命週期函數(不需放在method裡)**

  var vm = new Vue({

            el : "#app",

            data : {

               message : 'Vue實例生命週期測試'

            },

            beforeCreate : function() { //在實例創建時，內部初始化後外部初始化前執行

                console.log('beforeCreate');

            },

            created : function(){ //在實例創建時，內部初始化及外部初始化後執行

                console.log('created');

            },

            beforeMount : function() {

                console.log('beforeMount');//在實例準備渲染頁面前執行

            },

            mounted : function() { //在頁面渲染後執行

                console.log('mounted');

            },

            beforeDestroy : function() { //在實例刪除前執行

                console.log('beforeDestroy');

            },

            destroyed : function() { //在實例刪除後執行

                console.log('destroyed');

            },

            beforeUpdate : function() { //在實例更新數據前執行

                console.log('beforeUpdate');

            },

            updated : function() { //在實例更新數據後執行

                console.log('updated');

            },

            errorCaptured : function() { //在子組件捕獲錯誤訊息時調用

                console.log('errorCaptured');

            },

            activated(){

                console.log('activated'); //被keep-alive缓存的组件被調用時執行

            },

            deactivated(){

                console.log('deactivated'); //被keep-alive缓存的组件停止調用時執行

            }

        });

**Class動態修改方法**

**Boolean修改法**

<div v-on:click = "handleDivClick"

     v-bind:class = "{activated : isActivated}" >

* // activated 會依isActivated的布林值顯示，isActivated為true 則class=”activated”，
* 反之，class=””

**陣列變數修改法**

<div v-on:click = "handleDivClick"

     v-bind:class = "[activated]" >

//直接讀取data內的變數內容

 var vm = new Vue({

            el : "#app",

            data : {

              activated : "",

            },

            methods : {

                handleDivClick : function () {

                    this.activated = this.activated === "activated" ? "" : "activated"

                }

            }

        });

**style動態修改方法**

 <div v-on:click = "handleDivClick"

             v-bind:style = "[styleObj]">

var vm = new Vue({

            el : "#app",

            data : {

                styleObj : {

                    color : ""

                },

            },

            methods : {

                handleDivClick : function () {

                    this.styleObj.color = this.styleObj.color === "red" ? "" : "red";

                }

            }

        });

**Key值應用**

 <div id="app">

       <div v-if = "show">用戶名: <input key="username"/></div>

       <div v-else = "show">EMAIL: <input key="password"/></div>

    </div>

若沒有KEY值if else轉換時，因為虛擬DOM的機制，系統會嘗試複用前狀態的input，會導致舊狀態的input值跑到新狀態的input，所以盡量要在每個DOM上加上唯一的key值

 <div v-for="(item, index) in list" v-bind:key="index">

       {{index}}-{{item}}

  </div>

為了提升循環顯示的性能，我們會再v-for中加上唯一的key值，但不建議用index，因為在頻繁處理這些v-for出來的DOM時，會導致一些性能問題或資料順序問題，建議在後端撈資料時，一併將id傳至前端當key值

**佔位符號**

 <template v-for="(item, index) in list"> //不會顯示於渲染頁面中

          <span>{{index}}-{{item}}</span>

  </template>

**補充:**

Vue只能使用Vue提供的改變data方法或將data整個等於另一個新的數據，否則頁面不會自動依改變渲染，如:push、pop、shift、unshift、splice、sort、reverse

vm.$data.list.push(‘test’) 、 vm.$data.list=[‘test’] 、vm.$set(vm.list, “address” ,” somewhere”)

Vue.set(vm.list, 1 , 5)

**事件綁定寫法比較**

 <button v-on:click = "handleClick">button</button> //一般寫法

  var vm = new Vue({

            el : "#app",

            methods : {

                handleClick : function(e) {

                    console.log(e);

                }

            }

        });

 <button v-on:click = "handleClick($event, 1, 2, 3)">button</button> //傳值寫法

 var vm = new Vue({

            el : "#app",

            methods : {

                handleClick : function(e, one , two, three) {

                    console.log(e);

                }

            }

        });

**事件修飾符(阻止預設及冒泡)**

<form action="/abc" v-on:click.prevent><!--prevent會阻擋預設行為，此處是阻擋action-->

    <input type="submit">

</form>

<form action="/abc" v-on:click.prevent = "handleClick"><!—也可以直接在後面加上function-->

    <input type="submit">

</form>

<div  v-on:click.self = "handleClick"> <!--self會阻擋子層的冒泡行為，所以點hello將不動作-->

       nice

      <div>hello</div>

</div>

<div  v-on:click.capture = "handleClick"> <!--capture會將多事件的冒泡執行順序改變，原本點擊in -->

      out <!—會由內執行至外，而capture會變成由外執行至內 -->

     <div v-on:click.capture = "handleClickInner">in</div>

</div>

**補充:**

冒泡行為:

1. 父層包子層，當父層判斷onClick事件時，子層也包含在內，所以點擊子層也算在父層內，導致父層函數啟動。
2. 父層包子層，當父子層都有onClick事件時，點擊子層會因為包在父層內，先執行子層事件後，會跑去執行父層事件。

**按鍵修飾符**

<input v-on:keydown.enter = "handleKeyDown"/> <!--限制必須按下enter後，才執行函數-->

<input v-on:keydown.ctrl = "handleKeyDown"/> <!--若要觸發此函數，必須按下Ctrl加任意鍵-->

ctrl可以改成alt、shift、meta，功能是一樣的

**游標修飾符**

<input @click.right = "handleClick"/> <!--必須是右鍵點擊才能執行-->

<input @click.middle = "handleClick"/> <!--必須是中鍵點擊才能執行-->

<input @click.left= "handleClick"/> <!--必須是左鍵點擊才能執行-->

**v-model補充(含修飾符)**

<input type="text" v-model = "value"/> <!--基本用法，會抓取input內容更新-->

<input type = "checkbox" v-model = "value"/> <!—會以true或false去更新-->

<input type = "radio" value = "123" v-model = "value"/> <!—會以value值去更新-->

 <select v-model = "value"> <!—會以選中的內容去更新，若有value會優先抓取-->

       <option value="1">A</option>

       <option>B</option>

       <option>C</option>

</select>

<input type="text" v-model.lazy = "value"> <!--失焦後才會更新資料-->

<input type="text" v-model.number = "value">

<!—因為text會統一判斷輸入為字串，使用number後，會判斷是否為數字，是的話以數字型態更新

，但如果判定為數字後，將會限制輸入數字以外的字串-->

<input type="text" v-model.trim = "value"> <!—會去除字串前後的空格後，才更新資料-->

**v-bind補充**

<child content = "123"></child> <!--不使用v-bind傳入會直接判斷成字串-->

<child v-bind:content = "123"></child> <!--使用v-bind傳入會變JS判斷此處會判斷成數字-->

**H5語法衝突**

<div id="app">

        <table>

            <tbody>

                <row></row>

                <row></row>

                <row></row>

            </tbody>

        </table>

    </div>

  Vue.component('row', {

            template : '<tr><td>123</td></tr>'

        })

![](data:image/png;base64,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)

因為H5的規範限制<table>內必須放td、tr等等的表格標籤，所以我們用component取代時，會解析錯誤，導致以component套入的td、tr會跑到table外面，如上圖。

**補充:<select>的<option>也是**

<div id="app">

        <table>

            <tbody> <!—必須使用原標籤然後用is蓋過原標籤功能，藉此騙過H5且符合我們要的功能-->

                <tr is="row"></tr>

                <tr is="row"></tr>

                <tr is="row"></tr>

            </tbody>

        </table>

    </div>

**組件data限制**

var vm = new Vue({

            el : "#app",

            data : {

                value : "hi"

            }

        });

 Vue.component('row', { //錯誤錯誤錯誤錯誤錯誤錯誤錯誤錯誤錯誤錯誤錯誤錯誤錯誤錯誤錯誤

            data:{

                content : "hi"

            },

            template : '<tr><td>{{content}}</td></tr>'

        })

只有根組件能夠直接定義data，子組件必須用function來定義data，因為通常根組件只被調用一次，而子組件可能被調用多次，這樣可以避免子組件共用數據而導致互相影響的情況發生，如下。

Vue.component('row', {

            data:{ function() {

                        return {

                            content : "123"

                        }

                    }

            },

            template : '<tr><td>{{content}}</td></tr>'

        })

**例外情況:**

若某些功能無法使用vue完成，必須依靠原生JS處理時，就必須使用ref

<div id="app">

        <div ref="hello" @click = "handleClick"> //組件或tag都能用

            hi

        </div>

    </div>

 var vm = new Vue({

            el : "#app",

            methods : {

                handleClick : function() {

                    this.$refs.hello //$refs會取得有所此實例範圍的參考，可以使用此函數取得   
 //hello的個DOM的資訊

                }

            }

        });

**父子組件傳遞**

 <div id="app">

       <counter :countnumber="count"></counter>

    </div>

var counter = {

            props : ['count'],

            data : function() {

                return {

                    number : this. countnumber

                    }

            },

            template : '<div @click="handleClick">{{number}}</div>',

            methods: {

                handleClick : function() {

                    this.number++

                }

            }

        }

Vue父子傳遞有單項數據流的概念，子不可修改父傳入的資料，所以必須複製一份在自己的組件內

<div id="app">

       <counter :countnumber="total" @change="handleIncrease"></counter>//監聽子組件觸發事件

       <counter :countnumber="total" @change="handleIncrease"></counter>

        {{total}}

    </div>

    <script>

        var counter = {

            props : ['countnumber'],

            data : function() {

                return {

                    number : this.countnumber

                    }

            },

            template : '<div @click="handleClick">{{number}}</div>',

            methods: {

                handleClick : function() {

                    this.number++

                    this.$emit('change', 1) //子組件向外觸發事件

                }

            }

        }

        var vm = new Vue({

            el : "#app",

            data :{

                total : 0

            },

            methods : {

                handleIncrease :function() {

                    this.total++

                }

            },

            components : {

               counter : counter

            }

        });

    </script>

Vue.component('child', {

            props : {

                content : String, //限制傳入的content必須為字串

                content2 : [String, Number], //也可多選

                content3 : {  //多條件限制

                    type :String,

                    required : true,//必傳

                    default : "default value",//預設值

                    validator : function(value) { //validation傳入長度

                        return (value.length > 5)

                    }

                }

            },

            template : '<div>{{content3}}</div>'

        })

**非父子組件傳值Bus(非VUEX)**

<script>

        Vue.prototype.bus = new Vue() //將一個Vue的實例，加到Vue類裡面，

                                      //日後創建的實例都會有此項

        Vue.component('child', {

            props : {

                content :String

            },

            data : function(){

                return{

                    selfcontent : this.content

                }

            },

            template : '<div @click = "handleClick">{{selfcontent}}</div>',

            methods : {

                handleClick : function(){ //當點擊時子組件內時會觸發BUS實例事件

                    this.bus.$emit('change' , this.selfcontent)

                }

            },

            mounted : function(){ //在掛載好時是先創立觸發事件監聽

                var this\_ = this //進入下面的function時this的指向是bus的實例，所以我們要將子組件的this先額外紀錄

                this.bus.$on('change', function(msg){ //監聽事件

                    this\_.selfcontent = msg

                })

            }

        })

        var vm = new Vue({

            el : "#app",

        });

    </script>

**插槽(Slot)**

<div id="app">

        <child>

            <p>lucas</p> <!--可以將傳入的值直接寫於組件TAG中-->

        </child>

    </div>

    <script>

        Vue.component('child', {

            template : '<div> <slot>默認內容</slot> </div>',  //寫於組件TAG中的數據可以使用

        })                         //<slot>來引入，若寫於<slot>tag中，視為默認內容

        var vm = new Vue({                        //，若組件tag之間沒有數據，則會使用默認內容

            el : "#app",

        });

    </script>

<div id="app">

        <child>

            <div class="header" slot="header">header</div>//具名插槽

            <div class="footer" slot="footer">footer</div>

        </child>

    </div>

    <script>

        Vue.component('child', {

            template : `<div>

                            <slot name='header'></slot> //可以用插槽名稱指定要用哪個

                            <div class='content'>content</div>

                            <slot name='footer'></slot>

                        </div>`,

        })

        var vm = new Vue({

            el : "#app",

        });

    </script>

<div id="app">

        <child>

            <template slot-scope="props"> <!--作用域插槽一定要用template ，且將template中的

                <li>{{props.item}}</li> slot資訊，由自定義名稱props接管-->

            </template>

        </child>

    </div>

    <script>

        Vue.component('child', {

            data : function(){

                return {

                    list : [1, 2, 3, 4]

                }

            },

            template : `<div>

                            <ul>

                                <slot :item=item v-for = "item of list"></slot>

                            </ul> //插槽中有數據需要延長暴露出去，由外部決定<slot> </ slot>

                        </div>`,   的渲染樣式，必須通過屬性綁定的形式

        })

        var vm = new Vue({

            el : "#app",

        });

    </script>