Make a Fake Variable Using the rchisdd() Function and the CHIS Data Dictionary

# Intro

This quick tutorial shows you how to use the rchisdd() R function to create a fake random chis dummy data variable according to user provided information from the CHIS data dictionary.

This is useful when you **do not** see a particular variable in the dummy data set file you have, but you **do** see it in the dac confidential data dictionary linked below

<https://healthpolicy.ucla.edu/chis/data/confidential-data/Documents/2021/CHIS%202021%20Data%20Dictionary%20-%20Source%20-%20Adult%20Oct%202022.pdf>

You can intentionally create an example place holder of that variable in your dummy data set with the rchisdd() function. After all, the dummy data set is a place holder for the real data in the dac.

The dummy variable you create will mimic the ‘name’ and the marginal distribution that you specify. This is information you find from the data dictionary.

Once in the dac, you can assume the variable exists in the confidential dac dataset and you do not need to create it inside the dac.

# Too Long Did Not Read Version

Below is a brief example

# categorical 'INTVLANG2'  
  
# VALUE FREQ from data dictionary  
info\_dd = data.frame(VALUE = c(1,2,3,4,5,8),  
 FREQ = c(22606, 1116,129,201,396,5))  
  
INTVLANG2\_fake = rchisdd(info\_dd,n\_ss=24453)  
df\_dummy\_pretend$INTVLANG2 <- INTVLANG2\_fake  
  
# continuous 'SRAGE'  
  
# N MIN MAX MEAN from data dictionary  
info\_dd = data.frame(N = 24453,  
 MIN = 18,  
 MAX = 117,  
 MEAN = 53.52)  
  
SRAGE\_fake = rchisdd(info\_dd,n\_ss=24453)  
df\_dummy\_pretend$SRAGE <- SRAGE\_fake

# Setup

Get the rchisdd() function  
<https://github.com/mikejacktzen/chismisc/blob/main/rchisdd/rchisdd.R>

source(paste0(getwd(),"/rchisdd.R"))  
args(rchisdd)

function (info\_dd, n\_ss, lgl\_floor = TRUE)   
NULL

The two input arguments and the output result are:

#' @param info\_dd a data.frame that contains c('VALUE','FREQ') if categorical or c('N','MIN','MAX','MEAN') if count/continuous  
#' @param n\_ss an integer for the number of rows in your data set (sample size)  
#' @param lgl\_floor TRUE/FALSE if you want the output values rounded to their integer floor  
#'  
#' @return a numeric vector of values generated according to the user supplied `info\_dd`

library(dplyr)  
library(haven)  
  
fp\_parent = getwd()  
fp\_dat\_dummy = paste0(fp\_parent,"\\ADULT\_STATA\_DUMMY\_2021\\Stata\\ADULT\_with\_format.dta")  
df\_dummy = haven::read\_dta(fp\_dat\_dummy) %>% rename\_all(toupper)

Note the number of rows in the dummy dataset. Use it as the overall sample size n\_ss

# sample size of dataset  
nrow(df\_dummy); n\_ss = 24453

[1] 24453

# Detailed Usage

In the data dictionary:

A categorical variable will have a Value with its respective Frequency.

A continuous variable will have the eligible universe sample size N, Min, Max, and Mean.

Below, we show you how to use the above information to create a placeholder fake variable and attach it to your dummy dataset.

## Categorical

For a categorical variable, our function will return a vector of values that match your specified categorical values and their frequencies.

### Categorical: Universe is entire sample

We will pretend the 2021 dummy data does **NOT** have the categorical variable **INTVLANG2** (even though it does).

df\_dummy$INTVLANG2 %>% summary

Min. 1st Qu. Median Mean 3rd Qu. Max.   
 1.000 1.000 1.000 1.135 1.000 8.000

INTVLANG2\_original = df\_dummy$INTVLANG2  
  
# remove INTVLANG2  
df\_dummy\_pretend = df\_dummy %>% select(-INTVLANG2)

For each data dictionary ‘VALUE’, replicate it ‘FREQ’ number of times.

In a data frame, store the values you see from the data dictionary into a vector called VALUE. Likewise, store its respective ‘frequency’ into a vector called FREQ .

# categorical version  
# INTVLANG2  
  
# VALUE FREQ from data dictionary  
info\_dd = data.frame(VALUE = c(1,2,3,4,5,8),  
 FREQ = c(22606, 1116,129,201,396,5))  
  
vec\_val\_freq = rchisdd(info\_dd)  
  
# attach labels (if desired) not done here  
  
INTVLANG2\_fake = vec\_val\_freq  
  
'INTVLANG2' %in% names(df\_dummy\_pretend)

[1] FALSE

df\_dummy\_pretend$INTVLANG2 <- INTVLANG2\_fake  
'INTVLANG2' %in% names(df\_dummy\_pretend)

[1] TRUE

df\_dummy\_pretend$INTVLANG2 %>% table

.  
 1 2 3 4 5 8   
22606 1116 129 201 396 5

df\_dummy\_pretend$INTVLANG2 %>% hist
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Note that there are 0 FREQ negative VALUE categories. All respondents meet the universe definition “UNIVERSE: ALL ADULTS”.

### Categorical: Universe is a subset

We will pretend the 2021 dummy data does **NOT** have the categorical variable **LATIN2TP** (even though it does).

df\_dummy$LATIN2TP %>% summary

Min. 1st Qu. Median Mean 3rd Qu. Max.   
-1.0000 -1.0000 -1.0000 -0.4545 -1.0000 2.0000

LATIN2TP\_original = df\_dummy$LATIN2TP  
  
# remove INTVLANG2  
df\_dummy\_pretend = df\_dummy %>% select(-LATIN2TP)

For each data dictionary ‘VALUE’, replicate that value ‘FREQ’ number of times.

Store the values you see from the data dictionary into a vector called VALUE. Likewise, store its respective ‘frequency’ into a vector called FREQ .

info\_dd = data.frame(VALUE = c(-1,1,2),  
 FREQ = c(18426, 3989, 2038))  
  
vec\_val\_freq = rchisdd(info\_dd)

returning categorical draws

# attach labels (if desired) not done here  
  
LATIN2TP\_fake = vec\_val\_freq  
  
'LATIN2TP' %in% names(df\_dummy\_pretend)

[1] FALSE

df\_dummy\_pretend$LATIN2TP <- LATIN2TP\_fake  
'LATIN2TP' %in% names(df\_dummy\_pretend)

[1] TRUE

df\_dummy\_pretend$LATIN2TP %>% table

.  
 -1 1 2   
18426 3989 2038

df\_dummy\_pretend$LATIN2TP %>% hist
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#### Fill in non-Universe Values

Note that there are 18426 negative values -1, for the non-latino respondents. These non-latino respondents do not meet the universe definition “UNIVERSE: ADULTS WHO ARE LATINO OR HISPANIC”. However, the information of the frequencies for the negative values are **still** displayed in the data dictionary which you can hardcode into the info\_dd data frame (as we did above).

For categorical variables, the frequency of the negative and non-negative values will sum to the sample size

table(info\_dd$FREQ)

2038 3989 18426   
 1 1 1

sum(info\_dd$FREQ)

[1] 24453

n\_ss

[1] 24453

## Continuous

For a continuous variable, our function will squeeze/stretch a vector of values to your specified [min,max] range while approximately preserving your specified mean. It will try to solve for a power p that satisfies the range and mean summaries.

### Continuous: Universe is entire sample

We will pretend the 2021 dummy data does **NOT** have the continuous variable **SRAGE** (even though it does).

# pretend   
SRAGE\_original = df\_dummy$SRAGE  
  
# remove SRAGE  
df\_dummy\_pretend = df\_dummy %>% select(-SRAGE)

For SRAGE, all N=24453 samples in the dummy data are eligible to take on values in the range [18,117] with a mean of 53.52 .

Save this information from the data dictionary into a data.frame

# continuous version  
# SRAGE  
  
# N MIN MAX MEAN from data dictionary  
info\_dd = data.frame(N = 24453,  
 MIN = 18,  
 MAX = 117,  
 MEAN = 53.52)  
  
vec\_val\_cont = rchisdd(info\_dd,n\_ss=24453)

returning continuous draws with 0 "-1" categories

Rounding to the floor since lgl\_floor=TRUE

length(vec\_val\_cont)

[1] 24453

info\_dd$N

[1] 24453

n\_ss

[1] 24453

# note any difference between number sample size of dataset and eligible universe size  
n\_ss - info\_dd$N

[1] 0

# SRAGE is applicable to all n\_ss, so (n\_ss - pick\_params$N) == 0  
# do not need the final step to fill ddict value for the 'rest' of the (n\_ss - pick\_params$N) rows  
  
SRAGE\_fake = vec\_val\_cont  
  
'SRAGE' %in% names(df\_dummy\_pretend)

[1] FALSE

df\_dummy\_pretend$SRAGE <- SRAGE\_fake  
'SRAGE' %in% names(df\_dummy\_pretend)

[1] TRUE

df\_dummy\_pretend$SRAGE %>% summary

Min. 1st Qu. Median Mean 3rd Qu. Max.   
 18.00 44.00 52.00 53.02 61.00 117.00

hist(df\_dummy\_pretend$SRAGE)
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### Continuous: Universe is a subset

We will pretend the 2021 dummy data does **NOT** have the continuous variable **AC210** (even though it does).

# pretend   
AC210\_original = df\_dummy$AC210  
  
# remove AC210  
df\_dummy\_pretend = df\_dummy %>% select(-AC210)

Similar to the continuous example above, but the UNIVERSE information in the data dictionary should be reviewed and incorporated.

Extra end-step to append negative values for ineligible / non-universe cases

UNIVERSE: ADULTS WHO HAVE HAD AN ALCOHOLIC BEVERAGE IN PAST 30 DAYS

That is, an individual’s response in AC210 is non-negative when their response in AC208 == 1

# AC210 N MIN MAX MEAN from data dictionary  
info\_dd = data.frame(N = 14493,  
 MIN = 0,  
 MAX = 90,  
 MEAN = 2.14)  
  
vec\_val\_cont = rchisdd(info\_dd,n\_ss=24453)

returning continuous draws with 9960 "-1" categories

Rounding to the floor since lgl\_floor=TRUE

length(vec\_val\_cont)

[1] 24453

info\_dd$N

[1] 14493

n\_ss

[1] 24453

# note any difference between number sample size of dataset and eligible universe size  
n\_ss - info\_dd$N

[1] 9960

Notice that info\_dd$N is 14493 which is less than the dummy data number of rows n\_ss=24453

That is the summary information of the data dictionary for AC210 applies to the 14493 eligible cases, while the remaining cases n\_ss - info\_dd$N needs to take on a value for ineligible.

#### Fill in non-Universe Values

Note that there should be n\_ss - info\_dd$N negative values, -1, for the non-universe respondents. These non-universe respondents do not meet the universe definition “ADULTS WHO HAVE HAD AN ALCOHOLIC BEVERAGE IN PAST 30 DAYS”. **UNLIKE** categorical variables, the information of the frequencies for the negative values are **NOT** displayed in the data dictionary. However, you can implicitly back solve for the number of negative values. As shown above, the n\_ss argument in the rchisdd(n\_ss,...) function does this for you.

For continuous variables, the frequency of the negative and non-negative values will sum to the sample size.

# rchisdd(n\_ss=24453,...)  
  
# fake drawn values for eligible cases  
# rep -1 for the ineligible  
  
AC210\_fake = vec\_val\_cont  
  
'AC210' %in% names(df\_dummy\_pretend)

[1] FALSE

df\_dummy\_pretend$AC210 <- AC210\_fake  
'AC210' %in% names(df\_dummy\_pretend)

[1] TRUE

df\_dummy\_pretend$AC210 %>% summary

Min. 1st Qu. Median Mean 3rd Qu. Max.   
-1.0000 -1.0000 0.0000 0.6245 1.0000 90.0000

df\_dummy\_pretend %>% filter(AC210 >= 0) %>% select(AC210) %>% unlist %>% summary

Min. 1st Qu. Median Mean 3rd Qu. Max.   
 0.000 0.000 0.000 1.741 2.000 90.000

df\_dummy\_pretend %>% filter(AC210 < 0) %>% select(AC210) %>% unlist %>% table

.  
 -1   
9960

hist(df\_dummy\_pretend$AC210)

![](data:image/png;base64,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)

## Optional Labels

To add your own labels, see haven::labelled()

<https://haven.tidyverse.org/reference/labelled.html>

library(haven)  
?haven::labelled()