EECS 560 Lab 6 Week of February 29

Due to the symmetry in an undirected graph, it is only necessary to store the edge weights in the upper triangle of the adjacency matrix (above the diagonal). For example, if you want to find the weight of the edge (5, 3), due to symmetry you can get this information by looking at the weight of (3, 5). For this lab you will randomly generate connected graphs and store their information in a one dimensional array corresponding to the upper triangle of the adjacency matrix. This will require you to determine the index of the first element of the second row, third row, etc. Since the graphs don’t have loops, the main diagonal which would be all 0s is not included in the one dimensional array. Consider the example below:

![lab6.gif](data:image/gif;base64,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)

Note that the first row has four values, the second row has three values, etc. Write out the adjacency matrix to be sure you understand how this is represented.

Random graph generation

In case you have forgotten, review how to generate random numbers as done in lab 3 In generating random weighted graphs you will first generate a random number to determine if an edge is present, and if so randomly generate a weight for that edge. Use the following methodology:

1. Prompt the user for the number of vertices in the graph and the seed for the random number generator. (This is to make it easier to grade the program.)

2. The graphs you generate will have edge density of 60%. Generate a random number between 0 and 1. If that number is less than or equal to 0.6 then there will be an edge. In this case generate an integer edge weight between 1 and 20 and put that weight into the one dimensional array. If the number generated is larger than 0.6 put a 0 into the array to indicate there is no edge between those two vertices.

3. If there are n vertices in the graph, use the following order for edge generation:

(1, 2), (1, 3), …, (1, n), (2, 3), (2, 4), …, (2, n), …, (n-1, n). That is, you will be filling the cells of the array in left to right order. (1-based indexing makes this a bit easier than 0-based.) Remember that not all cells will contain nonzero edge weights since if the first random number generated is greater than 0.6 no edge is present.

4. Now, since all graphs are to be connected you must determine if the graph you generated is connected. To do this you will need to use a depth first search. This will require that you have a visited array to indicate if you have seen a vertex. (See the dfs template at the top of page 420 in the text.) When your search stops, if there are any unvisited vertices it indicates the graph is disconnected. In this case, put in an edge between the last vertex visited and the first unvisited vertex. Do this by generating the edge weight and putting it into the array. Then resume the depth-first search. Continue in this way until all vertices have been visited.

5. Print out the array corresponding to your graph.

To turn in:

As usual turn in all code that you write. In addition, randomly generate connected graphs of two sizes: 8 vertices and 20 vertices. Print out the arrays that contain the edge weights, and for the 8 vertex graph, turn in a drawing of the graph (hand-drawn is fine).

All labs should be turned in by midnight on Saturday.

Will not receive credit if have a two dimensional array in your program.

Note: cannot do timing tests by just combining the other data files.