CWEB280 -wk9 – LO6 – Web Page UI

# Vue JS - <https://vuejs.org/v2/guide/#What-is-Vue-js>

Vue is a progressive framework for building user interfaces.

* Vue.js is focused on the view layer only.
* Vue.js can also build Single-Page Applications when combined tooling and supporting libraries.
* A Vue.js is make up of 2 parts
  1. **The Vue instance**: a Javascript Object with separate sections(objects) for data (state), methods, computed properties and lifecycle hooks that are used to add functionality to the content within the HTLM element.
  2. **Declarative HTML Rendering**: a single element (HTML tag) becomes the container where all the Vue.JS directives, bindings, event handlers and models are used to produce JavaScript that renders elements directly to the DOM

## The Vue Instance - <https://vuejs.org/v2/guide/instance.html>

Every Vue application starts by creating a new Vue instance with the Vue function:

var vm = new Vue({

// options

})

When you create a Vue instance, you pass in an options object. You can use these options to create your desired behavior.

## Vue Instance Data Options - <https://vuejs.org/v2/api/#Options-Data>

Some of the options include:

[data](https://vuejs.org/v2/api/#data) - The data object for the Vue instance. Vue will recursively convert its properties into getter/setters to make it “reactive”. The object must be plain/native objects. Any prototype properties are ignored. The data properties are most often muted by the methods (see section below) or by the v-model directive

var vm = new Vue({

data: {

a: 'some string', // string literals

b: 2, // numbers

c: [1,2,3,4], // array

d: {a:1,b:true},// JS object

e: false, // boolean

},

})

[methods](https://vuejs.org/v2/api/#methods) - Methods to be mixed into the Vue instance. You can access these methods directly on the VM instance, or use them in directive expressions. Methods are mostly used to mutate the data properties  
DO NOT use double arrow notation to define a method (plus: () => this.a++) otherwise the ‘this’ keyword will not refer to the Vue instance

var vm = new Vue({

data: { a: 1 },

methods: {

incrementA() {

this.a++;

}

}

})

[computed](https://vuejs.org/v2/api/#computed) - Computed properties to be mixed into the Vue instance. Computed properties are cached, and only re-computed on reactive dependency changes. They act like self-mutating data properties (kind of like the data and methods sections combined)

DO NOT use double arrow notation to define a method (plus: () => this.a++) otherwise the ‘this’ keyword will not refer to the Vue instance

var vm = new Vue({

data: { a: 1 },

computed: {

// get only

aDouble() {

return this.a \* 2

},

// both get and set

aPlus: {

get() {

return this.a + 1

},

set(v) {

this.a = v - 1

}

}

}

})

## Vue Instance DOM Options - <https://vuejs.org/v2/api/#Options-DOM>

el - Provide the Vue instance an existing DOM element to mount on. It can be a CSS selector string or an actual HTMLElement.

var vm = new Vue({

el: '#app', // css selector to the element with id="app"

data: { a: 1 },

})

## The Vue Instance LifecycleVue Instance Lifecycle Hooks - <https://vuejs.org/v2/api/#Options-Lifecycle-Hooks>

Some of the life cycle hooks include:

<mounted> - Called after the instance has been mounted, where el is replaced by the newly created vm.$el. This hook is not called during server-side rendering.

var vm = new Vue({

data: { a: 1 },

methods: {

incrementA() {

this.a++;

}

}

mounted() {

this.incrementA();

}

})

# Use Vue.js in a simple HTML page

Before we create a complete Vue.js project we aew going to dip out toes into a simple html page that uses Vue.js libraries.

In the lo4serveapi project root create a new html file

\temporary-student-ui.html

<!DOCTYPE html>  
<html lang="en">  
<head>  
 <meta charset="UTF-8">  
 <meta name="viewport" content="width=device-width, initial-scale=1, shrink-to-fit=no">  
 <link rel="stylesheet" href="https://maxcdn.bootstrapcdn.com/bootswatch/4.3.1/solar/bootstrap.min.css">  
 <link rel="stylesheet" href="https://use.fontawesome.com/releases/v5.11.2/css/all.css">  
 <link rel="stylesheet" href="https://cdn.jsdelivr.net/npm/bootstrap-vue/dist/bootstrap-vue.min.css">  
 <title>Temporary Student UI</title>  
</head>  
<body>  
  
  
<!-- This div is rendered by Vuejs - Allows for Vuejs directives and componets -->  
<div class="container-fluid" id="app">  
 <b-jumbotron header="Temporary Student UI" lead="Quick and Dirty">  
 </b-jumbotron>

<!— OPTIONAL: used to DEBUG the data properties/variables by rendering them on the page-->  
 <b-alert variant="secondary" dismissible show>  
 <pre>  
DATA:  
{{$data}}  
 </pre>  
 </b-alert>

</div>

<!— IMPORT: JS Libraries from the internet-->  
<script src="https://cdn.jsdelivr.net/npm/vue/dist/vue.js"></script>  
<script src="https://cdn.jsdelivr.net/npm/portal-vue/dist/portal-vue.umd.js"></script>  
<script src="https://cdn.jsdelivr.net/npm/bootstrap-vue/dist/bootstrap-vue.js"></script>  
<script>  
var vm = new Vue({  
 el: '#app', // css selector to find the div with id="app"  
 data:{ // essentially the app state - all the data currently used by the app for rendering  
 students:[], // contains all the student objects used to display in a table  
 },  
 methods:{

},  
 computed:{ // this section acts like dynamic data properties/variables  
  
 },  
 mounted(){ // the hook for the part of the lifecycle when the app is started and mounts the app element

}  
 });  
</script>  
</body>  
</html>

NOTICE: The b-jumbotron and the b-alert tags are “components” created by a 3rd party library called “boostrap-vue”. We will learn more about components and boostrap-vue later in the course

## Graphical user interface, application Description automatically generatedUsing Webstorm’s built in webserver

1. In webstorm, right click temporary-student-ui.html and select Run
2. This will open the web browser to   
   http://localhost:63342/lo4serverapi/temporary-student-ui.html?\_ijt=7d8le6rbokk1ek0borkb2hkrsc
3. There is also a new configuration

![A screenshot of a computer

Description automatically generated](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXEAAAC1CAIAAAAm61jlAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAIdUAACHVAQSctJ0AABuqSURBVHhe7Z1bbxxHdsf9LfIdlIcAMjbwcsURb0NySGlIihdJlGXZ8mUtUfJlbdFerUPJ0hrrxLZESZRly7KtS0TLF1nr9cKGuUCAPOdtA+QhXyB5SZC35CFAcqpOdXXVqb7NTA/nwv/BD0T1qVPVVd1Vf1Y1hz2P7dk7DAAAZQFNAQCUCTQFAFAm0BQAQJlAUwAAZQJNAQCUCTQFAFAm0BQAQJlAUwAAZQJNAaADfJlpIrjdvLV27uDhI8JJkJOyhDOXx17cPzRQOXJmff1KZBdOzLgROnf1UGXIdWr/zIsXTan1iyenK0OHVtfPLJswXeoiVW4Ol1fXV4+IE1Fw6OF4qoo9tjFUg/CEMRy27rdWtHNqcFl0RzQ1jekTF7mbwt8RBvafvKDbzJdFdDkNW0r4QwpeE9A0GcKx/ZpC2nH79m0hK4nOIqh1ijuAeJLT/LcRhCsWjB6djoLsP/kiCYQWDjfAznaakJQOR6p3alVEzQ2uzc3VCZ1lPQkxSjvWV1ddyeBmiHaK7rhtSEPHrHePprjYiyP8rVDkmoQ0V2pn0lWaQggFaVpQCKkp6jCa23xoPI7K8OwVKqP8FBbNOhKRMydMKR3P016OOdeTlBsVdNSK5SmMiQ6pEtP4rHZ63ZHnDTHdgaZk0lypnUm3aQphdaQVQSGSNCWaimom61kk520gOsZvJcAkzFi3gz4cc67HFQ4nVxV0dUSE2ZjwMLed0aHTBlXEbJTc1Q1pkPoZXw0vxpbiPQhXeGb14uXLZ193RC2+ninxfGj3dNxN07xlU4Svg9dmlU7oZogtZRIn5HbSNuzCiZNx/U5rDw7Wqe+mDVF3TFlVZ9zy8CoBly7UFIJ05K62pgWFKKQpyrm86o08ZzC58LZCVagDDq3qERypgDfs4unkeURtfNIMTbExjK7Q1JPRTq87Ufe5MY5MsNMIkK1NNMAWV2ldLdfD9bvB8cVJj7fYMM51xMg6o0pUuglNoeutbwq10LkX3H264HRKeaK4tRTPP72TimD3KnUDNFczTAS3m4wzbn9jLKwp9+7da4emxIeR08iESquRnTyIeSTZ8cRaYBVBnEh47ITRfqVrdpolaoqIMbmqQtO2rHa63YnaIOJZAuLGU248sePz8iHLIpnqvtupqD32jNnxqkj0NDqc1USCMEWn4ADliU4hZNqWCoprZ9RB6fRbq3J1C1l9XLxqdUFxd4ClCzWFdKRtex81GhKmIo9mStiFjJvL8Lg8dOKiiaTD1ZNWocSJhMdWG4qa1RGCJ3kYw+gKTeMz2kk43TFtEB2ngNcPL9Ovbp5ObHbhRs2gQ9Xa4HKJbnKDPW1Kj7e5toMpl8h1UtqrMA1bKiiunXTqPJ1limgKY6+S9QCm2zRF6EgrsiI1RaejyUYzORpk6pCGVzSxxaiirOivMGrQ8y9Yfahqs78twzHnnVoNX5V2FcSExTPNxIcxjA6I50BaOzkdPUKO6lSJqO/BXFIe52oQkbqpUu4vZFuhOVQFV89cdC9Cary95roBcauEHnlFVNprahq2VFA8PhF3n7rmrJLC1tLp+GdYg6nWYsUUuHSVpiQqSNOyYjXF/Da2cqD8QlP8pYEe31EpJ0wNR+eQftvbye+eiIyGWuKp+ZebNTOdoh2BHfR8yGZHra7Qm2Bp7UxeCETB7nUw8ZTFsz1qSayV7inCvQzrrKOAGfEcrPxKhuLmnVk1/TWS5xWhdAmaotJR1xKf0ZJdPvM8NY+vtr3Rbg10uylMdSq4SsCFhCPDRHC7Kfkzb+I4Gxoo/fQ7pye6487YRHQA5i3oFtTnaIULdBXZmsLLAawFQPfQ2DoFbD+56xQAugpoCgCgTKApAIAygaYAAMoEmgIAKBNoCgCgTKApAIAyeWwOBoPByjOsUwAAZQJNAQCUCTQFAFAmnqYMDg3X5w4cOXr0qaefBqBpaAjRQKLh5I4usEPwNKU+O7f85NGxyRpGA2gaGjw0hGgg0XASWaBF5uZ64JJ6mkLjoDo55XoAaA4aSDSchBO0SO9pCq1asUIBpUADiYaTcIIW6YimLM9W7pz9+Z+v/+zf7z5OUIIOySnCLFJT3MNEDhx+MhdRBOxMOqkpoyPVC/W9S1U+3LtYpUNyxgG9SRFNGZuorf76N598+vnDR99tPvjqg8tXjhxt8kYMDQ///W+e+M/N3f/1hYSclEUBoggBTQHtoiFNqZ6fqewbFc6mqdSrkxsHah/N710aJyhBh+QUYdmMT+079syzZ948+96l9fubDwhK0CE5KUsEbw+5mjK3sHjv/uaj774XrJ2/ICJzGR4Z+sf3/1pIiYACKEwUbFhTcoGmAKah4VS7tVD7eH7kpek9I+WsJvYujtc+Wajd1NxaGDo8LgJyEdNSIIILcjjTRHBItqbQCoUF5eNPPj3y1LHR8Yn63Pzrb/z64aPfk/OV186I+GxoGSIUJBEKEwUb0BR3JZIGh7mldiADlVPXtjbXFtv1ZraBxfP3/fpbP2M72tywpmgmLh8YWp4QuY1SmRqduHLA1klMXp+vHBgTYdlY+WAmatO0QqEpyociuCBGPFJMBIdka8obZ9+ihpGg7B3xVnzHn/sl+b/65tuR6qTrz2B5thJuef7nXx8Qwklh4tnKdmhKu+fYNtBQFxrtb5sUoa1tLkJzmsI0vRUaf2eGmLwyJyokaPvDuaJIGqwdFuG3hw1hxCPFRHBItqbc+uwONYxWKMJPXL/xMWU9+8IvhT+NO2d/LrTjv//5o//TRgmRRcFu2cY0RXgE0BSm0f62fn0SayixzbV99SvXP7r56R0BOSlLBFta0RRFU1uhyfW5yWveCsVl8voBChBF0mDtsIjc5jDikWIiOCRbU755+IjaOTqesBh569zblPWrM28Ifxp//vBnrmpYQWETskLBbtnGNWXxqGRmac94jbIGh9Tt3ze3wPGMHqxbf9K2tXFKedTSXXm2tjZOqG+H0aN5xTivrQzNn9vU4X+6f+5gVEMcwE63HjIqZSOvbWxyzSc2/PNGuT/9dPPq5hYXUf6Vja3N8/P+e+cHKgfXNk3xqydX3C6Y9ujp56Wj9tw/dz50ep09t6ErU33RHq+dLonncp1emHOJRLUiIPUiO3UKZuYWrn90yxUUOiSnCHNpVVM0TWyFhpbHuezeuejvPnNV9gw/rwZqQayaMNZfXasPTjb5ONmIR4qJ4JBsTdl88BW1c//sAeEnfve371PW6ZdfFf40/u1OLBlCUNhcWaFgt2zLmjI1WxkZm56Zn1taJihBh24pwh2vXnplw45+ntXkiUc5TfV4HkYB0aMEdhop8Z1c3GLP6OaqyqMJTNJj9cXiBqjDqJK0NFfO9dB0peZGzijS7SxrnNdBEybwaojSYbypNrqGYbUiIOUiJ7fBsnToyI2bn7OgUIIORYCgI5pCS5vqW3UuO/bGPjokKMGe6tszau0TlErk29//wQoKYf1Uz+SH88PPNiBPFiMeKSaCQ7I15f3LV6idZ948K/zVySmWm/nFQyIrDVdTLP/7H/9CCCdRpqYMziyRgswtHaYsghJjE7X6gnK6Bb3B7SwuyOJfof60cdNiuLME6HrUZPCcfiRPHnWWoB6djuZSrFaqYWaO6UMrT0FZmVbxuh7pLNBZzymakRfP5Iblpl1nBkeffvbjW3cISoiskFY1pam9j6wkCVEkDX4GYbF+W8/4OzOVfY099zXikWIiOCRbU448dYza+c233x1/Ln5uQoKyfvU6+T+59bl15iL2PkyappS696nWaGHCglKrm94OVyfIyWnGG8RqzsRaIHPzhjtvSYpoig3QRWQ9BK0mSDL4J3tCeIMga05Kq9Mla0p+Z12noGB8blhu2nVm88KJU4RwJtKKpjT9jHZwemz4+CRXEu59Rk9NUYANzub48+rPJRbyTO1Xz3e5Kmbyo/mRk1N7Cn/63IhHiongkGxNIdbOX+DWkiC+tXb+3b97b/OLL9nz5dcPFw8ui/g0wme0RJqmtPyM1tWU4bH98wfrCwdr+2cqw/Gtqs8v2TQRDGJve5I4xN20W8RRCuWk2R44o+K0qo8XILYek2tKbW5c03LDnkRYdLyaI11TabV3sJUbp7/3ye+s6xSknys5oYtkOdPSrrMsmtOUFv+WvHdpfPi5GlcV7n1GTk9TgCiSgZ2ixNPPPn9/8wE5uSoXqt8tlYERjxQTwSG5mkK88toZkg/bbOIGLSzv3afEl19/U1BWEv+WnKgprf4tWXgI0pTK8CjJCuXOHzoyNKZ+M5DTjSH4cal5jqAmudkRFN/7XNswzxR5grn18EwLipuHrFuRcLi5DLWKmxTi7JvMQsPrgs3d2IjPGDkTn9GSZXTWrVwQnssWDBMqPqnatIDEGsqiYU0p4zNv7lRPQxTJhqYof2aMoAR53Kq6bZ3CjFQnafvz2uqbp15+lZ+hTE7v+/z23YZkpTOfeaOm0zaHNjtDo+PsmdhXHxlXGyJRthXaMdwZmnJWoUDpNKQpZX02nzY+xMgLtdpH8+7kr32yQJOfc0WRXOqzBy6tXyPqc2pg2zqbeJ7SIgU1JRErK198+fXoeP5KsGOfza+MjNEiZaQ6Uds/y7Iyt3Q4/NNPK7RJU/TexzwBAe2gieFUIpV6tbpWn/zwwOSN+eqFmb0Ljf2zTwakJk3/3adFWtEUgmTl089vP/fCi8KfRjn/QzjY+LsOSEFoYTK7eCjtb8ktUrqm8LbI7phAO6CB1FlNaR+tfD6lRVrUFMJ97lmQ5VbedYB3MoGywDuZ2kHrmrINeJqCd0eC1qHBg3dHtone0xQaDXjHNWgdvON6J+NpyjMwGKynzJ2/XYLUFPcQANDNQFMAAGXSpZqy2zFoCgA9BE1YM3W7ybBOAaBX6dJ1insATQGgh4CmAADKBJoCACgTaAoAoEygKQCAMoGmxOh/NTZvKiITLzGx/4isX2iU89/D9t1LZPxiNxGQDb/xiAoeWMg/V9MU6QgAjQJNicl+fUGYmxbPb1Fz3/y21sg7llja2vRapuw+AtA60JSYUjTFfVdrc7R12kNTQLuBpsQka0T06lb7PlcO+5sF7yu7/HjvrfQWWxUZi445Y8qXdcm3WKe0xORGaU4kfkWZW7l8HWyBtmlnvKdr00oK9Do0Ye24Cpmemx+b9L7MaGxianL/rOspCH8doCDRSXT+eYrzRTZm0eG/d95LeJXQ5Ex6gOJWpSewrcG80Xog9Vu14si0loSR7mvxg9zkIoXaRomkV14DYMnWlLHa9PLxF6ysUOLQseOj+itDG+LUy69cvrKxd9R7+SYdkpOyXCfTLesUVyD8GeglbLwpkrROEX5+kbVbQ2K1sTOzJWlO5Y9ftZ9epHjbVKQULABcsjWFsLJSndSJiWbe4nju7YuPvvvelRUWFHJSlg2zPEZtsqv3HtOUlOcpHdEUe1LdqvQihdvGAfZLy/gQAJdcTSFYVo4cf55kRWQVhPY4597+rZUVR1B+m7j9IU2Jvo6rcqqTmqI8RiAK7n0IXhrYKUczds1MUVOVM9XjGhKr9Z1hS2L90tuToDg5tRLpMwa5SZVnt43SDLXBfdwTJmwk2GkU0RSSEhIUdxPUBK6sZAsKodYp3CYa4turKeZ5CpkRteA7t9xpw09Aw0cMemZGj2bs+iJy8uRXHqeqxGnppYOWuM7wu7t0cfNI1X5FGTltm73Igm2Ld1Ke7oQJKgV2JrmaQjpCakKyYjZBTe19GCsr2YJCdEZTegU9/+OtCgBdRbamsKDY5QnJSnPPaC0sK9mCQjiaso17n16BFhpNfDYXgO0hW1OmZ4O/JU9OTe5r5m/JFlKTbEEhYk0hoCmE+8EQ3neIAAC6hGxN6RSd+VsyAKB1unPCQlMA6FWgKQCAMoGmAADKBJoCACgTaAoAoEygKQCAMuk3TeFP6WYjigAASqRLNcV8H6G27dQU8f8sIrdR1D+/7MgPvLb7v370fyd49bd+RltD2l3zPnbY+G3lobUT3jFME9ZM3W6yx/7SsSY0RTgt2bnu/9FQuqGXyCZiR2e759g20FAXGu1v69cnsYbm2qwSgWTosWH+dZsP8Y7hNGjCmqnbTdYhTYneDCD8TWNHZ7fd9SZoqAuN9rf165NYQ3NtVgl/GLjvlGiO1juYQVsrbwJoSoy+N/IlZvxmALVqVS8H8MaW1SD+JaZiknZMXK2tRHn8eDMmVoyT6ueXHpHZl8i4AbaFth4ybhVHJr6M1s396aebV5M6wofG6Sz1r570Xr5r2qMHsZeO2uO9jSGxsymv4OV2uiSey3V6Yc4lEtWKgNSL7NRp0V1IuLNE2i3ooXcMlw40xcNOJDvfIn90d2n6ReOebi2FeXdxZSPxPnkxQbz2mH81Jo+92epc8TyMAtRA0S3RTjNWfKdogz2jmxt2hNMWN0AdRpWkpblyrid8f5WKdDvLGud10IQJvBqidBhvqo2uYVitCEi5yCltoMsbaK7y6zoTb0FGB23aLZ58xfzIzNuaXKRI27i2EulPTclGFAnR9yC6H/FTW3tXolEST3Lz24DMnYcWe6dVOoj3cpPSrpMwWqbqicdEKHBEUuPdypM7YqaBPrTjOCgr0yo+mnies0BnPadoRl48kxuWm3adAt2k+FKn+RN+xyRVHjsTr1heceXPua3aWbhtHFAi0JRk1O8NmgDRjdHrF3MDKItmGv+kw7QB5+LdyyA+7U7btO80+6/8QRM03s0lREcSoVwauxnD0abV6ZI1Jb+zrlNQMD43LDftOgX2mkt/7i1Iqjx2Jl6x3OKZtzUuUrhtHFAi0JSYgZXz0eVWY4hmmlofxr/Do5uhhsLGtU1zw/S9ketSQXAvvfi0O23TbhFnSCknD3TfGRUPGu/mmlLOOyXTYNHxanbmmDqL00h2UhHXmdtZ1ylIP1dyQhfJcqalXWcILw24GeqwH98xXBZ9qynCT2RkMXwb9KLSbGH4BqtDZ+6x093j6HvmFQyhXxQ2V8Sn3Wmb5sS1DfNM0R3Z0TYhsbhsvJvLUKvSGsyzSFdu1NPrgs2N3oPrOhOf0ZJldNatXBCeyxYMEyo+qdq0gMQaEvE6YtcXObcgoXIvnXjF0vuriyeMyeRuFmsbpculnzXFpsWhDe4V2nf7aSxahQIdRM9/o929DjSlB2iTpqhxHP2+BZ2FxN2ufXodmrBqlaVta+uSmcadtuY1pS8pXVPM9q09ax9QELuL0XOvTxYphF2nTLxx794bE5wuYpevXP3g0ro5KGy7d+82KcdCJzQFgF6FNWXXrmOXti4d27WLZ3GuvfTyK7yNOHX6JeMqYI8//vhnn99ZOXXaHGs7uXLqs9t3d+9+3Bxrg6YA0KsYTTl2qfgihQWFtIDUoVFZoWAqYmWFKqFDqpAPrUFTAOhVaMLu2sX7nkKLFCsofNiKrKQJChk0BYBeRWkKScqlY2YCZxrtUGifYgWFjdSBdjS0rzHHBYxlJU1QyKApAPQqNGG1pBR9klLwIWuufXBp/fKVq+YgsFRNmYPBYF1pdpLShC2+8dk2wzoFgF6FJmxDf/HZHoOmANCr0IQ1U7ebDJoCQK8CTQEAlEkfasqBw0/mIooAAMoCmgIAKJM+1JRcoClM+16hwOj/3/fqb/2M7W4zaJ2+0hR3JZIGh7mlLH0wXhvqQqP9bZMitLXNYPuBpsT0wXht6/xs/fok1tDWNoPtp980RXgE2ZoiXxwZv3rPeZcnvoUnaqdL4rlcpxfWnm/hAV1CP2rK4lHJzNKe8RplDQ6N0M99cwscL3DHq5fGt/C4QqPDBF4NUTqMN9VG1zCsVgSkXOTkNoAuYQdoytRsZWRsemZ+bmmZoAQduqUs3uB2Fhdk8a9Qf9q4aTHcWQJ0PWoyeE4/kiePOktQj05HcylWK9UwM8f0oZWnoKxMq3hdj3QW6KznFM3Ii2dyw3LTrhN0J32uKYMzS6Qgc0uHKYugxNhErb6gnG5BxhvEas7EWiBz84Y7b0mKaIoN0EVkPQStJkgy+Cd7QniDIGtOSqvTJWtKfmddp6BgfG5Ybtp1gu6k39cp1RotTFhQanXzr5PD1QlyctolGMT5X0zjpt0ijlIoJ832wBkVp1V9vACx9ZhcUwrfwpMUDLqTfteU4bH98wfrCwdr+2cqw/HapD6/ZNMu/LjUPEdQk9zsCIrvffAtPJ39Fh7QcfpRU3xIUyrDoyQrlDt/6MjQWJWdbkwptG+405SzCgVAl9NvmiIYqU7SNoc2O0Oj4+yZ2FcfGVcbIlG2ddqkKXrvY56AAND99JWmJFIZGaNFykh1orZ/lmVlbulw2p9+WqF0TeFtkd0xAdAT9L+mEKQgtDCZXTyU/bdkAEDr7AhNAQBsG9AUAECZQFMAAGUCTQEAlEmPaYr5KhEYDNZlZicp1ikAgDLpDU2ZfukRAKAngKYAAMoEmgIAKBNoCgCgTPpNU/7piSdyEUUAACXSh5ry9fjSe/OvJ0JZ0BQA2kofagpph3BaKKu4pkyd/v7G1o/vnP1W+EOKRwLQ90BTUoGmANAE/a8pJ5+5Sh76SelsTZk6/d07D837Ez/83R9u2Hcp3v2ecl+96x2yjty4++NPP/14148EYCfT/5rCOsLOHE159wdXFBJXH9apE1sPrn+XFgnAzgSaEjN19o8PIplQh75SkOKYxUisKSYXmgKABZoiOXb9RxKOG+/6qqHk5odXT5OT9kfQFABSgaYkQLJCqxVPNWhb9PCPx0hTlLhAUwBIBZoS4+xu1JKEPPxcduvu9/bx7dbDH24E6xQ3kg8B2LH0oaaIz7zd3Pc8eegnpfGZNwDaTR9qSi6iCACgRPpNUwAAnQWaAgAok45oyj9c+YtsoCkA9CrQFABAmXREU3JNaop4iS4AoGuBpgAAygSaAgAoE2gKAKBM+k1TxMfbEhFFAAAl0oea8sXAwMU9g4lQVkFNGaicura1ubY4JPwAgGz6UFNIO4TTQlnQFADaCjQlGWgKAM3R/5pybHAveegnpXM1ZWDx/H39ctn7585bTbHOra2NFweX1ja3rq0YrRlY2djaPM9pAADR/5rCOsLObE3RaxOjF/PnNre0prgLFlKQ++cOKh3ZOMVFTmzE+gIAIKApMWo9snl+vqLlI5ISu0hhIzXRWRsnKlpuongAAANNiUnXFKUgbiStYmjBwj9dPwAAmhKjdSRx77MltEOrz8a1Tak1AABoisfAygbvcRKf0ZLxk5SBysE10pzoqQoAwNKHmiI+83b9F78gD/2kdPHPvAEAmqMPNSUXUQQAUCL9pikAgM4CTQEAlAk0BQBQJtAUAECZQFMAAGUCTQEAlEnHNeWvkgyaAkCv0g2aUg8MmgJAr9IbmgKDwXrIzNTtkOVrCgwG66Dt2bPHpHrEoCkwWFcbNAUGg5Vp0BQYDFamQVNgMFiZBk2BwWBlGjQFBoOVadAUGAxWpkFTYDBYmdYPmlKv/z+CZ3a3LLTmegAAAABJRU5ErkJggg==)

1. DO NOT mix up the **start** configuration (launches typeorm’s webserver) and the temporary-student-ui.html configuration (launches webstorm’s built in webserver)   
   The lo4serverapi project will make use of 2 different webservers

# Declarative Rendering

Vue.js makes use an html element as a container for its rendering code.

Example: using 3rd party components in a div with id="app"

<!-- This div is rendered by Vuejs - Allows for Vuejs directives and componets -->  
<div class="container-fluid" id="app">  
 <b-jumbotron header="Temporary Student UI" lead="Quick and Dirty">  
 </b-jumbotron>

<!— OPTIONAL: used to DEBUG the data properties/variables by rendering them on the page-->  
 <b-alert variant="secondary" dismissible show>  
 <pre>  
DATA:  
{{$data}}  
 </pre>  
 </b-alert>

</div>

## Vue.js Directives – <https://vuejs.org/v2/api/#Directives>

A directive is some special token in the markup that tells the library to do something to a DOM element.

* directives can bind themselves to a data property on the Vue instance
* directive can also bind to an expression which is evaluated in the context of the instance
* When underlying data property or expression changes the directives automatically update the rendered content

Some directives include:

[v-if](https://vuejs.org/v2/api/#v-if) - Conditionally render the element depending if expression is true or false. The element and its children are destroyed and re-constructed during toggles.

[v-else](https://vuejs.org/v2/api/#v-else) - Does not expect an expression BUT the previous sibling element must have v-if or v-else-if.

<div v-if="Math.random() > 0.5">

Now you see me

</div>

<div v-else>

Now you don't

</div>

[v-else-if](https://vuejs.org/v2/api/#v-else-if)  - The previous sibling element must have v-if or v-else-if. Denotes the “else if block” for v-if and can be chained.

<div v-if="type === 'A'"> A </div>

<div v-else-if="type === 'B'"> B </div>

<div v-else-if="type === 'C'"> C </div>

<div v-else> Not A/B/C </div>

[v-for](https://vuejs.org/v2/api/#v-for) – Loops through and array, object, number, string or Iterable. Renders the element multiple times based on the source data. Best to provide an ordering hint with the key special attribute

<div v-for="item in items" :key="item.id">

{{ item.text }}

</div>

Alternatively, you can also specify an alias for the index (or the key if used on an Object):

<div v-for="(item, index) in items"></div>

<div v-for="(val, key) in object"></div>

<div v-for="(val, name, index) in object"></div>

[v-on (shorthand @)](https://vuejs.org/v2/api/#v-on) – Connects an event handler to the event. When listening to native DOM events, the method receives the native event as the only argument. If using inline statement, the statement has access to the special $event property: v-on:click="handle('ok', $event)".

<button v-on:click="doThis"></button>

<button v-on:click="doThat('hello', $event)"></button>

<!—short hand using @ symbol instead of v-on: -->

<button @click="doThis"></button>

<!-- stop propagation -->

<button @click.stop="doThis"></button>

<!-- prevent default -->

<button @click.prevent="doThis"></button>

<!-- prevent default without expression -->

<form @submit.prevent></form>

<!-- key modifier using keyAlias -->

<input @keyup.enter="onEnter">

[v-bind (shorthand :)](https://vuejs.org/v2/api/#v-bind) - Dynamically bind one or more attributes, or a component prop to an expression. When used without an argument, can be used to bind an object containing attribute name-value pairs.

<!-- bind an attribute -->

<img v-bind:src="imageSrc">

<!-- shorthand -->

<img :src="imageSrc">

<!-- with inline string concatenation -->

<img :src="'/path/to/images/' + fileName">

[v-model](https://vuejs.org/v2/api/#v-model) – Only works with: <input>, <select> and <textarea> tags. Creates a two-way binding on a form input to a data property or other form inputs

<input type="text" v-model="student.firstName" />

<input type="radio" v-model="pick" :value="a">

<input type="checkbox" v-model="agree" true-value="yes" false-value="no" />

<select v-model="province">

<option value="AL">Alberta</option>

</select>

<textarea v-model="message" placeholder="add multiple lines"></textarea>

# Display Student properties in an HTML Table

We are going to use nested v-for directs to loop through the students array and display the values of each student.

\temporary-student-ui.html – add the code in violet

<body>  
  
  
<!-- This div is rendered by Vuejs - Allows for Vuejs directives and componets -->  
<div class="container-fluid" id="app">  
 <b-jumbotron header="Temporary Student UI" lead="Quick and Dirty">  
 </b-jumbotron>

<table class="table table-hover table-striped">

<tr v-for="stu in students" :key="stu.id">  
 <td v-for="field in stu" >{{field}}</td>  
 </tr>  
</table>

<!— OPTIONAL: used to DEBUG the data properties/variables by rendering them on the page-->  
 <b-alert variant="secondary" dismissible show>  
 <pre>  
DATA:  
{{$data}}  
 </pre>  
 </b-alert>

</div>

<!— IMPORT: JS Libraries from the internet-->  
<script src="https://cdn.jsdelivr.net/npm/vue/dist/vue.js"></script>  
<script src="https://cdn.jsdelivr.net/npm/portal-vue/dist/portal-vue.umd.js"></script>  
<script src="https://cdn.jsdelivr.net/npm/bootstrap-vue/dist/bootstrap-vue.js"></script>  
<script>  
var vm = new Vue({  
 el: '#app', // css selector to find the div with id="app"  
 data:{ // essentially the app state - all the data currently used by the app for rendering  
 students:[ // contains all the student objects used to display in a table  
 {id:1, givenName:'Bob', familyName:'Smith', email:'bob@smith.ca'},  
 {id:2, givenName:'Sally', familyName:'Jones', email:'sally@jones.ca'},  
 {id:3, givenName:'Ernesto', familyName:'Basoalto', email:'basoaltoe@saskpolytech.ca'},  
 ],

},  
 methods:{

},  
 computed:{ // this section acts like dynamic data properties/variables  
  
 },  
 mounted(){ // the hook for the part of the lifecycle when the app is started and mounts the app element

}  
 });  
</script>  
</body>  
</html>

Exercise: Launch the webpage in webstorm’s built in webserver? What do you see?

Exercise: What is the port number in the URL? How many digits?

# Make a Request to the API

We were using Postman to make requests to the API, but now we need to tell the web brower to make requests to the API use the built in JavaScript function ***fetch***. We will learn more about ***fetch*** later in the course. For now, know that ***fetch*** returns a Promise (like a contract to return a response later). The resulting response object also returns a Promise when parsing the json from the server response.

Another issue is the we are using an async function with double arrow notation – so we CAN NOT use the key word ***‘this’*** in the function

\temporary-student-ui.html – add the code in violet – CAREFUL where you add the code

var ***app*** = new Vue({  
 el: '#app', // css selector to find the div with id="app"  
 data:{ // essentially the app state - all the data currently used by the app for rendering  
 students:[ // contains all the student objects used to display in a table  
 {id:1, givenName:'Bob', familyName:'Smith', email:'bob@smith.ca'},  
 {id:2, givenName:'Sally', familyName:'Jones', email:'sally@jones.ca'},  
 {id:3, givenName:'Ernesto', familyName:'Basoalto', email:'basoaltoe@saskpolytech.ca'},  
 ],  
 },  
 methods:{  
 apiRequest: async(method='GET', paramPath='/',data={})=>{  
 const url = 'http://localhost:3004/students' + paramPath;  
 const fetchOptions = {  
 credentials: 'include', // allows api to set cookies in the browser  
 referrerPolicy: 'strict-origin-when-cross-origin',  
 headers: { // headers required by lo4serverapi project otherwise 406 error  
 'Accept': 'application/json',  
 'X-Requested-With':'XmlHttpRequest',  
 'Content-Type':'application/json; charset=utf-8'  
 }  
 };  
 // ensure valid/allowed request methods  
 method = method.toUpperCase();  
 fetchOptions.method = ['GET','POST','PUT','DELETE'].includes(method) ? method: 'GET';  
  
 // convert JS object to JSON string – GET request cannot have a body property  
 if(fetchOptions.method != 'GET')fetchOptions.body = ***JSON***.stringify(data);  
  
 const res = await fetch(url,fetchOptions); // this the browser's version of Postman  
 ***console***.log(res);//OPTIONAL: help debug if we have issues  
  
 // if status code of the response in not in the 200s  
 if(!res.ok){  
 const error = new ***Error***(res.statusText + ':' + res.status);  
 error.status = res.status;  
 error.statusText = res.statusText;  
 error.data = await res.json();  
 throw error;  
 }  
  
 return res.json(); // convert response body/data INTO JSON  
 },  
 getStudents() { // uses apiRequest function to get an array of students from lo4serverapi project  
 this.apiRequest('GET')  
 .then(data => {  
 this.students = data; // the data should be a JSON array of student Objects  
 });  
 },  
 },  
 computed:{ // this section acts like dynamic data properties/variables  
  
 },  
 mounted(){ // the hook for the part of the lifecycle when the app is started and mounts the app element  
 this.getStudents();  
 }  
 });

Now because the webstorm’s built-in webserver uses a 5-digit port we need to make a slight change to the index.ts file of the lo4serverapi project

\src\index.ts – add the code in violet

// cors options  
const corsOptions ={  
 origin: /localhost\:\d{4,5}$/i, // localhost any 4 digit port  
 credentials: true, // needed to set and return cookies  
 allowedHeaders: 'Origin,X-Requested-With,Content-Type,Accept,Authorization',  
 methods: 'GET,PUT,POST,DELETE',  
 maxAge: 43200, // 12 hours  
};  
// create express app  
const app = express();  
  
  
createConnection().then(async (connection) => {  
// setup express app here  
 app.use(bodyParser.json()); // enable body parser  
  
 // OPTIONAL: add some lag to mimic internet traffic  
 app.use(async (req: express.Request, res: express.Response, next: express.NextFunction ) => {  
 await new ***Promise***((resolve) => setTimeout(resolve, 1200));  
 next();  
 });

Exercise: Start the lo4serverapi project (caution use the start configuration or ‘npm start’ in the terminal) once the project starts THEN run the temporary-student-ui.html. What do you see when the page loads?

If noting is happening open the developer tools in the browser and go to the console. Vue.js will output errors in the console

# Bootstrap-Vue - <https://bootstrap-vue.org/docs>

One of the best features of Vue.js is the ability to create components (self-contained re-usable Vue Instances often with their own html template and css). We will be creating our own single file components later, but for now we will use a 3rd party library of components.

Bootstrap-vue is a library of vue components that incorporate bootstrap css classes in each component. Using the components free a developer from applying bootstrap class to the elements. Some components have additional features built-in.

To use the components in our webpage simply put the component name in between < >. Like new custom html tags. All boostrap components start with a ‘b-‘ and you can use any of the vue-js directions like a normal html element. The format is

<b-component prop1 :prop2="object.property2" v-model="data.property3" @event4="doThis4" > </b-component>

## Bootstrap-Vue components - <https://bootstrap-vue.org/docs/components>

Some boostrap-vue components include:

[b-alert](https://bootstrap-vue.org/docs/components/alert#comp-ref-b-alert) – creates hidable boostrap alerts

<div>

<b-alert show variant="primary">Primary Alert</b-alert>

<b-alert show variant="secondary">Secondary Alert</b-alert>

<b-alert show variant="success">Success Alert</b-alert>

<b-alert show variant="danger">Danger Alert</b-alert>

<b-alert show variant="warning">Warning Alert</b-alert>

<b-alert show variant="info">Info Alert</b-alert>

<b-alert show variant="light">Light Alert</b-alert>

<b-alert show variant="dark">Dark Alert</b-alert>

</div>

[b-jumbotron](https://bootstrap-vue.org/docs/components/jumbotron) - creates a div with the boostrap jumbotron css class. Includes other properties for the header (add a h1 tag in the div) and lead (adds p tag in the div)

<b-jumbotron header="BootstrapVue" lead="Bootstrap v4 Components for Vue.js 2">

<p>For more information visit website</p>

<b-button variant="primary" href="#">More Info</b-button>

</b-jumbotron>

[b-form-group](https://bootstrap-vue.org/docs/components/form-group#component-reference) – creates a div with boostrap form group css classes. Include add properties like invalid-feeback (add a div with the invalid-feedback css class) and label ( add a label tag in the form group)

[b-form-input](https://bootstrap-vue.org/docs/components/form-input#component-reference) – creates an input tag along with other properties and directive like debounce (adds a delay before updating the underlying v-model) and state (adds the is-invalid or is-valid css class to the form group)

<b-form-group label="Province:" invalid-feedback="Province is not valid">

<b-form-input v-model=="province" :state="hasErrors?false:null"></b-form-input>

</b-form-group>

# Font-Awesome -

There is a trend to use icons or glyphs instead of text to indicate actions a user can perform. The main advantage is that is reduces the real-estate buttons take on the page AND does not require translating to other languages

Font-Awesome a library of css classes that insert icons into elements the have over 1600 free icons to use. <https://fontawesome.com/v5.15/icons?d=gallery&p=2&m=free>

<i class="fas fa-camera"></i> <!-- this icon's 1) style prefix == fas and 2) icon name == camera -->

<i class="fas fa-camera"></i> <!-- using an <i> element to reference the icon -->

<span class="fas fa-camera"></span> <!-- using a <span> element to reference the icon -->

# Add New Student

Lets a simple form interface to the table we made earlier along with a method to POST the new student to the server API

\temporary-student-ui.html – add code in violet to the html table

<table v-else class="table table-hover table-striped">  
 <tr>  
 <th>ID</th>  
 <th>Given Name</th>  
 <th>Family Name</th>  
 <th>Email</th>  
 <th>Phone</th>  
 <th>Address</th>  
 <th>Password</th>  
 <th>Action</th>  
 </tr> <!--HEADER-->  
<!-- CREATE INPUT-->  
 <tr>  
 <td></td>  
 <td>  
 <b-form-group :invalid-feedback="violation.givenName">  
 <b-form-input :state="violation.givenName?false:null" v-model="studentToCreate.givenName"/>  
 </b-form-group>  
 </td>  
 <td>  
 <b-form-group :invalid-feedback="violation.familyName">  
 <b-form-input :state="violation.familyName?false:null" v-model="studentToCreate.familyName" />  
 </b-form-group>  
 </td>  
 <td>  
 <b-form-group :invalid-feedback="violation.email" >  
 <b-form-input :state="violation.email?false:null" v-model="studentToCreate.email" />  
 </b-form-group>  
 </td>  
 <td>  
 <b-form-group :invalid-feedback="violation.phone">  
 <b-form-input :state="violation.phone?false:null" v-model="studentToCreate.phone" />  
 </b-form-group>  
 </td>  
 <td>  
 <b-form-group :invalid-feedback="violation.address" >  
 <b-form-input :state="violation.address?false:null" v-model="studentToCreate.address" />  
 </b-form-group>  
 </td>  
 <td>  
 <b-form-group :invalid-feedback="violation.password" >  
 <b-form-input :state="violation.password?false:null" v-model="studentToCreate.password" />  
 </b-form-group>  
 </td>  
 <td><button class="btn btn-primary far fa-save fa-2x" title="Create" @click="postStudent"/></td> <!--ACTIONS COLUMN-->  
 </tr>  
 <tr v-for="stu in students" :key="stu.id">  
 <td v-for="field in stu" >{{field}}</td>  
 </tr>  
 </table>

\temporary-student-ui.html – add code in violet to the vue instance

var ***app*** = new Vue({  
 el: '#app', // css selector to find the div with id="app"  
 data:{ // essentially the app state - all the data currently used by the app for rendering  
 violation:{}, // contains the student props that have error messages  
 studentToCreate:{}, //js object that stores the student data we are going to POST to the api  
 students:[ // contains all the student objects used to display in a table  
 {id:1, givenName:'Bob', familyName:'Smith', email:'bob@smith.ca'},  
 {id:2, givenName:'Sally', familyName:'Jones', email:'sally@jones.ca'},  
 {id:3, givenName:'Ernesto', familyName:'Basoalto', email:'basoaltoe@saskpolytech.ca'},  
 ],  
 },  
 methods:{  
 apiRequest: async(method='GET', paramPath='/',data={})=>{... collapsed code},   
 getStudents() { ... collapsed code},  
 postStudent() {  
 this.violation = {}; //clear errors from previous attempt  
 this.apiRequest('POST','/',this.studentToCreate)  
 .then(data=>{  
 // add the student to the students array so that the new student will appear in the table  
 this.students.push(data);  
 })  
 .catch(err=>{  
 if(err.status == 422) { // constraint violation object should have been returned by the server  
 // read the violations from the server and act accordingly  
 const temp = {};  
 err.data.forEach(vio=>{  
 ***Object***.assign(temp, {[vio.property] : vio.constraints[***Object***.keys(vio.constraints)[0]]});  
 })  
 this.violation = temp;  
 }  
 });  
 },  
 },  
 computed:{ // this section acts like dynamic data properties/variables  
  
 },  
 mounted(){ // the hook for the part of the lifecycle when the app is started and mounts the app element  
 this.getStudents();  
 }  
 });

# Add Loading Spinner and Search

We should always strive to improve the suer experience of our applications so with that in mind lets make a loading spinner visible while we are waiting for the server to respond to the GET students request. We will also add a search input that that will make use of the search functionality we added as part one of our previous exercises

\temporary-student-ui.html – add code in violet to the html table

<!-- This div is rendered by Vuejs - Allows for Vuejs directives and components -->  
<div class="container-fluid" id="app">  
 <b-jumbotron header="Temporary Student UI" lead="Quick and Dirty">  
 <b-input-group size="lg">  
 <b-form-input type="search" placeholder="Search" debounce="500" v-model="searchString" @update="getStudents"></b-form-input>  
 <b-input-group-append>  
 <b-button variant="info" class="fas fa-search fa-xl" @click="getStudents" ></b-button>  
 </b-input-group-append>  
 </b-input-group>  
 </b-jumbotron>  
  
 <div v-if="isLoading" class="text-center">  
 <b-spinner variant="primary" label="Spinning" style="width: 10rem; height:10rem;" />  
 </div>  
  
 <table v-else class="table table-hover table-striped">

.

.

.

</div>

\temporary-student-ui.html – add code in violet to the vue instance

var ***app*** = new Vue({  
 el: '#app', // css selector to find the div with id="app"  
 data:{ // essentially the app state - all the data currently used by the app for rendering  
 searchString:'', // bound to the search input and sent along with the readStudents method  
 violation:{}, // contains the student props that have error messages  
 studentToCreate:{}, //js object that stores the student data we are going to POST to the api  
 isLoading: false, // boolean to track if we are waiting for api request to return from server  
 students:[ // contains all the student objects used to display in a table  
 {id:1, givenName:'Bob', familyName:'Smith', email:'bob@smith.ca'},  
 {id:2, givenName:'Sally', familyName:'Jones', email:'sally@jones.ca'},  
 {id:3, givenName:'Ernesto', familyName:'Basoalto', email:'basoaltoe@saskpolytech.ca'},  
 ],  
 },  
 methods:{  
 apiRequest: async(method='GET', paramPath='/',data={})=>{. . . collapsed code },  
 getStudents() { // uses apiRequest function to get an array of students from lo4serverapi project  
 this.isLoading = true;  
 const paramPath = this.searchString.length? '/?search='+ this.searchString : '/';  
 this.apiRequest('GET',paramPath)  
 .then(data => {  
 this.students = data; // the data should be a JSON array of student Objects  
 })  
 .finally( ()=>{ this.isLoading = false; } );  
 },  
 postStudent() { . . . collapsed code },  
 },  
 computed:{ // this section acts like dynamic data properties/variables  
  
 },  
 mounted(){ // the hook for the part of the lifecycle when the app is started and mounts the app element  
 this.getStudents();  
 }  
 });

Exercise: Enter text in the search input. Notice how the searchString data property updates a half second AFTER you stop typing? This is the debounce feature.

Notice that event hook @update – this custom event created as part the b-form-input component. It is not a native JavaScript event   
Learn More: <https://bootstrap-vue.org/docs/components/form-input#comp-ref-b-form-input-events>

# Delete Student - Exercise

Lets a simple a button to each of the students and use an event handler to send a DELETE request to the server api. This time we send a parameter in the method call

\temporary-student-ui.html – add code in violet to the html table

<table v-else class="table table-hover table-striped">  
 <tr>  
 <th>ID</th>  
 <th>Given Name</th>  
 <th>Family Name</th>  
 <th>Email</th>  
 <th>Phone</th>  
 <th>Address</th>  
 <th>Password</th>  
 <th>Action</th>  
 </tr> <!--HEADER-->  
<!-- CREATE INPUT-->  
 <tr . . . collapsed code >

<tr v-for="stu in students" :key="stu.id">  
 <td v-for="field in stu" >{{field}}</td>

<td></td> <!--EMPTY PASSWORD-->  
 <td><button class="btn btn-danger far fa-trash-alt fa-2x" title="Delete" @click="deleteStudent(stu.id)"/></td>  
 </tr>  
 </table>

\temporary-student-ui.html – add code in violet to the vue instance

var ***app*** = new Vue({  
 el: '#app', // css selector to find the div with id="app"  
 data:{ // essentially the app state - all the data currently used by the app for rendering  
 violation:{}, // contains the student props that have error messages  
 studentToCreate:{}, //js object that stores the student data we are going to POST to the api  
 students:[ // contains all the student objects used to display in a table  
 {id:1, givenName:'Bob', familyName:'Smith', email:'bob@smith.ca'},  
 {id:2, givenName:'Sally', familyName:'Jones', email:'sally@jones.ca'},  
 {id:3, givenName:'Ernesto', familyName:'Basoalto', email:'basoaltoe@saskpolytech.ca'},  
 ],  
 },  
 methods:{  
 apiRequest: async(method='GET', paramPath='/',data={})=>{... collapsed code},   
 getStudents() { ... collapsed code},  
 postStudent() { ... collapsed code},

deleteStudent(id){  
 //EXERCISE: Make a delete request using apiRequest  
 // THEN Reload the list students to get the latest changes  
 alert(id); // remove this code on done coding the rest of delete  
 }  
 },

},  
 computed:{ // this section acts like dynamic data properties/variables  
  
 },  
 mounted(){ // the hook for the part of the lifecycle when the app is started and mounts the app element  
 this.getStudents();  
 }  
 });