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# Cel i założenia projektu

Projekt zakładał porównanie kodów nadmiarowych FEC (Forward Error Correction). Całość projektu została zrealizowana w języku c++, na systemie operacyjnym Linux Ubuntu, z pomocą biblioteki ezpwd. Biblioteka korzysta z wbudowanego w system operacyjny narzędzia generującego kod nadmiarowy BCH, oraz wprowadza swoją własną implementację kodu RS.

System, w którym przeprowadzano doświadczenia można przedstawić na rysunku:  
![](data:image/png;base64,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)

## Dane nadawane

Dane nadawane generowane są przez system. Wielkość segmentu danych jest ustalona jako największa możliwa ilość bitów dla danych parametrów kodu BCH. Dla przejrzystości wyników kod RS został przygotowany w taki sposób, aby ilość bitów nadmiarowych zgadzała się z tą w kodzie BCH. Ilość wygenerowanych danych jest wprowadzana podczas wykonywania programu.

## Koder/dekoder

Kodowanie i dekodowanie w systemie zostało zrealizowane za pomocą 3 kodów nadmiarowych:

- BCH  
- RS  
- Potrojeniowy

Kod potrojeniowy jest prostym kodem korygowania błędów. Polega na powieleniu każdego bitu danych nadawanych tak, aby każdemu bitowi przed zakodowaniem odpowiadały 3 bity po zakodowaniu. Korekcja polega na wybraniu na podstawie 3 bitów danych zakodowanych, takiej wartości bitu kodu, którego jest więcej. Przykładowo dla danych 101 zostanie wybrany bit 1. Z założenia jest to kod wymagający naprawdę dużej ilości bitów nadmiarowych. Dla n bitów danych zostanie wygenerowane 3n bitów zakodowanych.

Kod BCH wymaga znacznie mniej danych nadmiarowych (w zależności od doboru stopnia wielomianu generującego kod). Jednak implementacja kodu wymaga znacznie większej wiedzy. Należy również pamiętać o dobieraniu odpowiednich parametrów kodu BCH. Kod BCH można przedstawić za pomocą 3 parametrów: n-długość wektora kodowego, k-długość komunikatu, oraz t-zdolności korekcji błędów.

Kod RS jest podklasą kodów BCH niebinarnych nad ciałem GF(q). Są one znacznie lepsze w korygowaniu błędów grupowych. Kod ten może zostać przedstawiony za pomocą dwóch parametrów: n-długość wektora kodowego, oraz k-długość komunikatu.

## Kanał transmisyjny

Przesyłanie kanałem transmisyjnym zostało zasymulowane na podstawie dwóch modeli kanałów transmisyjnych:

-model BSC  
- model Gilberta

Model BSC zakłada, że podczas przesyłania danych, za możliwość wystąpienia błędu odpowiada tylko jeden parametr – prawdopodobieństwo wystąpienia tego błędu. Przykładowo dla transmisji głosu w systemach GSM wymagane jest uwzględnienie błędów o prawdopodobieństwie P= 10-3.

Model Gilberta zakłada istnienie dwóch stanów: stanu, w którym odebrane dane są identyczne do tych nadanych, oraz stanu, w którym dane są wartościami błędnymi. Za przejścia między tymi danymi odpowiadają dwa parametry – prawdopodobieństwo przejścia modelu w stan zły i prawdopodobieństwo przejścia systemu w stan dobry. Model ten wykorzystywany jest przykładowo podczas projektowania systemu łączności satelitarnej, oraz łączności internetowej na duże odległości.

## Dane odebrane

Dane odebrane są porównywane do tych sprzed wysłania, a następnie jest wyliczana elementowa stopa błędów BER. Wynikiem są również nadmiarowości poszczególnych błędów.

# Opis wykonanego narzędzia

## Opis narzędzi udostępnianych przez bibliotekę

Projekt został wykonany na podstawie biblioteki ezpwd, która wykorzystuje wbudowany system korekcji błędów linuxa. Wykorzystane zostały dwa elementy tej biblioteki: kodowanie i dekodowanie w kodzie BCH, oraz kodowanie i dekodowanie w kodzie RS.

### BCH

Pierwszym etapem jest stworzenie obiektu klasy BCH z odpowiednimi parametrami: ezpwd::BCH<n,k,t> bch\_codec;  
gdzie odpowiednio n oznacza długość wektora kodowego, k oznacza długość komunikatu, oraz t oznacza zdolność korekcyjną kodu.

Następnie udostępniane są dwie najważniejsze metody odnośnie tej klasy:  
bch\_codec.encode( codeword ) – kodowanie sygnału  
bch\_codec.decode( codeword ) – dekodowanie sygnału wraz z korekcją błędów.

### RS

Tworzenie obiektu kodera RS wygląda w podobny sposób. Należy najpierw stworzyć klasę kodera:  
ezpwd::RS<n,k> rs;  
gdzie n oznacza ilość symboli, a k oznacza długość komunikatu

Następnie udostępniane są dwie najważniejsze metody tej klasy:  
rs.encode( data ) - kodowanie sygnału  
rs.decode(data) – dekodowanie sygnału oraz korekcja błędu.

## Implementacja kodu potrojeniowego

Koder oraz dekoder kodu potrojeniowego został zaimplementowany przez nas. Odpowiada za nią klasa tripling w plikach tripling.h oraz tripling.cpp. Implementacja opiera się na prostym schemacie. Koder przesuwa każdy bit danych do zakodowania o 2 pozycje, a następnie uzupełnia miejsce kopią wartości bitu przesuniętego. Dekodowanie opiera się na pobraniu trzech kolejnych bitów, wybraniu odpowiedniej wartości na podstawie tego, której wartości było więcej w kodzie i uzupełnianie kolejnych pozycji danych zdekodowanych tą wartością. Klasa udostępnia dwie ważne metody:  
encode(data) – zakodowanie wartości  
decode(data) – zdekodowanie wartości

## Implementacja modelów kanałów transmisyjnych

Kanały transmisyjne również zostały zaimplementowane przez nas. W projekcie zostały zawarte dwa modele kanałów transmisyjnych: model BSC, oraz model Gilberta.

### Model BSC

Przesyłanie danych kanałem BSC symuluje klasa Bsc, zawarta w plikach Bsc.h, oraz Bsc.cpp. Udostępnia ona metodę  
noise(data, prop)

Na podstawie prop – prawdopodobieństwa zmiany stanu bitu w promilach, dla kolejnych bitów data sprawdzana jest wartość losowania i jeżeli wylosowano wartość mniejszą niż prawdopodobieństwo, stan bitu jest negowany.

### Model Gilberta

Kanał Gilberta symulowany jest dzięki klasie Gilbert, zawartej w plikach Gilbert.h, oraz Gilbert.cpp. Klasa udostępnia metodę  
noideG(data, prop1, prop2)

Na podstawie prop1 – prawdopodobieństwo przejścia systemu w stan zły i prop 2 – prawdopodobieństwo tego, że system pozostanie w złym stanie, dla kolejnych bitów losowana jest informacja, czy system zmienia stan. Jeżeli stan jest tym złym, kolejne bity są negowane, jeżeli dobrym, wartość bitów pozostaje niezmienna.

## Parametry modeli kanałów i koderów

### Parametry koderów

Z racji implementacji biblioteki, wartości parametrów koderów muszą być definiowane przed kompilacją programu, dlatego możliwość ich doboru zawarta jest w pliku menu.h, który wraz z plikem menu.cpp odpowiada za złożenie działania programu w całość. Możliwe jest ustawienie 3 parametrów  
CODE\_N – długość słowa kodowego  
CODE\_K – długość bloku danych do zakodowania  
CODE\_T – zdolność korekcyjna kodu BCH

### Parametry modeli kanałów

Możliwość ustawienia parametrów kanałów transmisyjnych możliwa jest do dobrania z pozycji uruchomionego programu.

## Dane nadawane

Dane nadawane są przechowywane w strukturze klasy vector, której elementami są 8 bitowe elementy. Odpowiada to symulacji wysyłania znaków w systemie. Dla każdego kolejnego testu danymi są inne wartości, losowane za pomocą funkcji rand().

## Kompilacja i Uruchomienie programu

Aby skompilować program należy użyć polecenia make main. Po użyciu komendy, środowisko kompiluje pliki main.cpp, wszystkie pliki zawarte w folderze src, oraz nagłówki koderów RS i BCH z biblioteki ezpwd do pliku main.

Aby uruchomić program należy wydać polecenie ./main w środowisku linux.

### Opisz uruchomionego programu

Podczas uruchomienia programu przedstawiane są najpierw parametry koderów ustawione w pliku main.h.  
Kolejnym etapem programu jest wprowadzenie wartości parametrów modeli kanałów transmisyjnych w promilach kolejno dla kanału w modelu BSC, oraz kanału w modelu Gilberta. Dla modelu Gilberta należy podać dwa parametry, promil szansy przejścia do stanu złego i promil szansy pozostania w stanie złym kanału.  
Następnym etapem jest podanie wartości ilości testów. Odpowiada ona za ilość kolejnych testów dla wszystkich modeli kanałów i wszystkich koderów.  
Ostatnim etapem jest przedstawienie średniej wartości BER dla wszystkich kanałów i wszystkich koderów po zdekodowaniu sygnału, obliczonej z wszystkich wykonanych testów, oraz przedstawienie nadmiarowości w bajta wszystkich danych.

# Organizacja eksperymentu

Eksperyment polegał na kolejnym nadawaniu różnych parametrów koderów symulatora, oraz ustawianiu kolejnych parametrów modeli kanałów transmisyjnych. Parametry koderów symulatora można przedstawić za pomocą tabeli:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | Eksp. 1-4 | Eksp. 5-8 | Eksp. 9-12 | Eksp. 13-16 | Eksp. 17-20 | Eksp. 21-24 |
| Parametr n | 255 | 255 | 255 | 255 | 255 | 255 |
| Parametr k | 239 | 231 | 187 | 179 | 108 | 79 |
| Parametr t | 2 | 3 | 9 | 10 | 22 | 29 |

Dane modeli kanałów transmisyjnych można przedstawić za pomocą tabeli:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | Eksp. 1,5,9,13,17,21 | Eksp. 2,6,10,14,18,22 | Eksp. 3,7,11,15,19,23 | Eksp. 4,8,12,16,20,24 |
| Kanał BSC | 1 ‰ | 3 ‰ | 5 ‰ | 15 ‰ |
| Kanał Gilberta dobra seria | 1 ‰ | 3 ‰ | 5 ‰ | 15 ‰ |
| Kanał Gilberta  zła seria | 2 ‰ | 5 ‰ | 10 ‰ | 20 ‰ |

Długość danych była ustalana na podstawie maksymalnej długości segmentów danych dla koderów bch i rs.

Wartości danych przed zakodowaniem były losowane za pomocą funkcji rand(), a wynikiem symulatora były kolejne wartości BER dla podanych w tabelach danych eksperymentu, obliczane na podstawie zestawienia danych przed nadaniem, oraz danych po zdekodowaniu. Każdy eksperyment był przeprowadzany przez symulator 1000 razy, a wartości BER wynikowe były średnią wartością BER każdego eksperymentu.

Dodatkowo system wyliczał i wyświetlał nadmiarowość w bajtach dla każdego z koderów. Nadmiarowości koderów BCH, oraz RS były zawsze tej samej wartości dla przejrzystości wyników. Nadmiarowość kodu potrojeniowego była 2 razy większa, niż długość słowa nadawanego.

# Wyniki

## Tabela wyników kanału modelu BSC

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Eksperyment | 1 | 2 | 3 | 4 | Nadmiarowość |
| Ber RS: | 0,000259 | 0,001534 | 0,003862 | 0,015681 | 2 |
| Ber BCH: | 0,000013 | 0,000668 | 0,002095 | 0,016224 | 2 |
| Ber Triple: | 0,000000 | 0,000013 | 0,000108 | 0,000655 | 58 |
| Eksperyment | 5 | 6 | 7 | 8 | Nadmiarowość |
| Ber RS: | 0,000188 | 0,001679 | 0,004138 | 0,015714 | 3 |
| Ber BCH: | 0,000018 | 0,000138 | 0,000540 | 0,011817 | 3 |
| Ber Triple: | 0,000004 | 0,000045 | 0,000054 | 0,000536 | 56 |
| Eksperyment | 9 | 10 | 11 | 12 | Nadmiarowość |
| Ber RS: | 0,000000 | 0,000011 | 0,000196 | 0,006647 | 9 |
| Ber BCH: | 0,000000 | 0,000000 | 0,000000 | 0,000179 | 9 |
| Ber Triple: | 0,000000 | 0,000033 | 0,000103 | 0,000707 | 46 |
| Eksperyment | 13 | 14 | 15 | 16 | Nadmiarowość |
| Ber RS: | 0,000000 | 0,000000 | 0,000080 | 0,003750 | 10 |
| Ber BCH: | 0,000000 | 0,000000 | 0,000000 | 0,000045 | 10 |
| Ber Triple: | 0,000006 | 0,000028 | 0,000108 | 0,000676 | 44 |
| Eksperyment | 17 | 18 | 19 | 20 | Nadmiarowość |
| Ber RS: | 0,000000 | 0,000000 | 0,000000 | 0,000000 | 22 |
| Ber BCH: | 0,000000 | 0,000000 | 0,000000 | 0,000000 | 22 |
| Ber Triple: | 0,000000 | 0,000038 | 0,000115 | 0,000856 | 26 |
| Eksperyment | 21 | 22 | 23 | 24 | Nadmiarowość |
| Ber RS: | 0,000000 | 0,000000 | 0,000000 | 0,000000 | 27 |
| Ber BCH: | 0,000000 | 0,000000 | 0,000000 | 0,000000 | 27 |
| Ber Triple: | 0,000000 | 0,000000 | 0,000111 | 0,000625 | 18 |

## Tabela wyników kanału modelu Gilberta

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Eksperyment | 1 | 2 | 3 | 4 | Nadmiarowość |
| Ber RS: | 0,000241 | 0,001746 | 0,004129 | 0,016483 | 2 |
| Ber BCH: | 0,000009 | 0,000638 | 0,002168 | 0,016103 | 2 |
| Ber Triple: | 0,000009 | 0,000022 | 0,000116 | 0,000763 | 58 |
| Eksperyment | 5 | 6 | 7 | 8 | Nadmiarowość |
| Ber RS: | 0,000241 | 0,001982 | 0,004174 | 0,016580 | 3 |
| Ber BCH: | 0,000000 | 0,000129 | 0,000777 | 0,011335 | 3 |
| Ber Triple: | 0,000000 | 0,000031 | 0,000112 | 0,000804 | 56 |
| Eksperyment | 9 | 10 | 11 | 12 | Nadmiarowość |
| Ber RS: | 0,000000 | 0,000000 | 0,000163 | 0,007022 | 9 |
| Ber BCH: | 0,000000 | 0,000000 | 0,000000 | 0,000114 | 9 |
| Ber Triple: | 0,000000 | 0,000038 | 0,000163 | 0,000755 | 46 |
| Eksperyment | 13 | 14 | 15 | 16 | Nadmiarowość |
| Ber RS: | 0,000000 | 0,000000 | 0,000045 | 0,004097 | 10 |
| Ber BCH: | 0,000000 | 0,000000 | 0,000000 | 0,000091 | 10 |
| Ber Triple: | 0,000006 | 0,000023 | 0,000148 | 0,000830 | 44 |
| Eksperyment | 17 | 18 | 19 | 20 | Nadmiarowość |
| Ber RS: | 0,000000 | 0,000000 | 0,000000 | 0,000058 | 22 |
| Ber BCH: | 0,000000 | 0,000000 | 0,000000 | 0,000000 | 22 |
| Ber Triple: | 0,000000 | 0,000048 | 0,000087 | 0,000731 | 26 |
| Eksperyment | 21 | 22 | 23 | 24 | Nadmiarowość |
| Ber RS: | 0,000000 | 0,000000 | 0,000000 | 0,000000 | 27 |
| Ber BCH: | 0,000000 | 0,000000 | 0,000000 | 0,000000 | 27 |
| Ber Triple: | 0,000000 | 0,000000 | 0,000069 | 0,000667 | 18 |

# Analiza wyników

## Wykres 1 N=255 K=239 T=2 model BSC

## Wykres 2 N=255 K=239 T=2 model Gilberta

## Wykres 3 N=255 K=231 T=3 model BSC

## Wykres 4 Wykres 3 N=255 K=231 T=3 model Gilberta

## Wykres 5 N=255 K=187 T=9 model BSC

## Wykres 6 N=255 K=187 T=9 model Gilberta

## Wykres 7 N=255 K=179 T=10 model BSC

## Wykres 8 N=255 K=179 T=10 model Gilberta

## Wykres 9 N=255 K=107 T=22 model BSC

## Wykres 10 N=255 K=107 T=22 model Gilberta

## Wykres 11 N=255 K=79 T=27 model BSC

## Wykres 12 N=255 K=79 T=27 model Gilberta

## Wykres 13 Porównanie nadmiarowości i BER dla RS

## Wykres 14 Porównanie nadmiarowości i BER dla BCH

## Wykres 15 Porównanie nadmiarowości i BER dla Tripling

Wartości na osi x maleją, ponieważ maleje długość słowa wysyłanego.

# Wnioski

Według wykresów od 1 do 8 widać, że kod potrojeniowy ma znacznie lepszą korekcje błędów od pozostałych koderów. Jednak gdy spojrzymy na wykresy 13-15 widać, że wynika to jedynie z tego, że kod potrojeniowy ma znacznie więcej bitów nadmiarowych. Na wykresach 13 i 14 widać, że BER znacznie maleje, jeżeli nadmiarowość rośnie. Już przy nadmiarowości 9 dla przedstawionych kodów wartość BER jest bliska 0, jednak dla kodu potrojeniowego wartość ta prawie nigdy nie jest równa 0.

Wynika to z tego, że dla kodów RS i BCH korekcja nie wymaga pewności, że dwa bity obok siebie nie zostały zmienione. Oznacza to, że kod potrojeniowy nie sprawdzi się szczególnie w sytuacjach, gdy błędy seryjne są częstsze (model kanału Gilberta).

Na wykresach widać również, że wartość BER dla kodów RS szczególnie rośnie przy większej ilości błędów losowych. Może wynikać to z tego, że koder nie jest w stanie już nic zdekodować, gdy przekroczymy pewną wartości ilości błędów, lub bity parzystości zostaną za bardzo zniekształcone.

Co nasuwa się już z samego założenia, na wykresach widać, że zwiększając ilość bitów parzystości, zmniejsza nam się BER sygnału odebranego. Jednak podczas projektowania systemu należy pamiętać o koszcie nadmiarowości kodu. Najlepiej założyć na początku wymaganie co do systemu, przy jakim modelu kanału transmisyjnego, jakie jest prawdopodobieństwo zakłamania kodu. Im większy nadmiar, tym mniej danych można wysłać w jednym segmencie, co zmniejsza przepustowość kanału dla danych typu goodput (danych użytecznych).

Dla kodu potrojeniowego nie ma możliwości dobierania takich parametrów, co sprawia, że jest on mocno nieprzydatny. Jednak podczas projektowania systemu z użyciem kodera BCH należy pamiętać o odpowiednim doborze parametrów wielomianu generującego i słowa kodowego.