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This my attempt at an R Markdown script. I hope this will make the data more reproducible.

Below is a list of all the packages I used:

library(haven)  
library(gmodels)  
library(rcompanion)

## Registered S3 method overwritten by 'DescTools':  
## method from   
## reorder.factor gdata

library(chisq.posthoc.test)  
library(stargazer)

##   
## Please cite as:

## Hlavac, Marek (2022). stargazer: Well-Formatted Regression and Summary Statistics Tables.

## R package version 5.2.3. https://CRAN.R-project.org/package=stargazer

library(ggplot2)  
library(tidyverse)

## -- Attaching core tidyverse packages ------------------------ tidyverse 2.0.0 --  
## v dplyr 1.1.2 v readr 2.1.4  
## v forcats 1.0.0 v stringr 1.5.1  
## v lubridate 1.9.2 v tibble 3.2.1  
## v purrr 1.0.1 v tidyr 1.3.0

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()  
## i Use the ]8;;http://conflicted.r-lib.org/conflicted package]8;; to force all conflicts to become errors

library(xtable)  
library(AICcmodavg)  
library(rmarkdown)  
library(tinytex)  
library(reshape2)

##   
## Attaching package: 'reshape2'  
##   
## The following object is masked from 'package:tidyr':  
##   
## smiths

As all of our data comes from the longitudinal C19PRC\_Uk survey our first step is to merge all of the waves together. The first step is to read in all the different .sav files containing all of the data from the different waves. We did this using “read\_sav” from the package Haven as R cannot naturally read in .sav files. The second step was to extract only the variables that are necessary as the data set would be too large if we merged everything. The two variables from each subsequent data set that We selected was “PID” and the “Wave type”. This is because the “PID” variable allows us to merge the data based on individuals as each respondent has a unique “PID”. In addition we needed the “Wave type” variable from each wave in order to identify who was a recontact and who was a respondent. Finally we merged the data by the “PID” variable in order to get all of our Data into one data set.

### Step 1: Reading in all databases:  
  
df<-read\_sav("C19PRC\_UKW1W2\_archive\_final.sav")  
df1<-read\_sav("C19PRC\_UK\_W3\_archive\_final.sav")  
df2<-read\_sav("C19PRC\_UK\_W4\_archive\_final.sav")  
df3<-read\_sav("C19PRC\_UKW5\_archive\_final.sav")  
df4<-read\_sav("C19PRC\_UK\_W6\_archive\_final.sav")  
  
### Step 2: Making the databases contain only variables needed:  
  
ldf1<-as.data.frame(cbind(df1$pid,df1$W3\_Type))  
colnames(ldf1)<-c("pid","W3\_Type")  
  
ldf2<-as.data.frame(cbind(df2$pid,df2$W4\_Type))  
colnames(ldf2)<-c("pid","W4\_Type")  
  
ldf3<-as.data.frame(cbind(df3$pid,df3$W5\_Type))  
colnames(ldf3)<-c("pid","W5\_Type")  
  
ldf4<-as.data.frame(cbind(df4$pid,df4$W6\_Type))  
colnames(ldf4)<-c("pid","W6\_Type")  
  
  
### Step 3: Merging data sets:  
  
mdf1<-merge.data.frame(df,ldf1, by ="pid", all = T)  
mdf2<-merge.data.frame(mdf1,ldf2, by ="pid", all = T)  
mdf3<-merge.data.frame(mdf2,ldf3, by ="pid", all = T)  
mdf4<-merge.data.frame(mdf3,ldf4, by ="pid", all = T)

The next step now that we have merged all of our data together is insert values for the missing data. As both the “Present” and “Wave Type” variable are unique to each wave to creates a lot NA’s when we merge them together. Therefore, we replaced all the NA’s with -99 values. This allows for them to be represented in our analysis.

mdf4$W1\_Present[is.na(mdf4$W1\_Present)]<--99  
mdf4$W2\_Present[is.na(mdf4$W2\_Present)]<--99  
mdf4$W3\_Type[is.na(mdf4$W3\_Type)]<--99  
mdf4$W4\_Type[is.na(mdf4$W4\_Type)]<--99  
mdf4$W5\_Type[is.na(mdf4$W5\_Type)]<--99  
mdf4$W6\_Type[is.na(mdf4$W6\_Type)]<--99

Now we have edited our data we need to tidy and clean it. First lets create a new variable that separates the PHQ-9 variable into the different depression severity levels. This will go on to form our dependent variable.

### creating Depression severity variable  
  
mdf4$W1\_Dep\_Severity <- NA  
mdf4$W1\_Dep\_Severity[mdf4$W1\_Depression\_Total >= 0 &mdf4$W1\_Depression\_Total <= 4 ] <- "None minimal"  
mdf4$W1\_Dep\_Severity[mdf4$W1\_Depression\_Total >= 5 & mdf4$W1\_Depression\_Total <= 9 ] <- "Mild"  
mdf4$W1\_Dep\_Severity[mdf4$W1\_Depression\_Total >= 10 & mdf4$W1\_Depression\_Total <= 14] <- "Moderate"  
mdf4$W1\_Dep\_Severity[mdf4$W1\_Depression\_Total >= 15 & mdf4$W1\_Depression\_Total <= 19] <- "Moderately Severe"  
mdf4$W1\_Dep\_Severity[mdf4$W1\_Depression\_Total >= 20 & mdf4$W1\_Depression\_Total <= 27] <- "Severe"

Next lets create some variables to identify how many people attended each wave consecutively. In order to do this we used the wave type and present variable for each wave. For the first two waves there were no top-up respondents and therefore we can use the W1\_present and W2\_present variables in order to calculate the number of people who were present in wave 1 and then attend wave 2. For subsequent waves it gets more complex as top ups are introduced. Therefore from wave 3 onwards we use each individual wave type variable to identify if they are a recontact or a top up respondent. For all waves (except wave 3) if the Wave type variable is = 1 then it means that they were a recontact (for wave 3 if they were a recontact wave3 type = 0).

### Re-coding variable: answering waves one after another in order:  
mdf4$presentwave1<- ifelse(mdf4$W1\_Present == 1,1,0)  
mdf4$presentwave1\_2 <- ifelse(mdf4$W1\_Present == 1 & mdf4$W2\_Present == 1,1,0)  
mdf4$presentwave1\_2\_3 <-ifelse(mdf4$W1\_Present == 1 & mdf4$W2\_Present == 1 & mdf4$W3\_Type == 0,1,0)  
mdf4$presentwave1\_2\_3\_4<-ifelse(mdf4$W1\_Present == 1 & mdf4$W2\_Present == 1 & mdf4$W3\_Type == 0 & mdf4$W4\_Type == 1,1,0)  
mdf4$presentwave1\_2\_3\_4\_5<-ifelse(mdf4$W1\_Present == 1 & mdf4$W2\_Present == 1 & mdf4$W3\_Type == 0 & mdf4$W4\_Type == 1 & mdf4$W5\_Type == 1,1,0)  
mdf4$presentwave1\_2\_3\_4\_5\_6<-ifelse(mdf4$W1\_Present == 1 & mdf4$W2\_Present == 1 & mdf4$W3\_Type == 0 & mdf4$W4\_Type   
 == 1 & mdf4$W5\_Type == 1 & mdf4$W6\_Type == 1,1,0)

Now we have created these new variables we can now create tables out them. The sum of each table is equal to the total number of contacts across all six waves (both Top-Ups and Recontacts) which is 5364. The results under 0 in each table equal to the total number of Top-Ups and those who drop out at each stage of the survey process. The results under 1 in each table is the total number of people who completed each wave up until and including the last one listed. Therefore, if we were to subtract the total number of Top-Up contacts (3339) from the 0 value in each table we would be left with the number of drop outs between each wave - and this is what we find.

### Printing each variable in a table  
table(mdf4$presentwave1)

##   
## 0 1   
## 3339 2025

table(mdf4$presentwave1\_2)

##   
## 0 1   
## 3958 1406

table(mdf4$presentwave1\_2\_3)

##   
## 0 1   
## 4414 950

table(mdf4$presentwave1\_2\_3\_4)

##   
## 0 1   
## 4593 771

table(mdf4$presentwave1\_2\_3\_4\_5)

##   
## 0 1   
## 4687 677

table(mdf4$presentwave1\_2\_3\_4\_5\_6)

##   
## 0 1   
## 4782 582

Now we can input the values generated from this filtering into its own matrix. We did this by running each variable and inputting each of the successful test cases (ie. output = 1) into a matrix. This matrix was then converted into a data frame. This data frame represents the number of people who attended each wave without missing one.

Waves\_attended\_consecutively <- matrix(c(2025,1406, 950, 771, 677, 582), ncol=1, byrow=TRUE)  
rownames(Waves\_attended\_consecutively) <- c('Wave 1','Wave 2','Wave 3','Wave 4','Wave 5','Wave 6')  
colnames(Waves\_attended\_consecutively) <- c('Present')  
Waves\_attended\_consecutivelydf<-as.data.frame(Waves\_attended\_consecutively)  
Waves\_attended\_consecutivelydf$Waves <- rownames(Waves\_attended\_consecutivelydf)

Now that we have made collated and cleaned our data we can now create some initial descriptive statistics. Lets first explore the distribution of depression amount wave 1 respondents. Below we have two graphs, both use the PHQ-9 variable. The first is a scale 1-27 the second is the distribution split into the different severity levels.

# Graph 1: Depression PHQ-9 scale  
  
hist(df$W1\_Depression\_Total,  
 breaks = 30,  
 xlim = c(0,30),  
 ylim = c(0,800),  
 xlab = "PHQ-9 Total Test Score",  
 main = "Histogram of PHQ-9 Total Test Score")

![](data:image/png;base64,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)

#Graph 2: Depression severity   
  
table(mdf4$W1\_Dep\_Severity)

##   
## Mild Moderate Moderately Severe None minimal   
## 378 227 154 1199   
## Severe   
## 67

data <- c(378, 227, 154, 1199, 67)  
categories <- c("Mild", "Moderate", "Moderately Severe", "None minimal", "Severe")  
  
# Create a data frame  
BP1 <- data.frame(Category = categories, Count = data)  
  
# Sort the data frame by Count in descending order  
BP1 <- BP1[order(-BP1$Count), ]  
  
# Create the bar plot  
barplot(BP1$Count, names.arg = BP1$Category, main = "Bar Plot with Descending Bars",  
 xlab = "Level of severity", ylab = "Frequency")
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Graph 3 below shows the attrition rate of between waves. Reminder that this represents those who did not complete the waves in order

### Graph 3: Attrition between waves:  
  
ggplot(Waves\_attended\_consecutivelydf, aes(x = Waves, y = Present, group = 1)) +  
 geom\_line(color = "blue") +  
 geom\_point(color = "blue", size = 3) +  
 labs(title = "Frequency by Waves", x = "Waves", y = "Present") +  
 theme\_minimal() +  
 ylim(c(0,2100))
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Our next step now that we have conducted some initial descriptive statistics is to compare the attrition rate between the different levels of depression severity. In order to do that we need to calculate the figures. We did this by creating tables showing the respondents who were were present at each wave (and present at all subsequent waves) and their wave 1 depression severity level. For each of the tables below values under the “0” Row represent all those who had dropped out/missed a survey. All values under the “1” row represent all respondents who have completed every survey up to and including the last number listed in the variable. This allows us to see all those who completed all surveys and their given depression severity. Finally the tables also have total columns so that we ensure that “0” and “1” rows add up to the total number contacts at wave one (2025) as this is the baseline from which we are measuring attrition.

### Depression and wave attrition tables  
addmargins(table(mdf4$presentwave1, mdf4$W1\_Dep\_Severity),2)

##   
## Mild Moderate Moderately Severe None minimal Severe Sum  
## 0 0 0 0 0 0 0  
## 1 378 227 154 1199 67 2025

addmargins(table(mdf4$presentwave1\_2, mdf4$W1\_Dep\_Severity),2)

##   
## Mild Moderate Moderately Severe None minimal Severe Sum  
## 0 135 89 59 303 33 619  
## 1 243 138 95 896 34 1406

addmargins(table(mdf4$presentwave1\_2\_3, mdf4$W1\_Dep\_Severity),2)

##   
## Mild Moderate Moderately Severe None minimal Severe Sum  
## 0 215 149 95 562 54 1075  
## 1 163 78 59 637 13 950

addmargins(table(mdf4$presentwave1\_2\_3\_4, mdf4$W1\_Dep\_Severity),2)

##   
## Mild Moderate Moderately Severe None minimal Severe Sum  
## 0 254 172 107 663 58 1254  
## 1 124 55 47 536 9 771

addmargins(table(mdf4$presentwave1\_2\_3\_4\_5,mdf4$W1\_Dep\_Severity),2)

##   
## Mild Moderate Moderately Severe None minimal Severe Sum  
## 0 271 176 117 725 59 1348  
## 1 107 51 37 474 8 677

addmargins(table(mdf4$presentwave1\_2\_3\_4\_5\_6,mdf4$W1\_Dep\_Severity),2)

##   
## Mild Moderate Moderately Severe None minimal Severe Sum  
## 0 287 186 126 785 59 1443  
## 1 91 41 28 414 8 582

As we have calculated all those present at each wave and their depression severity level we can put this information into a data frame so that we can plot it. The figures for each row (as discussed above) are just the figures in the “1” Row i.e have completed every survey up to and including the last number listed in the variable.

### Creating the data frame from the table  
  
wave\_data <- data.frame(  
 Severity = c("None minimal (0-4)", "Mild (5-9)", "Moderate (10-14)", "Moderately Severe (15-19)", "Severe (20-27)"),  
 Wave\_1 = c(1199, 378, 227, 154, 67),  
 Wave\_2 = c(896 , 243, 138, 95, 34),  
 Wave\_3 = c(637, 163, 78, 59, 13),  
 Wave\_4 = c(536, 124, 55, 47, 9),  
 Wave\_5 = c(474, 107, 51, 37, 8),  
 Wave\_6 = c(414, 91, 41, 28, 8))

With the Data frame created above we can now plot this information. In order to do this we used the ggplot2 and the tidyr package. Our First step was to us the pivot\_longer() command which takes our original wide-format data frame wave\_data and converts it into a long-format data frame called wave\_data\_long, where the wave numbers are stacked in a single column named Wave\_Number, and the corresponding frequencies are stacked in another column named Frequency. This transformation allows us to then plot this new data frame.

### Converting into a long-format data frame:  
  
wave\_data\_long <- pivot\_longer(wave\_data, cols = -Severity, names\_to = "Wave\_Number", values\_to = "Frequency")

Next we created some values in order to help organise our visualisation code. These where just the colors of each level of depression and the order of the legend.

custom\_colors <- c("None minimal (0-4)" = "darkgreen", "Mild (5-9)"= "lightgreen","Moderate (10-14)" = "orange",  
 "Moderately Severe (15-19)" = "red", "Severe (20-27)" = "darkred")  
legend\_order <- c("None minimal (0-4)", "Mild (5-9)", "Moderate (10-14)", "Moderately Severe (15-19)", "Severe (20-27)")

Below is the code used to create our first results graph. It has the frequency plotted on the Y axis and the number of waves attended in order on the X axis. It is then grouped by Wave 1 depression severity.

### Plotting the line graph for Frequencies:  
  
ggplot(wave\_data\_long, aes(x = Wave\_Number, y = Frequency, color = Severity, group = Severity)) +  
 geom\_line() +  
 scale\_color\_manual(values = custom\_colors, breaks = legend\_order) + # Assigning custom colors  
 labs(title = "Frequency of Depression Severity Levels Across Waves",  
 x = "Waves attended in order", y = "Frequency") +  
 theme\_minimal()
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Whilst the graph above is great it might be better to visualise our data reactivate to wave 1. Therefore we need to mutate the frequency column in order to turn it into a percentage.

### Calculating percentages relative to Wave 1 for each severity level:  
  
wave\_data\_long <- wave\_data\_long %>%  
 group\_by(Severity) %>%  
 mutate(Percentage = Frequency / Frequency[Wave\_Number == "Wave\_1"] \* 100)

Now we can re-plot the data but this time have percentage instead of frequency represented on the Y axis.

###Plotting the line graph with percentages relative to Wave 1 on the y-axis:  
  
ggplot(wave\_data\_long, aes(x = Wave\_Number, y = Percentage, color = Severity, group = Severity)) +  
 geom\_line() +  
 scale\_color\_manual(values = custom\_colors, breaks = legend\_order) + # Assigning custom colors and order  
 labs(title = "Percentage of Depression Severity Levels and those who answered consecutive waves   
 Relative to Wave 1",  
 x = "Wave Number", y = "Percentage") +  
 theme\_minimal() +  
 ylim(0,100)
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Finally Lets run a few tests for significance: below is the code for an anvoa test using the data from our long-format data frame in order to test for significance. After this we run a Tukey Post-Hoc test in order to compare the means of every treatment to the means of every other treatment.

### ANOVA of above data  
  
two.way<-aov(wave\_data\_long$Percentage~wave\_data\_long$Severity+ wave\_data\_long$Wave\_Number)  
summary(two.way)

## Df Sum Sq Mean Sq F value Pr(>F)   
## wave\_data\_long$Severity 4 1705 426 20.21 8.5e-07 \*\*\*  
## wave\_data\_long$Wave\_Number 5 22890 4578 217.05 < 2e-16 \*\*\*  
## Residuals 20 422 21   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1

TukeyHSD(two.way)

## Tukey multiple comparisons of means  
## 95% family-wise confidence level  
##   
## Fit: aov(formula = wave\_data\_long$Percentage ~ wave\_data\_long$Severity + wave\_data\_long$Wave\_Number)  
##   
## $`wave\_data\_long$Severity`  
## diff lwr upr  
## Moderate (10-14)-Mild (5-9) -5.446783 -13.381194 2.4876279  
## Moderately Severe (15-19)-Mild (5-9) -3.310887 -11.245298 4.6235243  
## None minimal (0-4)-Mild (5-9) 9.004932 1.070521 16.9393430  
## Severe (20-27)-Mild (5-9) -14.188318 -22.122729 -6.2539067  
## Moderately Severe (15-19)-Moderate (10-14) 2.135896 -5.798515 10.0703073  
## None minimal (0-4)-Moderate (10-14) 14.451715 6.517304 22.3861261  
## Severe (20-27)-Moderate (10-14) -8.741535 -16.675946 -0.8071237  
## None minimal (0-4)-Moderately Severe (15-19) 12.315819 4.381408 20.2502297  
## Severe (20-27)-Moderately Severe (15-19) -10.877431 -18.811842 -2.9430201  
## Severe (20-27)-None minimal (0-4) -23.193250 -31.127661 -15.2588388  
## p adj  
## Moderate (10-14)-Mild (5-9) 0.2777075  
## Moderately Severe (15-19)-Mild (5-9) 0.7239564  
## None minimal (0-4)-Mild (5-9) 0.0213671  
## Severe (20-27)-Mild (5-9) 0.0002686  
## Moderately Severe (15-19)-Moderate (10-14) 0.9258618  
## None minimal (0-4)-Moderate (10-14) 0.0002154  
## Severe (20-27)-Moderate (10-14) 0.0264442  
## None minimal (0-4)-Moderately Severe (15-19) 0.0013143  
## Severe (20-27)-Moderately Severe (15-19) 0.0044774  
## Severe (20-27)-None minimal (0-4) 0.0000003  
##   
## $`wave\_data\_long$Wave\_Number`  
## diff lwr upr p adj  
## Wave\_2-Wave\_1 -37.551563 -46.68153 -28.4215948 0.0000000  
## Wave\_3-Wave\_1 -62.334959 -71.46493 -53.2049910 0.0000000  
## Wave\_4-Wave\_1 -70.862091 -79.99206 -61.7321234 0.0000000  
## Wave\_5-Wave\_1 -74.745389 -83.87536 -65.6154212 0.0000000  
## Wave\_6-Wave\_1 -78.642672 -87.77264 -69.5127045 0.0000000  
## Wave\_3-Wave\_2 -24.783396 -33.91336 -15.6534284 0.0000006  
## Wave\_4-Wave\_2 -33.310529 -42.44050 -24.1805608 0.0000000  
## Wave\_5-Wave\_2 -37.193826 -46.32379 -28.0638586 0.0000000  
## Wave\_6-Wave\_2 -41.091110 -50.22108 -31.9611419 0.0000000  
## Wave\_4-Wave\_3 -8.527132 -17.65710 0.6028353 0.0758466  
## Wave\_5-Wave\_3 -12.410430 -21.54040 -3.2804624 0.0043255  
## Wave\_6-Wave\_3 -16.307714 -25.43768 -7.1777457 0.0002166  
## Wave\_5-Wave\_4 -3.883298 -13.01327 5.2466700 0.7618104  
## Wave\_6-Wave\_4 -7.780581 -16.91055 1.3493867 0.1239630  
## Wave\_6-Wave\_5 -3.897283 -13.02725 5.2326845 0.7591805

We can also run a simple OlS regression. In order to do this we first need to convert our data frame from a wide format to a long format so that it is conducive to our regression. The wide format of our data is not conducive to regression analysis because each observation (or row) should represent a unique combination of the predictor variables. Once we have done that we also need to convert our depression severity measure from a character variable to a numeric one so that it too is conducive to regression analysis. Finally we run our regression with the counts of respondents at each wave as our dependent and an interaction term between the wave number level of depression severity.

# Reshape the data to long format  
  
data\_long <- melt(wave\_data, id.vars = "Severity", variable.name = "Wave", value.name = "Counts")  
  
# Convert Severity to numeric  
severity\_mapping <- c('None minimal (0-4)' = 1, 'Mild (5-9)' = 2, 'Moderate (10-14)' = 3, 'Moderately Severe (15-19)' = 4, 'Severe (20-27)' = 5)  
data\_long$Severity\_Num <- as.numeric(factor(data\_long$Severity, levels = names(severity\_mapping)))  
  
  
  
# Perform OLS regression  
model <- lm(Counts ~ Wave \* Severity\_Num, data = data\_long)  
  
# Print the summary of the regression model  
summary(model)

##   
## Call:  
## lm(formula = Counts ~ Wave \* Severity\_Num, data = data\_long)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -275.8 -112.7 1.4 115.3 296.4   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1151.40 190.26 6.052 1.01e-05 \*\*\*  
## WaveWave\_2 -308.60 269.06 -1.147 0.266422   
## WaveWave\_3 -555.80 269.06 -2.066 0.053562 .   
## WaveWave\_4 -657.90 269.06 -2.445 0.024992 \*   
## WaveWave\_5 -715.40 269.06 -2.659 0.015987 \*   
## WaveWave\_6 -772.50 269.06 -2.871 0.010160 \*   
## Severity\_Num -248.80 57.36 -4.337 0.000397 \*\*\*  
## WaveWave\_2:Severity\_Num 61.60 81.13 0.759 0.457492   
## WaveWave\_3:Severity\_Num 113.60 81.13 1.400 0.178425   
## WaveWave\_4:Severity\_Num 135.70 81.13 1.673 0.111674   
## WaveWave\_5:Severity\_Num 148.60 81.13 1.832 0.083593 .   
## WaveWave\_6:Severity\_Num 161.30 81.13 1.988 0.062206 .   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 181.4 on 18 degrees of freedom  
## Multiple R-squared: 0.7483, Adjusted R-squared: 0.5946   
## F-statistic: 4.866 on 11 and 18 DF, p-value: 0.00156

Interpretation of Coefficients:

Intercept: The intercept of 1151.40 represents the estimated count of attendees when the severity level is at its minimum (0-4) and the wave number is 1. Severity\_Num: The coefficient of -248.80 for Severity\_Num suggests that, on average, for each unit increase in the severity level (measured in the numeric scale), the count of attendees decreases by 248.80, holding the wave constant. Wave Coefficients: The coefficients for each wave indicate the change in the count of attendees compared to the reference wave (Wave 1). Interaction Terms: The coefficients for the interaction terms represent how the effect of severity level changes across different waves. None of the interaction terms appear to be statistically significant at conventional levels.

Now we have explored the attrition rate in terms of Number of waves attended in order it may also be beneficial to explore the same relationship but instead this time using the total number of waves attended by each respondent. This is because respondents may skip a given wave but then rejoin (I.e a respondent may complete wave 1 skip wave 2 and 3 but renter and complete wave 4). Below is how we create the variable for this:

mdf4$Waves\_attended<-0  
mdf4$Waves\_attended <- ifelse(mdf4$W1\_Present == 1, mdf4$Waves\_attended + 1, mdf4$Waves\_attended)  
mdf4$Waves\_attended <- ifelse(mdf4$W2\_Present == 1 & mdf4$W1\_Present == 1, mdf4$Waves\_attended + 1, mdf4$Waves\_attended)  
mdf4$Waves\_attended <- ifelse(mdf4$W3\_Type == 0 & mdf4$W1\_Present == 1, mdf4$Waves\_attended + 1, mdf4$Waves\_attended)  
mdf4$Waves\_attended <- ifelse(mdf4$W4\_Type == 1 & mdf4$W1\_Present == 1, mdf4$Waves\_attended + 1, mdf4$Waves\_attended)  
mdf4$Waves\_attended <- ifelse(mdf4$W5\_Type == 1 & mdf4$W1\_Present == 1, mdf4$Waves\_attended + 1, mdf4$Waves\_attended)  
mdf4$Waves\_attended <- ifelse(mdf4$W6\_Type == 1 & mdf4$W1\_Present == 1, mdf4$Waves\_attended + 1, mdf4$Waves\_attended)  
table(mdf4$Waves\_attended)

##   
## 0 1 2 3 4 5 6   
## 3339 268 275 277 233 390 582

We used the ifelse function to add 1 to the waves\_attended variable if a given respondent was present for a given wave regardless if they had completed all of the previous waves or not. Similar to the “Present\_XXX” variable created above we used the wave type and present variables to identify whether or not they completed the survey at a given wave. As we can see the total number of people who didn’t attended any waves (Waves\_attended = 0) is 3339 - this represents all of the Top-ups across all waves. Below is a bar chart of the above data minus the Top-ups

wave\_table\_total <- table(mdf4$Waves\_attended)  
  
# Remove the first count  
wave\_table\_total <- wave\_table\_total[-1]  
  
# Plot the bar chart for the frequencies without the first bar  
barplot(wave\_table\_total,  
 xlab = "Total number of Waves Attended",  
 ylab = "Frequency",  
 main = "Total number of waves attended by each responsdant asumming they attened wave 1   
 and was not a top-up",  
 ylim = c(0,700)  
)
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The above graph shows how man how many waves each of the respondents attended. It might also be useful to plot this on a line graph to show cumulatively how many attended number of waves. Below is this graph:

### Putting previous variable into a matrix  
  
Waves\_attended\_Total <- matrix(c(2025,1757, 1482, 1205, 972, 582), ncol=1, byrow=TRUE)  
rownames(Waves\_attended\_Total) <- c('1 Wave','2 Waves','3 Waves ','4 Waves','5 Waves','6 Waves')  
colnames(Waves\_attended\_Total) <- c('Present')  
Waves\_attended\_Totaldf<-as.data.frame(Waves\_attended\_Total)  
Waves\_attended\_Totaldf$Waves <- rownames(Waves\_attended\_Totaldf)  
  
Waves\_attended\_Totaldf$Percentage <- (Waves\_attended\_Totaldf$Present / Waves\_attended\_Totaldf$Present[1]) \* 100  
ggplot(Waves\_attended\_Totaldf, aes(x = Waves, y = Percentage, group = 1)) +  
 geom\_line(color = "blue") +  
 geom\_point(color = "blue", size = 3) +  
 labs(title = "Total Number of Waves completed", x = "Waves", y = "Percentage") +  
 theme\_minimal() +  
 ylim(c(0,100))
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This graph shoes how many attended at least each level of waves (I.e 100% completed one wave and around 30% completed all 6 waves) Now that we have created some descriptive statistics we can now go on to explore the impact of depression severity on the number of waves completed. First we need to create a matrix of our results. We can do this by running a table of total number of waves attended and depression severity. Then we can subtract each of these results from wave 1 totals in order to make our matrix:

table(mdf4$Waves\_attended,mdf4$W1\_Dep\_Severity)

##   
## Mild Moderate Moderately Severe None minimal Severe  
## 0 0 0 0 0 0  
## 1 65 42 23 116 22  
## 2 53 48 32 131 11  
## 3 56 33 23 155 10  
## 4 42 26 22 137 6  
## 5 71 37 26 246 10  
## 6 91 41 28 414 8

wave\_data1 <- data.frame(  
 Severity = c("None minimal (0-4)", "Mild (5-9)", "Moderate (10-14)", "Moderately Severe (15-19)", "Severe (20-27)"),  
 At\_Least\_One\_Wave = c(1199, 378, 227, 154, 67),  
 At\_Least\_Two\_Waves = c(1083, 313, 185, 131, 45),  
 At\_Least\_Three\_Waves = c(952, 260, 137, 99, 34),  
 At\_Least\_Four\_Waves = c(797, 204, 104, 76, 24),  
 At\_Least\_Five\_Waves = c(660, 162, 78, 54, 18),  
 All\_Six\_Waves = c(414, 91, 41, 28, 8)  
)

We can then plot this. As with the other results graph above we used the ggplot2 and the tidyr package. We also again had to use the pivot\_longer() command which takes our original wide-format data frame wave\_data and converts it into a long-format data frame called wave\_data\_long, where the wave numbers are stacked in a single column named Wave\_Number, and the corresponding frequencies are stacked in another column named Frequency. This transformation allows us to then plot this new data frame.:

custom\_colors <- c("None minimal (0-4)" = "darkgreen", "Mild (5-9)"= "lightgreen","Moderate (10-14)" = "orange",  
 "Moderately Severe (15-19)" = "red", "Severe (20-27)" = "darkred")  
legend\_order <- c("None minimal (0-4)", "Mild (5-9)", "Moderate (10-14)", "Moderately Severe (15-19)", "Severe (20-27)")  
  
  
wave\_data1\_long <- wave\_data1 %>%  
 pivot\_longer(cols = -Severity, names\_to = "Waves", values\_to = "Counts") %>%  
 mutate(Waves = factor(Waves, levels = c("At\_Least\_One\_Wave", "At\_Least\_Two\_Waves", "At\_Least\_Three\_Waves", "At\_Least\_Four\_Waves", "At\_Least\_Five\_Waves", "All\_Six\_Waves")))  
  
# Plotting  
ggplot(wave\_data1\_long, aes(x = Waves, y = Counts, group = Severity, color = Severity)) +  
 geom\_line() +  
 labs(title = "Depression Severity Counts Across Waves Completed",  
 x = "Waves",  
 y = "Count") +  
 scale\_color\_manual(values = custom\_colors, breaks = legend\_order) + # You can change the palette if needed  
 theme\_minimal()
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We can also show this as a percentage of Wave 1:

wave\_data1\_long <- wave\_data1\_long %>%  
 group\_by(Severity) %>%  
 mutate(Percentage = Counts / Counts[Waves == "At\_Least\_One\_Wave"] \* 100)  
  
# Plotting the line graph with percentages relative to Wave 1 on the y-axis  
ggplot(wave\_data1\_long, aes(x = Waves, y = Percentage, color = Severity, group = Severity)) +  
 geom\_line() +  
 scale\_color\_manual(values = custom\_colors, breaks = legend\_order) + # Assigning custom colors and order  
 labs(title = "Percentage of waves completed per person",  
 x = "Number of waves completed", y = "Percentage") +  
 theme\_minimal()
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We can then run a regression again:

### Regression Tests  
  
# Reshape the data to long format  
  
data\_long1 <- melt(wave\_data1, id.vars = "Severity", variable.name = "Wave", value.name = "Counts")  
  
# Convert Severity to numeric  
severity\_mapping <- c('None minimal (0-4)' = 1, 'Mild (5-9)' = 2, 'Moderate (10-14)' = 3, 'Moderately Severe (15-19)' = 4, 'Severe (20-27)' = 5)  
data\_long1$Severity\_Num <- as.numeric(factor(data\_long1$Severity, levels = names(severity\_mapping)))  
  
  
  
# Perform OLS regression  
model1 <- lm(Counts ~ Wave \* Severity\_Num, data = data\_long1)  
summary(model1)

##   
## Call:  
## lm(formula = Counts ~ Wave \* Severity\_Num, data = data\_long1)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -275.8 -153.8 0.7 133.4 296.4   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1151.40 225.67 5.102 7.45e-05 \*\*\*  
## WaveAt\_Least\_Two\_Waves -122.60 319.15 -0.384 0.70537   
## WaveAt\_Least\_Three\_Waves -255.90 319.15 -0.802 0.43311   
## WaveAt\_Least\_Four\_Waves -408.20 319.15 -1.279 0.21713   
## WaveAt\_Least\_Five\_Waves -539.40 319.15 -1.690 0.10825   
## WaveAll\_Six\_Waves -772.50 319.15 -2.421 0.02629 \*   
## Severity\_Num -248.80 68.04 -3.657 0.00181 \*\*   
## WaveAt\_Least\_Two\_Waves:Severity\_Num 23.00 96.23 0.239 0.81379   
## WaveAt\_Least\_Three\_Waves:Severity\_Num 49.10 96.23 0.510 0.61607   
## WaveAt\_Least\_Four\_Waves:Severity\_Num 81.40 96.23 0.846 0.40870   
## WaveAt\_Least\_Five\_Waves:Severity\_Num 109.60 96.23 1.139 0.26964   
## WaveAll\_Six\_Waves:Severity\_Num 161.30 96.23 1.676 0.11097   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 215.2 on 18 degrees of freedom  
## Multiple R-squared: 0.7388, Adjusted R-squared: 0.5791   
## F-statistic: 4.627 on 11 and 18 DF, p-value: 0.002079

while there are differences in how waves are represented between the two models, the significance of predictors and the overall model fit remain similar. The choice between the two representations may depend on the specific research question and the interpretation of the waves.