**Practical 1**

**AIM: Implement Caesar cipher encryption-decryption.**

Caesar cipher is one of the simplest and oldest method of encrypting message.

It was developed by Julius Caesar to protect military communication.

This technique involves shifting the letter of alphabet by fix number. which is known as “Shift/Key”.

It’s simplest type of substitution Cipher. In which each letter of given text is replaced by a shift or key position alphabet.

**CODE:**

def caesar\_cipher\_encrypt(msg, shift):

ciphertext = ""

for char in msg:

if char.isalpha():

if char.isupper(): #Checks if the character is alphabetic

shifted\_char = chr((ord(char) - ord('A') + shift) % 26 + ord('A'))

else:

shifted\_char = chr((ord(char) - ord('a') + shift) % 26 + ord('a'))

ciphertext += shifted\_char

else:

ciphertext += char

return ciphertext

def caesar\_cipher\_decrypt(ciphertext, shift):

msg = ""

for char in ciphertext:

if char.isalpha():

if char.isupper():

shifted\_char = chr((ord(char) - ord('A') - shift) % 26 + ord('A'))

else:

shifted\_char = chr((ord(char) - ord('a') - shift) % 26 + ord('a'))

msg += shifted\_char

else:

msg += char

return msg

msg = input("Enter the message: ")

shift = int(input("Enter the shift value: "))

encrypted\_text = caesar\_cipher\_encrypt(msg, shift)

print("Encrypted:", encrypted\_text)

decrypted\_text = caesar\_cipher\_decrypt(encrypted\_text, shift)

print("Decrypted:", decrypted\_text)

**OUTPUT:**

**![](data:image/png;base64,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)**

**Practical 2**

**AIM: Implement Monoalphabetic cipher encryption-decryption.**

Monoalphabetic cipher is substitution technique in which a single alphabet is used for message.

It provides protection from brute force attack.

In Monoalphabetic cipher the mapping is done randomly not in uniform format.

**CODE:**

import numpy as np

import random

import string

def generate\_monoalphabetic\_key():

"""Generate a random Monoalphabetic cipher key."""

letters = list(string.ascii\_uppercase)

key = {}

for char in string.ascii\_uppercase:

random\_char = random.choice(letters)

key[char] = random\_char

letters.remove(random\_char) # Remove selected character to ensure unique mapping

return key

def encrypt\_monoalphabetic(message, key):

"""Encrypt a message using a Monoalphabetic cipher."""

encrypted\_message = []

capitalization\_info = []

for char in message:

if char.upper() in key:

encrypted\_char = key[char.upper()]

encrypted\_message.append(encrypted\_char)

capitalization\_info.append(char.isupper())

else:

encrypted\_message.append(char) # if character is not in the key, add it as-is

capitalization\_info.append(False) # mark as non-alphabetic or lowercase

return ''.join(encrypted\_message), capitalization\_info

def decrypt\_monoalphabetic(encrypted\_message, capitalization\_info, key):

"""Decrypt a message encrypted with a Monoalphabetic cipher."""

decrypted\_message = []

reverse\_key = {v: k for k, v in key.items()} # create reverse key for decryption

for i, char in enumerate(encrypted\_message):

if char.upper() in reverse\_key:

decrypted\_char = reverse\_key[char.upper()]

if capitalization\_info[i]:

decrypted\_char = decrypted\_char.upper()

else:

decrypted\_char = decrypted\_char.lower()

decrypted\_message.append(decrypted\_char)

else:

decrypted\_message.append(char) # if character is not in the key, add it as-is

return ''.join(decrypted\_message)

def analyze\_frequency(message):

"""Analyze the frequency of characters in a message."""

frequency = np.zeros((26,), dtype=int)

for char in message.upper():

if char.isalpha():

frequency[ord(char) - ord('A')] += 1

return frequency

# Generate a random Monoalphabetic key

key = generate\_monoalphabetic\_key()

print("Generated Monoalphabetic Key:")

print(key)

# Encrypt a message

message = input("Enter the message: ")

encrypted\_message, capitalization\_info = encrypt\_monoalphabetic(message, key)

print("Original Message:", message)

print("Encrypted Message:", encrypted\_message)

# Decrypt the message

decrypted\_message = decrypt\_monoalphabetic(encrypted\_message, capitalization\_info, key)

print("Decrypted Message:", decrypted\_message)

# Analyze the frequency of characters in the original and encrypted messages

original\_frequency = analyze\_frequency(message)

encrypted\_frequency = analyze\_frequency(encrypted\_message)

**OUTPUT:**
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**Practical 3**

**AIM: Implement Playfair cipher encryption-decryption.**

Playfair cipher was invented by Charles Wheatstone. But later in 90’s lord playfair make it more useful and popular, so the name “Playfair cipher”.

It’s also substitution technique. Unlike a single alphabet substitution in encryption it replaces pair of alphabet.

**Encryption:**

**Steps:**

1) Generate a key square of 5x5 for encryption the plain text. In this table we have to omit any single character and consider as “J”.

2) Keep the alphabet in the key square unit. That no alphabet should be repeated. Place the key first in the key square and then remaining alphabet in order.

3) Encrypt the plain text. The plain text is split into pair of two letter called “Diagraph”.

* No alphabet remain single. It makes the plain text of even. Suppose any plain text has odd number then add any dummy letter.
* If any letter appears more than one time, then side by side then place any dummy letter to make it unique.
* If both the letter are in the same column take the letter below each one. If it’s bottom, then take it to top.
* If both the letter are in the same row take the letter to the immediate right of each one. If it’s at last position, then take it back to the first.
* If neither of the above rule is true form a rectangle with the two letters and take the letters on the horizontal opposite corner of the rectangle.

**Decryption:**

It is same as encryption but the steps are applied in reverse order.

**Steps:**

1) Split the plain text into diagraph.

2) Construct the 5x5 key matrix.

3) It will traverse the key matrix step by step and find the corresponding encipher for the pair.

**CODE:**

def generate\_key\_matrix(key):

key = key.upper().replace('J', 'I')

matrix = []

used = set()

# Add unique letters from the key

for char in key:

if char not in used and char.isalpha():

used.add(char)

matrix.append(char)

# Add remaining letters of the alphabet

for char in 'ABCDEFGHIKLMNOPQRSTUVWXYZ':

if char not in used:

used.add(char)

matrix.append(char)

# Convert to 5x5 matrix

return [matrix[i:i+5] for i in range(0, 25, 5)]

def print\_matrix(matrix):

for row in matrix:

print(' '.join(row))

print() # For better readability

def preprocess\_text(text):

text = text.upper().replace('J', 'I')

text = ''.join(filter(str.isalpha, text))

digraphs = []

i = 0

while i < len(text):

if i + 1 < len(text):

if text[i] == text[i + 1]:

digraphs.append(text[i] + 'X')

i += 1

else:

digraphs.append(text[i] + text[i + 1])

i += 2

else:

digraphs.append(text[i] + 'X')

i += 1

return digraphs

def find\_position(matrix, char):

for r, row in enumerate(matrix):

if char in row:

return (r, row.index(char))

return None

def encrypt\_digraph(matrix, digraph):

pos1 = find\_position(matrix, digraph[0])

pos2 = find\_position(matrix, digraph[1])

if pos1[0] == pos2[0]:

return matrix[pos1[0]][(pos1[1] + 1) % 5] + matrix[pos2[0]][(pos2[1] + 1) % 5]

elif pos1[1] == pos2[1]:

return matrix[(pos1[0] + 1) % 5][pos1[1]] + matrix[(pos2[0] + 1) % 5][pos2[1]]

else:

return matrix[pos1[0]][pos2[1]] + matrix[pos2[0]][pos1[1]]

def decrypt\_digraph(matrix, digraph):

pos1 = find\_position(matrix, digraph[0])

pos2 = find\_position(matrix, digraph[1])

if pos1[0] == pos2[0]:

return matrix[pos1[0]][(pos1[1] - 1) % 5] + matrix[pos2[0]][(pos2[1] - 1) % 5]

elif pos1[1] == pos2[1]:

return matrix[(pos1[0] - 1) % 5][pos1[1]] + matrix[(pos2[0] - 1) % 5][pos2[1]]

else:

return matrix[pos1[0]][pos2[1]] + matrix[pos2[0]][pos1[1]]

def playfair\_cipher(key, text, mode='encrypt'):

matrix = generate\_key\_matrix(key)

digraphs = preprocess\_text(text)

if mode == 'encrypt':

print("Key Matrix:")

print\_matrix(matrix)

process\_digraph = encrypt\_digraph

elif mode == 'decrypt':

process\_digraph = decrypt\_digraph

else:

raise ValueError("Mode must be 'encrypt' or 'decrypt'")

processed\_text = ''.join(process\_digraph(matrix, digraph) for digraph in digraphs)

return processed\_text

key = input("Enter the key: ")

plaintext = input("Enter the message: ")

ciphertext = playfair\_cipher(key, plaintext, mode='encrypt')

print("Encrypted:", ciphertext)

decrypted\_text = playfair\_cipher(key, ciphertext, mode='decrypt')

print("Decrypted:", decrypted\_text)

**OUTPUT:**
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**Practical 4**

**AIM: Implement hill cipher encryption-decryption.**

Hill cipher is polygraphic substitution cipher, based on linear algebra. This algorithm use matrix multiplication, and factorization.

**Encryption:**

**Step:**

1) Create the matrix of a key and convert that, into a numerical value.

2) Convert plain text into vector form and do the matrix multiplication.

3) Multiply the key matrix with each plain text vector and take the modulo of result, then concate the result to get the cipher text.

**CODE:**

import numpy as np

# Helper function to convert text to numbers and vice versa

def text\_to\_numbers(text):

return [ord(char) - ord('A') for char in text.upper()]

def numbers\_to\_text(numbers):

return ''.join(chr(num + ord('A')) for num in numbers)

# Encrypt function

def hill\_encrypt(plaintext, key\_matrix):

plaintext\_numbers = text\_to\_numbers(plaintext)

plaintext\_vector = np.array(plaintext\_numbers).reshape(-1, 5)

ciphertext\_vector = np.dot(plaintext\_vector, key\_matrix) % 26

ciphertext\_numbers = ciphertext\_vector.flatten()

return numbers\_to\_text(ciphertext\_numbers)

# Decrypt function

def hill\_decrypt(ciphertext, key\_matrix):

ciphertext\_numbers = text\_to\_numbers(ciphertext)

ciphertext\_vector = np.array(ciphertext\_numbers).reshape(-1, 5)

# Calculate inverse of the key matrix modulo 26

determinant = int(round(np.linalg.det(key\_matrix)))

determinant\_inv = pow(determinant, -1, 26)

key\_matrix\_inv = determinant\_inv \* np.round(determinant \* np.linalg.inv(key\_matrix)).astype(int) % 26

plaintext\_vector = np.dot(ciphertext\_vector, key\_matrix\_inv) % 26

plaintext\_numbers = plaintext\_vector.flatten()

return numbers\_to\_text(plaintext\_numbers)

# Function to input the 5x5 key matrix from user

def input\_key\_matrix():

print("Enter the 5x5 key matrix (each row separated by a space):")

matrix = []

for i in range(5):

row = list(map(int, input(f"Row {i+1}: ").strip().split()))

if len(row) != 5:

raise ValueError("Each row must have exactly 5 integers.")

matrix.append(row)

return np.array(matrix)

# Function to input the plaintext from user

def input\_plaintext():

plaintext = input("Enter the plaintext: ").upper().replace(" ", "")

if len(plaintext) % 5 != 0:

padding\_length = 5 - (len(plaintext) % 5)

plaintext += 'X' \* padding\_length

return plaintext

# Main function to execute the encryption and decryption

def main():

key\_matrix = input\_key\_matrix()

plaintext = input\_plaintext()

ciphertext = hill\_encrypt(plaintext, key\_matrix)

decrypted\_text = hill\_decrypt(ciphertext, key\_matrix)

print(f"\nPlaintext: {plaintext}")

print(f"Ciphertext: {ciphertext}")

print(f"Decrypted text: {decrypted\_text}")

if \_\_name\_\_ == "\_\_main\_\_":

main()

**OUTPUT:**
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**Practical 5**

**AIM: Implement polyalphabetic Cipher.**

Polyalphabetic cipher is a substitution alphabetic technique using multiple substitution alphabet. We can use more than one substitution for the same alphabet.

Encryption= Ei =(Pi+ki) mod 26

Decryption= Di = Ei-Ki

There are various technique to implement poly alphabetic. One of them is Vigenere . Which is Simplest and most popular method. Whenever a vigenere table is not given then it will be performed by formula given.

**CODE:**

def generate\_vigenere\_table():

"""Generate a Vigenère cipher table."""

table = []

for i in range(26):

row = [(chr((j + i) % 26 + ord('A'))) for j in range(26)]

table.append(row)

return table

def vigenere\_encrypt(plaintext, keyword):

"""Encrypt plaintext using the Vigenère cipher with the given keyword."""

table = generate\_vigenere\_table()

plaintext = plaintext.upper()

keyword = keyword.upper()

encrypted\_text = []

keyword\_length = len(keyword)

keyword\_index = 0

for char in plaintext:

if char.isalpha():

row = ord(keyword[keyword\_index]) - ord('A')

col = ord(char) - ord('A')

encrypted\_char = table[row][col]

encrypted\_text.append(encrypted\_char)

keyword\_index = (keyword\_index + 1) % keyword\_length

else:

encrypted\_text.append(char)

return ''.join(encrypted\_text)

def vigenere\_decrypt(ciphertext, keyword):

"""Decrypt ciphertext using the Vigenère cipher with the given keyword."""

table = generate\_vigenere\_table()

ciphertext = ciphertext.upper()

keyword = keyword.upper()

decrypted\_text = []

keyword\_length = len(keyword)

keyword\_index = 0

for char in ciphertext:

if char.isalpha():

row = ord(keyword[keyword\_index]) - ord('A')

col = table[row].index(char)

decrypted\_char = chr(col + ord('A'))

decrypted\_text.append(decrypted\_char)

keyword\_index = (keyword\_index + 1) % keyword\_length

else:

decrypted\_text.append(char)

return ''.join(decrypted\_text)

# Example usage

key = input("Key: ")

plaintext = input("Plaintext: ")

encrypted = vigenere\_encrypt(plaintext, key)

print("Encrypted:", encrypted)

decrypted = vigenere\_decrypt(encrypted, key)

print("Decrypted:", decrypted)

**OUTPUT:**
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**Practical 6**

**AIM: Implement rail fence cipher encryption decryption.**

It is also known as zigzag cipher. It is form of substitution cipher.

**Encryption:**

**steps:**

1) In rail fence cipher plaintext is written in downwards and diagonally on succesive raise of imaginary fence.

2) After reaching at bottom rail move upward diagonally. After reaching top move towards bottom diagonally. That create the alphabetical zigzag.

3) After each alphabet has been written the individual raws are combine to obtain the cipher text.

**CODE:**

def print\_matrix(matrix):

for row in matrix:

print(' '.join(char if char != '' else ' ' for char in row))

print()

def rail\_fence\_encrypt(message, num\_rails):

if num\_rails == 1:

return message

rails = [['' for \_ in range(len(message))] for \_ in range(num\_rails)]

direction = 1

rail = 0

for i in range(len(message)):

rails[rail][i] = '\*'

rail += direction

if rail == 0 or rail == num\_rails - 1:

direction \*= -1

print\_matrix(rails)

rails = [['' for \_ in range(len(message))] for \_ in range(num\_rails)]

direction = 1

rail = 0

index = 0

for i in range(len(message)):

rails[rail][i] = message[index]

index += 1

rail += direction

if rail == 0 or rail == num\_rails - 1:

direction \*= -1

print("Filled Encryption Matrix:")

print\_matrix(rails)

encrypted\_message = ''.join(''.join(row).strip() for row in rails)

return encrypted\_message

def rail\_fence\_decrypt(encrypted\_message, num\_rails):

if num\_rails == 1:

return encrypted\_message

length = len(encrypted\_message)

rails = [['' for \_ in range(length)] for \_ in range(num\_rails)]

direction = 1

rail = 0

for i in range(length):

rails[rail][i] = '\*'

rail += direction

if rail == 0 or rail == num\_rails - 1:

direction \*= -1

print("Rail Fence Decryption Matrix (marked positions):")

print\_matrix(rails)

index = 0

for r in range(num\_rails):

for c in range(length):

if rails[r][c] == '\*':

rails[r][c] = encrypted\_message[index]

index += 1

print("Filled Decryption Matrix:")

print\_matrix(rails)

decrypted\_message = []

rail = 0

direction = 1

for i in range(length):

decrypted\_message.append(rails[rail][i])

rail += direction

if rail == 0 or rail == num\_rails - 1:

direction \*= -1

return ''.join(decrypted\_message)

def main():

message = input("Enter the message to be encrypted: ").replace(' ', '').upper()

num\_rails = int(input("Enter the number of rails: "))

if num\_rails <= 0:

print("Error: Number of rails must be greater than 0.")

return

encrypted\_message = rail\_fence\_encrypt(message, num\_rails)

print("Encrypted message:", encrypted\_message)

decrypted\_message = rail\_fence\_decrypt(encrypted\_message, num\_rails)

print("Decrypted message:", decrypted\_message)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**OUTPUT:**
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**Practical 7**

**AIM: Implement columnar transposition cipher encryption decryption.**

Columnar transposition is a simple encryption method where plaintext is written into a grid and then read column by column based on a keyword. Here’s a brief description:

**Steps:**

1. Write the Plaintext: Arrange the plaintext into a grid, where the number of columns equals the length of a chosen keyword.
2. Label Columns: Assign a number to each column based on the alphabetical order of the letters in the keyword.
3. Read Columns in Order: Read the columns according to their assigned numbers to create the cipher text.

**CODE:**

def encrypt(plaintext, keyword):

# Remove spaces from the plaintext

plaintext = plaintext.replace(' ', '')

# Fill in the grid with the plaintext and padding

num\_cols = len(keyword)

num\_rows = -(-len(plaintext) // num\_cols) # Ceiling division

padded\_plaintext = plaintext.ljust(num\_cols \* num\_rows, 'X')

# Create a matrix

matrix = [padded\_plaintext[i:i + num\_cols] for i in range(0, len(padded\_plaintext), num\_cols)]

# Create a dictionary to map column order

keyword\_order = sorted(range(len(keyword)), key=lambda x: keyword[x])

keyword\_order\_dict = {char: idx for idx, char in enumerate(sorted(keyword))}

# Read columns in the order determined by the sorted keyword

ciphertext = ''

for col\_index in keyword\_order:

for row in matrix:

ciphertext += row[col\_index]

return ciphertext

def decrypt(ciphertext, keyword):

# Calculate number of columns and rows

num\_cols = len(keyword)

num\_rows = len(ciphertext) // num\_cols

# Create a matrix with empty values

matrix = [['' for \_ in range(num\_cols)] for \_ in range(num\_rows)]

# Create a dictionary to map column order

keyword\_order = sorted(range(len(keyword)), key=lambda x: keyword[x])

# Fill the matrix column by column in the order determined by the keyword

index = 0

for col\_index in keyword\_order:

for row in range(num\_rows):

matrix[row][col\_index] = ciphertext[index]

index += 1

# Read rows to get the plaintext

plaintext = ''.join([''.join(row) for row in matrix])

# Remove padding characters

return plaintext.rstrip('X')

# Example usage

plaintext = input("Plain Text: ")

keyword = input("Key: ")

encrypted = encrypt(plaintext, keyword)

print(f"Encrypted: {encrypted}")

decrypted = decrypt(encrypted, keyword)

print(f"Decrypted: {decrypted}")

**OUTPUT:**

**![](data:image/png;base64,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)**

**Practical 8**

**AIM: Implement Diffie-Hellman cipher encryption decryption.**

The Diffie-Hellman algorithm is being used to establish a shared secret that can be used for secret communications while exchanging data over a public network using the elliptic curve to generate points and get the secret key using the parameters.

* For the sake of simplicity and practical implementation of the algorithm, we will consider only 4 variables, one prime P and G (a primitive root of P) and two private values a and b.
* P and G are both publicly available numbers. Users (say Alice and Bob) pick private values a and b and they generate a key and exchange it publicly. The opposite person receives the key and that generates a secret key, after which they have the same secret key to encrypt.

**CODE:**

# Power function to return value of a^b mod P

def power(a, b, p):

if b == 1:

return a

else:

return pow(a, b) % p

# Main function

def main():

# Both persons agree upon the public keys G and P

# A prime number P is taken

P = 23

print("The value of P:", P)

# A primitive root for P, G is taken

G = 9

print("The value of G:", G)

# Alice chooses the private key a

# a is the chosen private key

a = 4

print("The private key a for Alice:", a)

# Gets the generated key

x = power(G, a, P)

# Bob chooses the private key b

# b is the chosen private key

b = 3

print("The private key b for Bob:", b)

# Gets the generated key

y = power(G, b, P)

# Generating the secret key after the exchange of keys

ka = power(y, a, P) # Secret key for Alice

kb = power(x, b, P) # Secret key for Bob

print("Secret key for Alice is:", ka)

print("Secret key for Bob is:", kb)

if \_\_name\_\_ == "\_\_main\_\_":

main()

**OUTPUT:**
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**Practical 9**

**AIM: Implement RSA encryption-decryption algorithm.**

RSA algorithm is an asymmetric cryptography algorithm. Asymmetric actually means that it works on two different keys i.e. Public Key and Private Key. As the name describes that the Public Key is given to everyone and the Private key is kept private.

An example of asymmetric cryptography:

1. A client (for example browser) sends its public key to the server and requests some data.
2. The server encrypts the data using the client’s public key and sends the encrypted data.
3. The client receives this data and decrypts it.

**CODE:**

import math from sympy import mod\_inverse, isprime def gcd(a, b):

"""Compute the greatest common divisor using Euclidean algorithm.""" while b != 0:

a, b = b, a % b return a def generate\_keys(p, q):

"""Generate RSA public and private keys.""" n = p \* q

phi = (p - 1) \* (q - 1)

# Choose e such that 1 < e < phi and gcd(e, phi) = 1 e = 2 while e < phi:

if gcd(e, phi) == 1:

break e += 1

# Calculate d, the modular multiplicative inverse of e mod phi d = mod\_inverse(e, phi) return (e, n), (d, n) # Public key and private key

def encrypt(message, public\_key):

"""Encrypt message using the public key."""

e, n = public\_key return pow(message, e, n) def decrypt(ciphertext, private\_key):

"""Decrypt ciphertext using the private key.""" d, n = private\_key return pow(ciphertext, d, n) def main():

# Get user input for primes p and q p = int(input("Enter the first prime number (p): ")) q = int(input("Enter the second prime number (q): ")) # Validate if p and q are prime if not (isprime(p) and isprime(q)):

print("Both numbers must be prime.") return

# Generate keys

public\_key, private\_key = generate\_keys(p, q) print(f"\nPublic Key: {public\_key}") print(f"Private Key: {private\_key}") if \_\_name\_\_ == "\_\_main\_\_": main()

**OUTPUT :**
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