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## Introduction

**Before You Click “Knit”:** Be aware that you’ll need to install the car package if you don’t have it already. I’ve commented out the installation command here.

In addition, please note that this will take some time to knit, because the data file is quite large.

#install.packages("car")

## The Data

My collaborators and I downloaded this data from the Open Science Framework page managed by the Project Implicit team at Harvard: <https://osf.io/y9hiq/>

Project Implicit is a website (<https://www.projectimplicit.net/index.html>) that collects data on the implicit and explicit (read: conscious and unconscious) prejudices of visitors to the site.

We looked at data from the Project Implicit tests of prejudice against people with disabilities (hereafter “disability prejudice”). The data include approximately 700,000 participants who visited the page between April of 2004 and December of 2017.

Note: I worked on this project with my colleagues Victor Keller and William Chopik, both of whom contributed invaluably to all stages of the project. However, as project leader I handled the bulk of the analysis, and the subset presented here is my own work.

Let’s start by grabbing the raw data and loading some packages. (Be patient: this dataset may take a few minutes to load!)

setwd("~/Disability IAT")  
diat<-read.csv("disabilityIATwithExclusions.csv", header=T, stringsAsFactors = F)  
library(car)  
dim(diat) #how big is this dataframe?

## [1] 319026 185

## First Glance

Let’s look at the first five lines of the first five variables:

diat[1:5,1:5]

## ï..exclude date D\_biep.Abled\_Good\_all Order Side\_Abled\_34  
## 1 0 4/30/2004 20:15:40 0.8233208 1 1  
## 2 0 5/1/2004 2:42:04 0.8918659 2 2  
## 3 0 5/1/2004 9:19:46 0.8508314 1 1  
## 4 0 5/1/2004 12:02:23 1.0045926 2 2  
## 5 0 5/1/2004 22:53:18 0.5184749 2 2

The first variable allows us to exclude participants based on certain criteria–but its name is messed up because we converted this from an SPSS file to a csv file. It’s also unneccessary for this walk-through because I’ve already excluded most of the cases I want to exclude. We’ll replace it with a unique identifier for the participants, since the dataset doesn’t already have one:

#I want to name the new variable "id", but first let's make sure that doesn't duplicate any variable names:  
"id" %in% names(diat)

## [1] FALSE

#It doesn't, so we can go ahead and rename the variable:  
names(diat)[1] <- "id" #rename variable  
  
#Create an id number for each person--we can just use the row numbers:  
diat$id <- 1:nrow(diat)

This is a very rich dataset, and my colleagues and I addressed quite a few questions with it. Here, though, we’ll focus on just one of the questions we answered: What predicts a participant’s level of implicit disability prejudice?

## Cleaning

Implicit disability prejudice is represented by the participant’s D score, derived from reaction times on an Implicit Association Test.

(Side note: The D score is actually a questionable measure and has received some criticism: it’s computed as the difference between two numbers, and computing difference scores causes some methodological issues such as lowered reliability. If we had the raw data, we could analyze participants’ behavior more appropriately; but D scores are still widely accepted in the field of implicit prejudice research, and it’s the only thing the Project Implicit website included, so we’re stuck with it.)

In this dataset, the D score variable is the one we saw above with the name “D\_biep.Abled\_Good\_all.” Let’s rename it to something a little easier to work with:

"Dscore" %in% names(diat) #make sure we're not duplicating a pre-e0000xisting variable name

## [1] FALSE

names(diat)[3] <- "Dscore"

The variables I’d like to use to predict “Dscore” are the following:

Date (when during the 13-year study period did the individual participate?)

Age

Gender

Educational Attainment

Disability Status (does the individual have a disability herself?)

Contact with People with Disabilities (does the individual know someone with a disability?)

Many of those variables are pretty messy right now.

# Date

Let’s start by cleaning the date variable, which is currently a text variable, and includes a timestamp as well:

head(diat$date)

## [1] "4/30/2004 20:15:40" "5/1/2004 2:42:04" "5/1/2004 9:19:46"   
## [4] "5/1/2004 12:02:23" "5/1/2004 22:53:18" "5/2/2004 0:06:34"

We want a numerical value representing what day a person participated during these 13 years, and for now we’re not interested in looking at time of day as a predictor.

So we’ll start by getting rid of the timestamp, which we can easily do by splitting these strings on the space (" “) character:

"datedate" %in% names(diat) #make sure this variable name not already in use

## [1] FALSE

diat$datedate <- sapply(diat$date, function(x) (strsplit(x, split = " ", fixed=T)[[1]][1]))

Next, we need to figure out whether there are any days during the study period when no one participated. We can do this by creating a vector of all the dates between April 30, 2004 and December 31, 2017 and finding the mismatches between that vector and the unique recorded dates.

We can just look at the day-of-the-month (1 through 31, etc., for each month):

monthLengths <-c(1:31,1:28,1:31,1:30,1:31,1:30,1:31,1:31,1:30,1:31,1:30,1:31)  
leapYear <-c(1:31,1:29,1:31,1:30,1:31,1:30,1:31,1:31,1:30,1:31,1:30,1:31)  
  
#month lengths for our study period, 2004 to 2017:  
studyPeriod <- c(monthLengths, monthLengths, monthLengths, monthLengths, leapYear, monthLengths, monthLengths, monthLengths, leapYear, monthLengths, monthLengths, monthLengths, leapYear, monthLengths)  
  
#Technically, the first item in that vector should have said "leapYear," but it doesn't matter because our data start part way through 2004: they don't include February. We'll eliminate the first 119 days:  
studyPeriod <- studyPeriod[120:length(studyPeriod)]  
  
#Now, let's see how that number compares to the number of unique days on which people participated:  
uniqueDates <- unique(diat$datedate)  
c(length(studyPeriod), length(uniqueDates)) #print the respective lengths of studyPeriod and uniqueDates

## [1] 4994 4976

We now have two helpful vectors: uniqueDates lists the dates on which someone participated, and studyPeriod lists the dates on which someone *could have* participated. We can see that uniqueDates is shorter by 18 items, so we know there were 18 days when no one participated.

We’ll grab the day of the month from uniqueDates (e.g., “5/27/06” will become “27”) so that it matches the content of studyPeriod. Since uniqueDates is in chronological order, and so is studyPeriod, the two vectors will be identical until–and only until–the first day that no one participated. We can use this fact to identify all 18 of these “missing” days.

#grab day  
dayOfMonth <- sapply(uniqueDates, function(x) (strsplit(x, split = "/", fixed=T)[[1]][2]))  
dayOfMonth2<-as.integer(dayOfMonth) #we'll modify this integer version in our loop below  
  
nobodyDays <- vector() #initiate vector that we'll use to keep track of the missing days  
studyPeriod2<-studyPeriod #copy studyPeriod to a new vector that we can modify  
a<-0 #we'll start from day zero  
while(length(studyPeriod2)!=length(dayOfMonth2)){ #we'll be knocking sections off of these vectors each time we identify a missing day. When we've found all 18, they'll be the same length.  
 b <-sum(dayOfMonth2==studyPeriod2) + 1 #identify index number of next mismatch between current iterations of dayOfMonth2 and studyPeriod: the next missing day  
 a<-a + sum(dayOfMonth2==studyPeriod2) #identify index number of date immediately before that missing date in the study period  
 nobodyDays <- c(nobodyDays,a) #append a to nobodyDays, growing our vector of [index numbers of days immediately before] missing days  
 dayOfMonth2 <- as.integer(dayOfMonth2[b:length(dayOfMonth2)]) #shrink dayOfMonth2 to the days after the identified missing day  
 studyPeriod2 <- studyPeriod2[(b+1):length(studyPeriod2)] #shrink studyPeriod2 to the days after the identified missing day  
}  
cbind(uniqueDates[nobodyDays], uniqueDates[nobodyDays+1]) #now, using nobodyDays, we can see where our 18 missing days are:

## [,1] [,2]   
## [1,] "6/4/2004" "6/6/2004"   
## [2,] "8/7/2004" "8/9/2004"   
## [3,] "8/13/2004" "8/15/2004"   
## [4,] "8/21/2004" "8/22/2004"   
## [5,] "8/27/2004" "8/29/2004"   
## [6,] "10/30/2004" "11/1/2004"   
## [7,] "12/23/2004" "12/25/2004"  
## [8,] "12/25/2004" "12/27/2004"  
## [9,] "9/13/2005" "9/15/2005"   
## [10,] "9/20/2005" "9/23/2005"   
## [11,] "9/20/2005" "9/23/2005"   
## [12,] "9/26/2005" "10/4/2005"   
## [13,] "9/26/2005" "10/4/2005"   
## [14,] "9/26/2005" "10/4/2005"   
## [15,] "9/26/2005" "10/4/2005"   
## [16,] "9/26/2005" "10/4/2005"   
## [17,] "9/26/2005" "10/4/2005"   
## [18,] "9/26/2005" "10/4/2005"

This table shows us the gaps in participation date (some of them duplicated on multiple rows when there was a string of days with no participation). We have zero participants for June 5th 2004, August 8th 2004, August 14th 2004, etc.

Knowing this, we can now create a new variable, numdate, and populate it with numbers indicating the number of days since April 29th, 2004. (This takes a minute to run:)

"numdate" %in% names(diat) #make sure this name not already in use

## [1] FALSE

diat$numdate <- NA  
a<-1 #we'll use this to tell the for loop what row to start at  
  
#nobodyDays has one item for each "missing" day (days when no one participated)  
#the values represent the index number of the uniqueDates value corresponding to the last day on which someone participated before the missing day  
#we'll create nobodyDays2, which gets rid of duplicates (when multiple days were missing in a row) and appends the length of dayOfMonth (i.e., our number of non-missing days--although it doesn't really matter what number we put here)  
nobodyDays2 <- c(unique(nobodyDays),length(dayOfMonth))  
  
#now we'll create breakdays2, which will have the diat row numbers for the last day before each missing day (not counting duplicates)  
breakdays2<-sapply(unique(uniqueDates[nobodyDays]), FUN = function(x){  
 max(which(diat$datedate == x))  
})  
#and we'll add the last row number to the end of breakdays2  
breakdays3 <- c(breakdays2,nrow(diat))   
  
#this for loop uses breakdays3 to loop through each section of continuously non-missing days  
for(i in(breakdays3)){  
 b <- nobodyDays2[which(nobodyDays2==which(uniqueDates==diat$datedate[i]))] #b is the value of nobodyDays2 corresponding to the end of the current section   
 for(j in(a:i)){ #for each row in this section  
 diat$numdate[j] <- which(uniqueDates == diat$datedate[j]) + #the index number of the corresponding uniqueDates date is sort of the number of days since April 29 2004...  
 #...but not quite, because uniqueDates doesn't include the missing days.  
 length(nobodyDays[which(nobodyDays<b)]) #so we add the number of nobodyDays values prior to this section: this will correspond to the number of missing days so far  
 }  
 a<-i+1 #and adjust a so we know the row of diat where the next section starts.  
}

We now have the variable numdate, which has a number for each row indicating the number of days since Apr 29 2004. When no one participated on a given day (e.g. June 5th, 2004), the numbering accounts for that:

## Date numdate  
## 1 6/4/2004 36  
## 2 6/4/2004 36  
## 3 6/6/2004 38  
## 4 6/6/2004 38

# Age

This study started out by asking participants their age, and later switched to asking them for their month and year of birth. We want one variable that has everyone’s age in years. Let’s look at this data:

diat$datedate[which(!is.na(diat$age))[length(which(!is.na(diat$age)))]] #the last day on which we have numerical data for age:

## [1] "8/16/2016"

summary(diat$age)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 10.0 19.0 23.0 28.2 34.0 89.0 73646

summary(diat$birthyear)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 6 1978 1992 1932 1996 2009 248123

That birthyear data looks a little weird. It’s unlikely that we had any participants who were born in the year 6 A.D.

A histogram suggests that only a few people put very low numbers:
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A second histogram of all “birthyear” values below 1900 shows that all of these are lower than 100.

![](data:image/png;base64,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)

Perhaps some people entered their age here; perhaps others were putting the month or day of their birth date, or answering at random. It’s impossible to know, and this is just a small fraction of our sample, so we’ll consider these individuals to have missing data for age.

diat$birthyear[which(diat$birthyear < 1900)] <- NA

Since we have birth month/year and current date for all participants after August 2016, we could calculate relatively precise ages for these participants. But to be consistent with the earlier participants, who listed their ages in years, we will estimate integer ages for these later participants. Those who participated after the 15th of their birthmonth in a given year will be assumed to have had their birthday that year.

agerows <- which(!is.na(diat$birthyear))  
for(dude in(agerows)){  
 if(is.na(diat$birthmonth[dude])){  
 if(diat$month[dude]<=6){  
 diat$age[dude] <- diat$year[dude] - diat$birthyear[dude] - 1  
 }  
 else if(diat$month[dude]>6){  
 diat$age[dude] <- diat$year[dude] - diat$birthyear[dude]  
 }  
 }  
 else if(diat$birthmonth[dude] > diat$month[dude]){ #if it's before their birthmonth  
 diat$age[dude] <- diat$year[dude] - diat$birthyear[dude] - 1   
 }  
 else if(diat$birthmonth[dude] < diat$month[dude]){ #if it's after their birthmonth  
 diat$age[dude] <- diat$year[dude] - diat$birthyear[dude]  
 }  
 else if(diat$birthmonth[dude] == diat$month[dude]){ #if it's their birthday month  
 if(diat$day[dude] <= 15){ #if it's before the 15th, assume they haven't had their birthday yet  
 diat$age[dude] <- diat$year[dude] - diat$birthyear[dude]-1  
 }  
 else{  
 diat$age[dude] <- diat$year[dude] - diat$birthyear[dude]  
 }  
 }  
}

Our new age variable looks like this:

summary(diat$age)

## Min. 1st Qu. Median Mean 3rd Qu. Max. NA's   
## 6.00 20.00 24.00 28.44 35.00 107.00 4747

But we’ll eliminate all participants below the age of 10 from our dataframe, because young children may have misunderstood questions and/or answered unreliably.

save<-diat  
diat<-diat[which(diat$age>=10 | is.na(diat$age)),]  
dim(save)

## [1] 319026 187

dim(diat[which(diat$age>=10 | is.na(diat$age)),])

## [1] 319008 187

We only lost 18 participants from this exclusion.

# Gender

The codebook for this survey tells us that gender was coded as a binary variable (male/female) for the majority of the study, with a change near the end of the study period to allow people to indicate a minority gender identity. It would be nice to use the more precise version from the end of the study period. We might be able to predict implicit prejudice more precisely if we had gender as (perhaps) a three-level variable: cisgender male vs. cisgender female vs. gender minority identities.

However, we want to include both gender and time as covariates when predicting D score, and we would have multicollinearity problems if the third level of gender only appeared during the last 16 months of the study. So unfortunately, in this analysis, my colleagues and I decided we would have to examine gender data only for people who identified as either male or female. (We did look at gender as a three-level variable in the supplemental materials to our publication, but we won’t get into that here.)

To do this, we need to transform responses to the second version of the question so that they’re compatible with responses to the first version of the question. This takes a little extra legwork because in the second version, participants were able to check multiple boxes.

First, we’ll create two vectors of potential responses to the second gender question. The responses in the “men” vector are those where the participant checked the “man” box and/or the “trans man” box, and did not check either the “woman” box or the “trans woman” box. The responses in the “women” vector are those where the participant checked the “woman” box and/or the “trans woman” box, and did not check either the “man” box or the “trans man” box.

men <- c("[1]", "[3]", "[1,3]", "[1,5]", "[3,5]", "[1,6]", "[3,6]", "[1,3,5]", "[1,3,6]")  
women <- c("[2]", "[4]", "[2,4]", "[2,5]", "[4,5]", "[2,6]", "[4,6]", "[2,4,5]", "[2,4,6]")

Next, we’ll use these vectors to add to the variable “Gen,” representing responses to the first gender question.

First, let’s identify the first row in diat that used the second version of the question, which is recorded in the column “genderidentity”.

min(which(!is.na(diat$genderidentity)))

## [1] 1

That’s odd. The first row of diat should have NA for genderidentity. Let’s look at the first few rows of genderidentity:

head(diat$genderidentity)

## [1] " " " " " " " " " " " "

That’s the problem: The missing data are saved as spaces instead of NAs.

In fact, when we look at a frequency table with all the values of genderidentity:

table(diat$genderidentity)

##   
## -999 . [1,2,3,4,5,6] [1,2,3,4,5]   
## 79 247567 1 6 1   
## [1,2,4,5] [1,2,5] [1,2] [1,3,5,6] [1,3,5]   
## 1 3 12 2 8   
## [1,3] [1,4] [1,5,6] [1,5] [1,6]   
## 50 2 3 33 13   
## [1] [2,3,5] [2,3] [2,4,5] [2,4]   
## 17892 1 1 2 25   
## [2,5,6] [2,5] [2,6] [2] [3,5,6]   
## 10 116 24 52256 3   
## [3,5] [3] [4,5] [4,6] [4]   
## 16 91 4 1 35   
## [5,6] [5] [6]   
## 20 643 87

There are multiple missing-data indicators, including -999, " “, and”."

We’ll recode these as NA.

diat$genderidentity <- car::recode(diat$genderidentity, "'-999' = NA; ' ' = NA; '.' = NA")

Now we should be able to identify the first row in diat that has a value for “genderidentity”, and use genderidentity and our “men” and “women” vectors to fill in data after that point.

min(which(!is.na(diat$genderidentity)))

## [1] 247567

diat$Gen[247567:nrow(diat)] <- sapply(diat$genderidentity[247567:nrow(diat)],   
 FUN = function(x){  
 if(x %in% men){-1}  
 else if(x %in% women){1}  
 else {NA}  
})  
  
table(diat$Gen) #-1 indicates men, 1 indicates women

##   
## -1 1   
## 82823 233320

# Educational Attainment

The education question did not change over the study period. It asked participants to identify their highest level of educational attainment, and offered 14 response options.

table(diat$edu)

##   
## 1 2 3 4 5 6 7 8 9 10 11 12   
## 518 3429 31994 22190 98386 27371 47490 35357 30223 3859 3423 6841   
## 13 14   
## 2366 3319

The first seven ranged from “some elementary school” to “4-year college degree,” and represent categories that are unambiguously listed in order of increasing education. However, options 8 through 14 represent various graduate and professional school experiences, and the relative “status” of the options is less obvious: for example, it’s not clear whether someone with a medical degree is more or less educated than someone with a PhD.

That doesn’t matter if we treat education as a categorical (non-ordinal) variable, which is what we’d want to do if the goal was to predict implicit prejudice as precisely as possible. However, our research question was whether increased level of education was related to level of implicit disability prejudice (i.e., do more educated people tend to be more or less prejudiced?). Anyone who’s been to graduate school is already at the top of the education distribution, and it is unlikely that additional education among graduate/professional school students will be strongly related to prejudice. So it may make the most sense to treat all post-undergraduate education as a single level of education:

diat$edu[which(diat$edu==-999)] <-NA #clean up places where missing values are coded as -999  
diat$edu2 <-car::recode(diat$edu, "1=1; 2=2; 3=3; 4=4; 5=5; 6=6; 7=7; 8=8; 9=8; 10=8; 11=8; 12=8; 13=8; 14=8")  
table(diat$edu2)

##   
## 1 2 3 4 5 6 7 8   
## 518 3429 31994 22190 98386 27371 47490 85388

# Disability Status

Our next predictor of interest is disability status. Participants were asked to indicate whether they themselves had a disability (however the participant chose to define that) and answered “yes” or “no.” Fortuneately, one of my collaborators has already put this in the format we want:

table(diat$Disab) #-1 means they don't have a disability; 1 means they do have a disability

##   
## -1 1   
## 260269 45606

So let’s move on to our final predictor.

# Contact with People with Disabilities

Contact was measured with a yes/no question along the lines of “Does a friend, family member, or close acquaintance have a disability?” However, the exact phrasing changed three times over the years, so responses are stored in four different variables:

table(diat$disabledfamilymem)

##   
## . no null yes   
## 81534 20744 129829 38 86863

table(diat$disabledfamilymem\_001) #1=yes, 2=no

##   
## 1 2   
## 41380 26825

table(diat$disabledfriend)

##   
## . no null yes   
## 81534 21335 117927 120 98092

table(diat$disabledsigother)

##   
## . no null yes   
## 291043 6504 9348 146 11967

We want a varible–we’ll call it “contactPWD”–that takes the value 1 if the participant responded yes to any of these questions or -1 if the participant responded no.

"contactPWD" %in% names(diat) #make sure we're not overwriting a preexisting variable

## [1] FALSE

diat$contactPWD <- NA #create variable  
  
diat$contactPWD[which(diat$disabledfamilymem=="no")] <- -1  
diat$contactPWD[which(diat$disabledfamilymem\_001==2)] <- -1  
diat$contactPWD[which(diat$disabledfriend=="no")] <- -1  
diat$contactPWD[which(diat$disabledsigother=="no")] <- -1  
  
diat$contactPWD[which(diat$disabledfamilymem=="yes")] <- 1  
diat$contactPWD[which(diat$disabledfamilymem\_001==1)] <- 1  
diat$contactPWD[which(diat$disabledfriend=="yes")] <- 1  
diat$contactPWD[which(diat$disabledsigother=="yes")] <- 1  
  
table(diat$contactPWD)

##   
## -1 1   
## 121846 184854

This concludes all the cleaning necessary to run our model of implicit prejudice. When I have time (eventually), I’ll continue adding to this github folder to include the analysis and visualization stages of this project.