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**Part 1 array**

The way Ive written it is to be able to be easily translate the logic in other languages as much as possible, specifically cpp. I also did not want to rely on python’s built-in functions that are too optimized already as well as python’s inherent convenient syntax. The scope of part 1 only needs “an element” to be added and deleted. However, I expanded the scope that the input will cover multiple duplicated elements as I wanted to refresh my leetcode solving skills. The following texts documents my intuitions while solving the problem stated.

On the deletion part, there were two lists that I am working with: the referenced list, and the intended value/s to be deleted.

**Approach 1: Brute force**

My initial approach has a time complexity of . Which was to iterate through both arrays, finding match for every other value and delete it. However, by only limiting myself with the use of loops and python’s pop method which reduces the original array’s size, the resulting array has some values that were unintentionally removed.

index = 0

for arrayValue in array:

# search for matching values

# bruteforce

for deleteValue in cacheDeleteValues:

if arrayValue == deleteValue:

array.pop(index)

index +=1

The way I solved it was marking what indices that matches the value in the array and then deleting it after while respecting the current array size.

One thing I made sure before deleting things is to remove duplicates from the marked indices. I got an idea from the following reference [1]. The resulting implementation is shown below:

# marking where in the array that has the value in delete

markIndex = []

for aaa in range(len(array)):

# another search for matching values

# in delete\_values

# bruteforce

for bbb in range(len(delete\_values)):

if array[aaa] == delete\_values[bbb]:

markIndex.append(aaa)

# sanitize the marked indices

# by removing duplicates

tempDuplicates = []

for iii in range(len(markIndex)):

# store if next value in array is not equal to current

if iii+1 != len(markIndex) and markIndex[iii] != markIndex[iii+1]:

tempDuplicates.append(markIndex[iii])

# store the last element regardless

elif iii+1 == len(markIndex):

tempDuplicates.append(markIndex[iii])

markIndex.clear()

markIndex = tempDuplicates

Another way is to first sort out the array first to enable us to easily remove duplicates and deleting them as we go through the array. Further reducing the number of operations and memory usage. However, I wouldn’t want to touch the code any more than that.

**Approach 2: Hashing**

Another intuition I always and most frequently resort to is through hashmaps. Firstly, we need to remove duplicates in the list of delete values the same way we did from the first approach. And we can then hash those. A simple key and value may work so I wouldn’t have to think about be any offsets.

deleteHash = {}

for iii in delete\_values:

deleteHash[iii] = iii

One of the key differences that I made here is that I’m two days in trying to solve what indices to pop. I have asked chatgpt other ways to solve the problem and a few solutions came: the first one was to create a temporary list to store which indices are not present in the hash. I do not want to increase the memory, so no. The second one was to loop through the array backwards so that we wouldn’t mind the offsets we need to subtract to the iterator. The following code presents the initial problematic error indices.

deleteCount = 0

total = len(array)

iii = 0

while iii < total:

# make sure its safe to access an unknown key, use any string or just keep it as None

if (deleteHash.get(array[iii]) == array[iii]):

array.pop(iii - deleteCount)

deleteCount += 1

total -=1

iii +=1

And the fix for that:

iii = len(array) - 1

while(iii >= 0):

if deleteHash.get(array[iii]) is not None:

array.pop(iii)

iii -=1

And that concludes the deletion part for the part 1. I hope with this much work I get to see more of competitive programming principles so I can get back here in the future and just see the difference on how I perceive things. Or better yet, be able to solve this with lesser time and space complexity.

The rest of the part 1 is as straight forward as it is. The scope, again, I expanded it to not only include an element but a list of elements (affecting the addition and deletion in an array). The code below shows the full implementation of the first part:

def addNewElementAtTheEnd(array, add\_these):

""" name treated as

param: array list

param: add\_these list

return: void

adds elements at the end of the array

"""

# make sure that addThese is a list

tempAddThese = []

for iii in add\_these:

tempAddThese.append(iii)

add\_these = tempAddThese

# add the elements in add\_these to the end of array

for jjj in add\_these:

array.append(jjj)

def deleteElements(array, delete\_values):

""" name treated as

param: array list

param: delete\_values list

return: void

deletes elements in the array

that matches with the value/s of the delete\_values

"""

# makes sure delete\_values is a list

cacheDeleteValues = []

for iii in delete\_values:

cacheDeleteValues.append(iii)

delete\_values.clear()

delete\_values = cacheDeleteValues

# marking where in the array that has the value in delete

markIndex = []

for aaa in range(len(array)):

# another search for matching values

# in delete\_values

# bruteforce

for bbb in range(len(delete\_values)):

if array[aaa] == delete\_values[bbb]:

markIndex.append(aaa)

# sanitize the marked indices

# by removing duplicates

tempDuplicates = []

for iii in range(len(markIndex)):

# store if next value in array is not equal to current

if iii+1 != len(markIndex) and markIndex[iii] != markIndex[iii+1]:

tempDuplicates.append(markIndex[iii])

# store the last element regardless

elif iii+1 == len(markIndex):

tempDuplicates.append(markIndex[iii])

markIndex.clear()

markIndex = tempDuplicates

# deletion of the marked indices

deleteCount = 0

for iii in range(len(markIndex)):

array.pop(markIndex[iii] - deleteCount)

deleteCount +=1

def deleteElementsHash(array, delete\_values):

""" name treated as

param: array list

param: delete\_values list

return: void

deletes elements in the array

that matches with the value/s of the delete\_values

"""

# makes sure delete\_values is a list

cacheDeleteValues = []

for iii in delete\_values:

cacheDeleteValues.append(iii)

delete\_values.clear()

delete\_values = cacheDeleteValues

# sort the delete\_values from less to bigger value

delete\_values.sort() # this is may take quite long to write

# and it deserves a separate discussion/activity

# so lets just resort with this

# remove duplicates

# same as with the approach 1

tempSanitized = []

iii = 0

while (iii < len(delete\_values)):

# store if next value in array is not equal to current

if iii+1 != len(delete\_values) and delete\_values[iii] != delete\_values[iii+1] :

tempSanitized.append(delete\_values[iii])

# store the last element regardless

elif iii+1 == len(delete\_values):

tempSanitized.append(delete\_values[iii])

iii +=1

delete\_values.clear()

delete\_values = tempSanitized

# create a hash

# eg. 1:1, 2:2, 25:25

deleteHash = {}

for iii in delete\_values:

deleteHash[iii] = iii

"""

print("===========\ndeleteHash\nkey\tvalue")

for key, value in deleteHash.items():

print(key, "\t", value)

"""

# deletion

# loop through the array backwards

# if the current value does not exist in the hashed deletevalues,

# pop it

iii = len(array) - 1

while(iii >= 0):

if deleteHash.get(array[iii]) is not None:

array.pop(iii)

iii -=1

def printAllElements(array):

""" name treated as

param: array list

return: void

prints all elements in a list

"""

print("[", end='')

index = 0

while index < len(array):

print(array[index], end='')

print("]\n" \

if (index+1 == len(array)) \

else (", "), end='')

index +=1

orig\_array = [1,2,3,4,5,6,7,1,2,3,4,5]

orig\_arrayhash = [1,2,3,4,5,6,7,1,2,3,4,5]

add\_array = [75,457,78]

add\_arrayhash = [346, 657, 123]

delete = [4,1,2,3,1,4, 234, 75]

deletehash = [4,1,2,1,4]

#########################################

# operations

addNewElementAtTheEnd(orig\_array, add\_array)

addNewElementAtTheEnd(orig\_arrayhash, add\_arrayhash)

deleteElements(orig\_array, delete)

deleteElementsHash(orig\_arrayhash, deletehash)

printAllElements(orig\_array)

printAllElements(orig\_arrayhash)

**# the output**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAacAAABBCAYAAAB1hWuzAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABlWSURBVHhe7Z0JdBRltsc/ELMS1mwEAiHBh4SdhH0TCKAHN5RBUN+IvhnkyfOMOK7D4Dgyis4oOHMIRwXFmRFB5DwFHEARkF0IiyIhhCWEBCI7ISTK4nNe/2/Vl1Sa6i3d9VUl3N85db7q6uruW0vf+9373bpfvV59b/m3MHDp0iXRoEED/VUVTZs21dfMiY+PF/n5+bTesGm4GPN0DxEWoX3P7tXHXEsxrXtjULdYMeW+9uJ06WUx8bUd+laN/7w1RdwzuKX45mCp+ON7ufpWjb/+pptonRgtZn2UL6IjbxQT70w13U8yY1IXcXObGPG/64+Lf64q1Ldei5Rn/9GL4vm39uhbNT6Z0Z/a0c9vphY8elequLVPC9Pf/uAPvUW063xAxg3fnKFtgX6/HcyZky2aNGks5s19V6xdt07fqjF0yBDxq1//lygtvSAee2yyvlXjkUceFllZw8ShQ4fECy+8SNs+/PADamfOfFPs2FF1fSdPniz69+8rNm/eKrKzs/WtVcjPmclgxquvzhCtWyeLL79cI957b76+1Tfyc/7+ji8CPT+SWbNmioSEeJIjJqahuG/cfab7MUxdpr7e+iQ2NpYMkKfFSFK7JgEbJiNxTVzGbUgr/ZUQqS2jxcCusbReUFJBrZGNezRl36djrOic2pjWc49coNaME2cvUZvZvoloGhNG66Fg+75z1Ha7qYno7lokMKwwTBWXfqo0TKrJzMwU8+fPI8XXvHlzfatvNmzcSO0tQwZTawaM17jx4/RXQrRr145+DxQWHqXWyJEjR/Q1Ta6OHdP1V6Hh9OlT1Hbu3FkkJSWJiIgIv5Z69evR5xrc2MD0fePSr19fOp9/fXOWx9/A9wCcnwcffLBye7rreHv27EnvFR87Vu0zWHbu3EXv9evfT3Tu0oXWDxw4dM1+vPBSlxe/PaeoqCiRnJxc6R250759+2rvdR+eLP79f0Ls3fC9vsU3Rk8iOSFSnHV5UD9c/pm8HACP6tk5e8T5i1fotRHpmWCfqIgbxOMzd5vuB2DsXvpVp0qDUXzyR9revHGY+ODzwqA8m2ceuFn07aQpf3wuKrw+eXVgwRdHxZJ1x2gdqPScpHcCAvUMoITDwyOo544evER6BkVFxa6efpzLQygTly9fJu8DwGOYNu0FcfbsWXotPZPLly+JkydPu74znDwEeExSNnxGejtjxtxLrfy+kydP0ffD+LzxxizaZgaM49Spz5HM+K3zru8E0dHRYu2atS6vbSe97tChgxg6bAitg2ZNm4qwsDBx7tx5ceWqdu+sXbNO5OXl0bqRMWPGiK5dO9P60qXLKr/TSGZmhrjrrjvFiZMn6bvLyyvoexMTEuj9i+Xl4u233hEXLlzbkZo2bSrJgn3CXe3f/jbbdD+Gqav47Tn98MMP4soVc2UP3N/LWXkkIMPkzoIvikSky3jAMMGAbN171qNhAjn7zlMLr2vPoQse9wMFxyvEGx/mU/gN4DewwKghLBgMf16wX6z6+ntRdKKCvhOGCcYH4TyjYVLNtm3bdKNwSny7p7oh9MWOHbupHTv2F9Sa8eknS8nYSOOzd29uNcME/vKX12k7wH7Y3z2UBy+jUUwMLdhHGiYAQ4bXcXHVPXV3YECzs9+qNKQwBlig5KOiImkbiI6OqnwPC4wBaNasaeU27GNGbm4u3fMwZAcPVhlsT6xfv17cGHYjfSc+d/hwgUfDBAoKCqiNadhQFBcfY8PEXHf47TkFyk8//USuWSB48yR8gfDci4+kV4492RU+q4sgDPj666/R+lNPPVtpcIye03PPPU/bnAbuwZYtW+qv1GL0nLJnz9G3+kfjxo1pXAqG0pNnxjB1Gb89JycDoyYN01e7TrNhCjEwRvCeEIob0L+fvpWxChg1aZj279/Phom5Lqm1xgkJB8jSw9gMvC0ZPvuHl+w7puYg9AbvaOmy5foWJpRg/GvKlCfE9Ol/JG8Lhgke12efrdD3YJjri1prnGKiG1QaJIxHvbOsgEKB3saaGMapYGxLGiSMR61evZpCgTzWxFyvOGrMiWFCjZ1jTgzD1Jw6MebEMAzD1C3YODEMwzCOo0ZhvWHDhopHH52ov6riaFGRePqpZ2idw3qME+CwXnWQcGHGtGl/0NcYxhkE5TnBkMEgyeXUSa1sDMMwzgQJF8aFYZxKUJ6T0VNyR3pOsmSNGXY/vIm6boMHD6SKA5DRU+FRq5AFTX3hXjbISpx2vfAAcNcuXUTZxYtCFouVpZjM5PEmP5Sx8WFYT16EO2+/M1ccK7a+ukdN5MHDuqNH3y3iE+KpmgRA1QpUlViyZAm99ob8TfacGKehbMwJZXOgTIyLLNCpGig8KLEnn3xCZGRkkDKDfGfPVZXaUYnZuUGNOfmeKsNkxCnXa9y4cVSFYsSI4foW/5Dyo7Cq9BJKz2slrtyBMpf7yAU17eR7KgyTEX/lkVUk0tJSyTBhP7yPlHTU/Zsw4SHaj2FqI8o8p1BNQxAsMEy///1UqtMGA4Cq26u/WF2tBpwqvE0FIadNWLb8M7Fo4SJ9q/U47Xq99NKLVMjV6NX64zlJ+b2NOUmvwaw8EB6IhZLfuHGT+MJ1f6ggUHlgsAcOHHBNAdlBgwaI4cM1Y+7L62PPiXEq1122HowqlD4UGwqTQvHbYZi8AWUMGQEM5/VMTEwjavP27aNWBa2SW5EhANu2bafWTjzJ06iRNj3McZd3aHxYd8OGTZWeFgrNMkxtJCjj1OCGwB7WhdJFsVC0doDf7dSpI1XNRoVsu42SDJdhPMXIyJEjqUU4z04Z7b5eQBrpQCupA8g9aNBAUu5myJBZRcUP+haNPr37UAuPQ2WFhkDlKSzU5sVq4jYRKMJ9CPOh+rk/FdMZxonc0DI5pdr0mgjH1a/v3Walpral4pTnS8977Nn//PPPFB7MysqiP0uPjB5iyJBbKltMtoawWklJif4J67n77rtcsqeK/fvzxblz58SkSRPFL3/5IBmDrl27in378sSPP2pzO6kAM7VicT8HDz88gcJRmzZvEXv37tW3qsFJ1wuGEb+P3zUO7vfq1YtCdxculNH5M+Iuf7du3URmRgZN8Fd+sVycOVNVFDhnew4txm3g9jtG0fQaMIgoJaSKQOUpKfleJCW1ECkpKXR8bVq3Eenp6WL4iCyBaRPhZe3z4XEOHarNZ7Vu3VfUMoxTUBbWg4eAcQPM5wPPBcpl8uRJAc3KGiyJiYnU4vfx27Gx2gR5mEMIHtX06S8plccMZBBCHmBnSM8J1yulbQq1Z86cpjYQpPzocMCDQHhrzJh7yHB5AwVYZdabE0J6vuRZsGAhjVFhIkUkQWCpqKgQ89//u7KxMoaxgqA8J4QYfHlO6PWuXLlKLF78scjJyaEB3U2bNot+/fqJhq4/HSZ42737G/1T1jJq1ChSTlFR0WLRwo/E7Oxs8fnnn4ujR4tEjx7dlMtjxvjx99G03wjprVixUt+qDiddr9tuu03Ex8eLvLx8kkXizXNyl3+7yxMpKDgiOnfpLKIiI2nq9AP5B/S9r2XkyOGuTksshdA2b9mib7UPX/I88MB4MWBAf1FRXkFTuZeWnhfNXfvDW4T37cvzY8+JcSqWe054NsU9FRrjKLm5WrghJaUNtSo5fPhQtUw0yChne5XelV2kpWnjO/vy9lOrGiddr7i4OGoDSYYwkx+dqILD2vhMUmILaj3RspU2PnWk0BlTr3iTB1PF33zzzWS4Zs16k0Kf8KSQuXfZ5S0ikw+dSIapjSgL67lzrLiI2rCwcGpVsnvXtT1/KU+jRlp2mB04JaRnhh3XSyZD3HHnHZQiLpeOHdNpe0JCHL32h1OnTlDbIMzzNPy1LaSXkKidn527dlErMRrjlJS21DJMbcNS44RnVPAsD55LcafdTZqHoPLBzrKyMmo7pGvKzYgd8riDahXAriw9J10vGGoJjBTCeHKRBjw8PIJeS7zJn5ys7efpQVyA0C5QnaXnCafJwzAqsdQ4FRYepRY9XWM6MhQPEhDAIYWprgVHtN5kZmb3asrPKI+ZV6UKu0N6TrpeCM/df/+DpgsSHQCSHvBa4kl+eCDI0gTFxcXUmlGbQnoA40wgo0ePaokeON4OHdrTelkZGzWmdmJphQg8mS+rMQAoEyB7u8gEe+UV87AM0ohRtgYYFVCwyMoLwAnySGAAUE4JPP74b3x6TlbIY6yeAZx0fox4qhBhJn+9+vVEsq7kkRzw/vt/p3V3oNDvv38crb/++kyfngrGcjCdOrCiuoI/8uD5rYcnPERJKshIPKd7hfLBW5QywliUN7hCBONULPWcoGD/9KeXqaeLLCooOSyoe4ZtnhQdiE/U/mDYN5RAnp07d14jD7K+7JBHEmhIzwp5nHi9AsFMfhgmKOlvv/3Oo2ECgYbQmjVrRi2+2wr8kQfvIWUcRhcJEDBKWOTxvvfefH1Phql9BOU5Yd+Tp6qUEabMQOUFIGvr1RTZO/bWW1cJy+Mdp8kj8VZbLxiQKYdnirx5Y05k8v88pq9pSC+LPSfGaQTlOeGP36Z168oFZftDRUREGLV4lsUJsDzecZo8VhMermX9levjPrUF6V3JhWGcSo08J38I1nNyry5tNyyPd5wmj8QqzwkeCJS7WQVxhmGCx7bnnPylyEt2lR2wPN5xmjxWg0KtDMOEHkcbJ2RbuT/tbycsj3ecJo/VwDAhKYFhmNDj2LAew4QCq8J6DMNYi+PDegzDMMz1R1Cp5O4YH8plz4lxAuw5MUzokA9tu2PFowhBeU4wZDBIcsFzTgzDMEzdRM7WLBcrsbR8EXqtqHE2duwvRKtWrSoLdqKKwLbt28WihYvotUpkyrMZGNA3lsNRDUoYoVJEXJxW6BSVDrKzs/V3rQdFU/3hhRdeVJb4EOz9E2rPSaaQm4E/a/bsOforNaCEUdawYfSMoaxgjgoRubm5ppMNogbfTTe1o6ng8/LyaJt8oNiX/CiphMoVmBYe5wBVKIwzFKvGH3kCuV6evAJ33n5nrrJEGFyv3r17iY4dO4pmzbTp+L09voBzgv2TXfcFyloByIrK9WafCfT+ccfK8leWjjmNGz9OTJ36HBUNhWKB8kdZGdQ+u/OO28Ujjzys76keKDjIY1zsqkiOmnAwmqitl5GRQYYJ8p09p74yOTA7N7hu8j1VhsnJ9w/+wLL3KBdvFc+tYMSI4VRbLy0tlRQLZLhYXk5KDHM53XHn7fqeVQwfPpxqAkKB+QsUJJQ8av1h/igoexy/XUVlayJPINfLbF+cV/meKsMEQ/PUU0/StZSGyRu4H3BOcD8AKTcMEK65+9xeNbl/VGLpTLjduncTHdPTqZbdjBmvieXLl4t//WuFSExsQQo4OrohzUSrkqysLLq50eueO28e1dSTy9atX+t7qUMWK23ZMokU7xervxSzZ2eLTz75VOzdu1ffSw333nsPtWbnBuetYcNoesBWlVydOncK+v5BFCCUc3T16tWTZgRGr3Lpp8tEzvacyuW779Rer7S0NPov7t+/X7z//j9o1uLNm7e47qlY1zlKEJGRUeLrr6vf0wMH9BeNGjcSxS4Fu0+fxDHddY6xf3lFBR2HEfxX0AmIi4slxbV923bx8cdLxFdfrfc5y64VBCpPINdLzgpsti9mX46MjCTvQ9VxY2JPXF9U21+16nMRFx9Hx5Kfny9KSr7X96pi4MCBZFi25+SIuXPfJblxP7Rp04a2N4yOdv2Xqub+qsn9446VMylb6jlBySEE9MYbs6oVM5UzmzZpYt/Efk4B4VF4AvAKpk17gc6ZP4VfVYLQmqz0rXISRL5/vAMlihATZr81FoctLNSmhkFnwp0ol4ICch9fjB59Nyk29Koxwy5+05/CuFZhhzzwPPCbQOUklAcPHhLTp79MtRtlCNYb2A8hv+XLPtO3aMjOpHt5uZrcPyqxPJXcLAQUE6PFNtF7sxMoXUz1YJz7RyX4XYSsLl++RAVz7TZKMoRXdvGivkVj5MiR1OJaqpbRyfcPlBYiCGjtwizEFBUVSa1ZgpJUslB8vsBxIeSD6Tg++OcCW40SCFYeX9cLBg8LxuOM9Ondh1qca5XnoCa/5a2UlhyDMhLo/aMSy42TOxj0v3v0XaSQl7lZeJVg7iHMnCpbjPlANpUMGqRNk3Hw4GHRtm1bkmP+/Hlizpxs8bvfPU8hP5UgGQQLJvozIqdFt2sSRCNOuX8Qw3904q8rW4yBYIzAbiDD4MGDSYFv2LhJ36ohxxwQDvNH8XXvrk3bgU5AUlISHee0aVPFM88+LSZMeIhCbCoJRh5/rheSI7C4eympadpU906ZhDJQpLGB4fWFt/tHNUqMEzwExImhfDHoj5vr5ZdfvUYJqgQeArLhMMUDFB3GMCZPnqTUICQmJlKL38dvx8bGidLSMhr8h0c1ffpLyg2UOzAGMktOZUjPiBPvH/zRkR2G8Qf8kTEoP2bMPcoVNoAngMFrKF0MiKPHi3me3JVsi6QW1F44X0qtL5o30+69q1evaMfWtAlVYcfgOTyYRydNVHq8wchT0+sFZS2z2FSG9EJJ5y5dqC0qKqLWHX/vH9VYmhAhU9JHjBwhbrvtViEnaKtf/wbRqFFjkZNTffBVBUg6WLlylVi8+GP6fQwCbtq0WfTr148GG+H67t6tZqr2UaNG0Z8jKipaLFr4kZidnU0D/EePFlGKrGp5zBg//j7qpSK8tmLFSn2rWoK5f0KdEFF+sVxs2bpVrPlyDSUUfPPNty6lt8elADqLqMhI0eDGBuJA/gF9bzX06dNb9OvblxIdQL0b6ovoqIaVCQ8S7IOw3pHCo9Xe85QQ0X9Af7oHwyMi6H+OxAMMkJ84cVK0b/8fyo+3JvIEe71Gjhzu6jTGUvhr85Yt+lZ7kMkdnhIizICezszIIIO8ePESV0f4sv5OFf7eP2bU2oQICQa2MXU3ph//aNFHdIIwMd1vfztF30Md6G27j2NgHCU3V7sQyJBRzeHDh6pNMwEZd+zYTevSu7KLtDRtPM7OkJ6T7h/0Jt3j9OikFRzWBpGTEjXvRCUY2MZzJpjOffXq1eLqlav03NIDD4zX99Bo2lQbb/I3GUJy/Ngx1/1YNZaBc5CXl0/r0ptRSSDyBHu9WupT/NfGkB68PnTqwPr16z2Gcv29f1SjdMwJRmDpsuU0lTbAMz12JSO4c6xYc3nDwsKpVcnuXdd6RlKeUPb6A8UJIT0jTr5/Tp06QW2DMG0SQjuA8tmwYVPl9Ox4Bsg4+C+TIZByjDEXucgxlWYu44XX7uSbeBbyeKNtyOgKhTz+XK/aHNKD7AhbIvKC6BDuC1/4un9UozwhAkDJyIc6WyebV2uwAoxZoAoCphR3p91NmpJT+SBuWZk2a2yHdC3hwIgd8riDahXAjiw9b9h1/yAmjyfiUVHBnWRdDtUP4poBJYOkByCrI0BZSWCksF0uUgFDkcn9QYU+y29Kima8jNhxvIHKE+z1QmgdqM7SCxYcL8aOpGGCZxQIZvePHVhqnDCYbzagj8Ft2SP/ds8ealWAh9kAss+MPW54CEhAAIf8SLENFQVHtNBCZmZ3kkFilMfMq1KF3SE9p90/JSe0OD88DWOPEoo/NVV7Kr9Y4WSLGK80G9DH4LY0ODJlHOEthG7MFiQKACQN4LWkpKSE2g4d2lczbsbjNfNirCJQeYK9XrUtpIfjmjLlCQrJoZLFhx8u8mqYArl/7MDS2nqPPfbfIitrGJW8kQNxCQlxIjxcq1a+bPlnNJ5gBp4/Qpo3wHhDKICiQzUG+UApMvYAMvUAMvdeeWUGrbtjhTxg1qyZjpJHAgOJzDiAsR5fnpMV8sAIheL+MSrcYMAfGTLJ8JhMzZW9S2SC4UFIMzAwjTRmECp5oER69exJiujK1Su0DaE59JiBv71mb7X1oOyccrwgEHmCuV5Q9PA+AMZifHlOVhwvZBg6TEs4APLaGq/32jXrqOMB5HUE8HwqKjRP08jBAwcr74lQ3D+1trbe2TNnSOFC+ULhSqWLMNG8ue96VCwgPlG7gaCYQgUULMYrkEKOsJCUCb+BbZ4MAbBCHgB5UJ7HXR6UDLJDHkmgIT1LrlcI7p/Tp05TGwqgoBCPh6eBPz+UHBb8ubHNk6IDMtMQ+4aKC6WlpHCNYTqAMBQqBQQazjEDx4vyNu7HixI5qo8XBCJPMNcr0JCeFccbHR1VKTMWaTSM1xv7mAHPx/hZuSDLVaLi/gmGoDwn9GZlbwQgPx6VDkCw8zlhXAgZWd68B5WwPN5xqjz79uWJhV6MmCpkr9Zbb70uwcdbN3FPmJEGzXGeU3h4uGjTunXl4l67KRgiIrRewoULWtKA3bA83nGqPDLpxG7Cw7WsMDw0ej3Ax1s3kR6W0dOyihoZpzVr1oqxY8dds3gaf6oJmNMIyCKfdsPyeMep8iAE5AQw5xAI9Bmj2gofb90EHpLZYgW2pJIHQpHC7Cd/YHm84zR5jh0/rq85A2MY/HqAj5epKY42ThgMd6/mYCcsj3ecKE/BYfVzDnkCisu9WkFdho+XCYYaJUT4Q7AJEQwTCkI9TTvDMGpwfFiPYRiGuf5g48QwDMM4DjZODMMwjONg48QwDMM4DjZODMMwjONg48QwDMM4DjZODMMwjONg48QwDMM4DjZODMMwjMMQ4v8BgldC13TsTvkAAAAASUVORK5CYII=)

**Part 2: Linked list**

I don’t know how to implement it in python as it does not have pointers. I don’t know how to reference the addresses of I searched the internet on how to implement linked list, and multiple sources uses the nodes as objects. The instructions from the board also seems straightforward and it is the same way as it is implemented in many online sources. The following sections shows my attempt with minimal help.

I approached it first by the interface, and then the implementation after. I initially wanted to initialize the linked list with variable-length arguments.

pogi = Linkedlist(10,29,3,4)

However, that has proven itself difficult after going through this in multiple sittings. For now, I want it to keep it simple and the following code is yet my best attempt. Thanks to a youtube video [2], I have a brief overview how to work with linked list using OOP. After going through the video two or three times, I tried practicing, imitating and recalling how to implement it in python. When appending new values, the way it is supposed to store what values and indices aren’t clear based from the logic of my code.

class Node:

def \_\_init\_\_(self):

self.value = None

self.next = None

class Linkedlist:

def \_\_init\_\_(self):

self.head = Node()

def add(self, value):

self.head.value = value

index = 0

while self.head.next is not None:

index +=1

self.head.next = index

def printlist(self):

pass

pogi = Linkedlist()

pogi.add(10)

pogi.printlist()

I gave up, so going again through the video, what I didn’t account for was to initialize another node object when adding something to the end of the linked list. The following code may be considered as 1:1 copy from the video. Some methods like set and get, and the size or length of the linked list arent implemented because Im tinatamad. I made some comments here and there to make the code speak some sense when read. Especially at the deleteThis method, I didn’t add any branch inside the while loop like what he did in the video (for just a minor optimization; assuming the compiler and/orinterpreter didn’t account for that).

class Node:

def \_\_init\_\_(self, value=None):

self.value = value

self.next = None

class Linkedlist:

def \_\_init\_\_(self):

self.head = Node()

def add(self, value):

"""

param: value

appends only an element to the end

returns void

"""

new\_node = Node(value) # initialize the value first

current = self.head # makes the context that

# we are handling the current node

while current.next is not None:

current = current.next

current.next = new\_node

def printlist(self):

"""

prints things the list

returns void

"""

# store it in cache then traverse to the next node

tempCache = []

current\_node = self.head

while current\_node.next is not None:

current\_node = current\_node.next

tempCache.append(current\_node.value)

print(tempCache)

def deleteThis(self, index):

"""

param: index

deletes the index specified

returns void

"""

current\_node = self.head

# go to the node

current\_index = 0

last\_node = current\_node

while current\_index-1 != index:

last\_node = current\_node

current\_node = current\_node.next

current\_index +=1

# after arriving here, delete

last\_node.next = current\_node.next

# operations

pogi = Linkedlist()

pogi.printlist()

# add multiple, then print

buffers = [0,1,2,3,4]

for bbb in buffers:

pogi.add(bbb)

pogi.printlist()

# deletion

pogi.deleteThis(2)

pogi.deleteThis(0)

pogi.printlist()

What’s surprising is that the index does not start at 0 in the deleteThis method. That’s why there must be -1 for on the condition of the while loop to offset the index and terminate the loop earlier than what it written from the video.

References:

[1] <https://www.geeksforgeeks.org/cpp-program-to-remove-duplicates-from-sorted-array/>

[2] <https://www.youtube.com/watch?v=JlMyYuY1aXU&t=3s>