*#!/usr/bin/env python3*

*# -\*- coding: utf-8 -\*-*

第一行注释是为了告诉Linux/OS X系统，这是一个Python可执行程序，Windows系统会忽略这个注释；

第二行注释是为了告诉Python解释器，按照UTF-8编码读取源代码，否则，你在源代码中写的中文输出可能会有乱码。

申明了UTF-8编码并不意味着你的.py文件就是UTF-8编码的，必须并且要确保文本编辑器正在使用UTF-8 without BOM编码：

![A description...](data:image/png;base64,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)

如果.py文件本身使用UTF-8编码，并且也申明了# -\*- coding: utf-8 -\*-，打开命令提示符测试就可以正常显示中文：

所以，我们把函数的参数改为可变参数：

**def** **calc**(\*numbers):

sum = 0

**for** n **in** numbers:

sum = sum + n \* n

**return** sum

定义可变参数和定义一个list或tuple参数相比，仅仅在参数前面加了一个\*号。在函数内部，参数numbers接收到的是一个tuple，因此，函数代码完全不变。但是，调用该函数时，可以传入任意个参数，包括0个参数：

Python允许你在list或tuple前面加一个\*号，把list或tuple的元素变成可变参数传进去：

>>> nums = [1, 2, 3]

>>> calc(\*nums)

14

位置参数  
  
在参数名之前使用一个星号，就是让函数接受任意多的位置参数。  
  
>>> def multiply(\*args):  
... total = 1  
... for arg in args:  
... total \*= arg  
... return total  
...  
>>> multiply(2, 3)  
6  
>>> multiply(2, 3, 4, 5, 6)  
720  
  
python把参数收集到一个元组中，作为变量args。显式声明的参数之外如果没有位置参数，这个参数就作为一个空元组。  
  
命名关键字参数python在参数名之前使用2个星号来支持任意多的关键字参数。  
  
>>> def accept(\*\*kwargs):  
... for keyword, value in kwargs.items():  
... print "%s => %r" % (keyword, value)  
...  
>>> accept(foo='bar', spam='eggs')  
foo => 'bar'  
spam => 'eggs'  
  
注意：kwargs是一个正常的python字典类型，包含参数名和值。如果没有更多的关键字参数，kwargs就是一个空字典。

**关键字参数（key-value）和命名关键字参数：**如果要限制关键字参数的名字，就可以用命名关键字参数

**命名关键字参数必须传入参数名**，这和位置参数不同。如果没有传入参数名，调用将报错：

>>> person('Jack', 24, 'Beijing', 'Engineer')

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

TypeError: person() takes 2 positional arguments but 4 were given

由于调用时缺少参数名city和job，Python解释器把这4个参数均视为位置参数，但person()函数仅接受2个位置参数。

命名关键字参数可以有缺省值，从而简化调用：

**def** **person**(name, age, \*, city='Beijing', job):

print(name, age, city, job)

由于命名关键字参数city具有默认值，调用时，可不传入city参数：

>>> person('Jack', 24, job='Engineer')

Jack 24 Beijing Engineer

使用命名关键字参数时，要特别注意，\*不是参数，而是特殊分隔符。如果缺少\*，Python解释器将无法识别位置参数和命名关键字参数：

**def** **person**(name, age, city, job):

*# 缺少 \*，city和job被视为位置参数*

**pass**

参数组合

在Python中定义函数，可以用必选参数、默认参数、可变参数、关键字参数和命名关键字参数，这5种参数都可以组合使用，除了可变参数无法和命名关键字参数混合。但是请注意，参数定义的顺序必须是：必选参数、默认参数、可变参数/命名关键字参数和关键字参数。

比如定义一个函数，包含上述若干种参数：

要注意定义可变参数和关键字参数的语法：

**\*args是可变参数，args接收的是一个tuple；**

**\*\*kw是关键字参数，kw接收的是一个dict。**

以及调用函数时如何传入可变参数和关键字参数的语法：

可变参数既可以直接传入：func(1, 2, 3)，又可以先**组装list或tuple**，再通过\*args传入：func(\*(1, 2, 3))；

关键字参数既可以直接传入：func(a=1, b=2)，又可以先组装dict，再通过\*\*kw传入：func(\*\*{'a': 1, 'b': 2})。

使用\*args和\*\*kw是Python的习惯写法，当然也可以用其他参数名，但最好使用习惯用法。

命名的关键字参数是为了限制调用者可以传入的参数名，同时可以提供默认值。

定义命名的关键字参数不要忘了写分隔符\*，否则定义的将是位置参数。

Example:L4=('12','34',[12,34]) 有\*和没\*的区别

>>> def p(l):

for i in l:

print (i)

>>> p(L4)

1

2

3

4

5

>>> def d(\*l):

for i in l:

print (i)

>>> d(L4)

('12', '34', [12, 34])

**def** **f1**(a, b, c=0, \*args, \*\*kw):

print('a =', a, 'b =', b, 'c =', c, 'args =', args, 'kw =', kw)

**def** **f2**(a, b, c=0, \*, d, \*\*kw):

print('a =', a, 'b =', b, 'c =', c, 'd =', d, 'kw =', kw)

**1. 栈和栈帧**  
栈（stack）相对整个系统而言，调用栈（Call stack）相对某个进程而言，栈帧（stack frame）则是相对某个函数而言，调用栈就是正在使用的栈空间，由多个嵌套调用函数所使用的栈帧组成。具体来说，Call stack就是指存放某个程序的正在运行的函数的信息的栈。Call stack 由 stack frames 组成，每个 stack frame 对应于一个未完成运行的函数。

Stack frame 组织方式的重要性和作用体现在两个方面：

第一，它使调用者和被调用者达成某种约定。这个约定定义了函数调用时函数参数的传递方式，函数返回值的返回方式，寄存器如何在调用者和被调用者之间进行共享；

1, 1, 2, 3, 5, 8, 13, 21, 34, ...

斐波拉契数列用列表生成式写不出来，但是，用函数把它打印出来却很容易：

def fib(max):

n, a, b = 0, 0, 1

while n < max:

print(b)

a, b = b, a + b

n = n + 1

return 'done'

上面的函数可以输出斐波那契数列的前N个数：

>>> fib(6)

1

1

2

3

5

8

'done'

仔细观察，可以看出，fib函数实际上是定义了斐波拉契数列的推算规则，可以从第一个元素开始，推算出后续任意的元素，这种逻辑其实非常类似generator。

也就是说，上面的函数和generator仅一步之遥。要把fib函数变成generator，只需要把print(b)改为yield b就可以了：

def fib(max):

n, a, b = 0, 0, 1

while n < max:

yield b

a, b = b, a + b

n = n + 1

return 'done'

这就是定义generator的另一种方法。如果一个函数定义中包含yield关键字，那么这个函数就不再是一个普通函数，而是一个generator：

>>> f = fib(6)

>>> f

<generator object fib at 0x104feaaa0>

这里，最难理解的就是generator和函数的执行流程不一样。函数是顺序执行，遇到return语句或者最后一行函数语句就返回。而变成generator的函数，在每次调用next()的时候执行，遇到yield语句返回，再次执行时从上次返回的yield语句处继续执行。

举个简单的例子，定义一个generator，依次返回数字1，3，5：

def odd():

print('step 1')

yield 1

print('step 2')

yield(3)

print('step 3')

yield(5)

调用该generator时，首先要生成一个generator对象，然后用next()函数不断获得下一个返回值：

>>> o = odd()

>>> next(o)

step 1

1

>>> next(o)

step 2

3

>>> next(o)

step 3

5

>>> next(o)

Traceback (most recent call last):

File "<stdin>", line 1, in <module>

StopIteration

可以看到，odd不是普通函数，而是generator，在执行过程中，遇到yield就中断，下次又继续执行。执行3次yield后，已经没有yield可以执行了，所以，第4次调用next(o)就报错。

回到fib的例子，我们在循环过程中不断调用yield，就会不断中断。当然要给循环设置一个条件来退出循环，不然就会产生一个无限数列出来。

同样的，把函数改成generator后，我们基本上从来不会用next()来获取下一个返回值，而是直接使用for循环来迭代

>>> ord('A') ASCII value

65

#导入mode，**import与from…import**的不同之处在于，简单说：  
# 如果你想要直接输入argv变量到你的程序中而每次使用它时又不想打sys，  
# 则可使用：from sys import argv  
# 一般说来，应该避免使用from..import而使用import语句，  
# 因为这样可以使你的程序更加易读，也可以避免名称的冲突  
###########################

声明：s为字符串，rm为要删除的字符序列

s.strip(rm) 删除s字符串中开头、结尾处，位于 rm删除序列的字符

s.lstrip(rm) 删除s字符串中开头处，位于 rm删除序列的字符

s.rstrip(rm) 删除s字符串中结尾处，位于 rm删除序列的字符

>>> a = '123abc'  
>>> a.strip('21')  
'3abc' 结果是一样的  
>>> a.strip('12')  
'3abc'

**Python swapcase()** 方法用于对字符串的大小写字母进行转换。

***lambda***函数也叫匿名函数，即，函数没有具体的名称。先来看一个最简单例子：

def f(x):  
return x\*\*2  
print f(4)

Python中使用lambda的话，写成这样

g = lambda x : x\*\*2  
print g(4)