**非构造函数的继承--把对象拷贝了**
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“js的继承机制”一节中我们知道继承一个对象用“构造函数+new”的模式就可以了，那么有没有其他的方法了呢，毕竟原型链查找也是需要消耗一些性能的，我们有时并不需要原型链上的所有属性和方法。  
简单说，如果把父构造函数对象的原型上所有属性和方法，拷贝进子构造函数对象的原型对象上，不也能够实现简单的继承吗？  
代码如下

1. function extend2(Child, Parent) {
2. let p = Parent.prototype;
3. let c = Child.prototype;
4. for (let i in p) {
5. c[i] = p[i];
6. }
7. c.uber = p;
8. } // 小提示，for+in 方式的循环将遍历对象本身的所有可枚举属性，以及对象从其构造函数原型中继承的属性（更接近原型链中对象的属性覆盖原型属性）。

这个函数的作用，就是将Parent对象的prototype对象中的属性，一一拷贝给Child对象的prototype对象。  
使用方法：

1. function Animal(){}
2. Animal.prototype.species = "动物";
3. function Cat(){}
4. extend2(Cat, Animal);
5. let cat1 = new Cat("大毛","黄色");
6. alert(cat1.species); // 动物

不过这只是父构造函数原型对象上的属性和方法，话句话说，我们只拷贝了原型链上的一层，实际中可能够用也可能不够用。那么通过拷贝来实现继承能不能完全替代原型链绑定呢。这个方法还是可以的。而且由于是拷贝得到的结果，所以跟原来的原型链已经是两个了，原型链互相之间的改变不会影响到对方。  
由于有些属性的值可以是数组和对象，这就造成浅拷贝的结果是属性只取到了对应值的引用而不是具体的值，所以我们最终的目的是进行深拷贝。  
下面分别给出代码：  
1.浅拷贝

1. function extendCopy(p) {
2. let c = {};
3. for (let i in p) {
4. c[i] = p[i];
5. }
6. c.uber = p;
7. return c;
8. }

使用的时候，这样写：

1. let Chinese = {
2. nation:'中国'
3. };
4. let Doctor ={
5. career:'医生'
6. }
7. let Doctor = extendCopy(Chinese);
8. Doctor.career = '医生';
9. alert(Doctor.nation); // 中国

当父对象的属性等于数组或另一个对象，那么，子对象获得的只是一个内存地址，而不是真正拷贝，因此存在父对象被篡改的可能。现在给Chinese添加一个”出生地”属性，它的值是一个数组：  
Chinese.birthPlaces = [‘北京’,’上海’,’香港’];  
通过extendCopy()函数，让Doctor继承了Chinese。  
let Doctor = extendCopy(Chinese);  
然后，我们为Doctor的”出生地”添加一个城市：  
Doctor.birthPlaces.push(‘厦门’);  
我们测试：  
alert(Doctor.birthPlaces); //北京, 上海, 香港, 厦门  
alert(Chinese.birthPlaces); //北京, 上海, 香港, 厦门  
所以，extendCopy()只是拷贝基本类型的数据，对引用类型的数据还是用的同一内存  
2.深拷贝  
所谓”深拷贝”，就是能够实现真正意义上的数组和对象的拷贝。它的实现并不难，只要递归调用”浅拷贝”就行了。

1. function deepCopy(p, c) {
2. let c = c || {};
3. for (let i in p) {
4. if (typeof p[i] === 'object') {
5. c[i] = (p[i].constructor === Array) ? [] : {};
6. deepCopy(p[i], c[i]);
7. } else {
8. c[i] = p[i];
9. }
10. }
11. return c;
12. }

使用方式：

1. let Doctor = deepCopy(Chinese);

我们测试：给父对象加一个属性，值为数组。然后，在子对象上修改这个属性：

1. Chinese.birthPlaces = ['北京','上海','香港'];
2. Doctor.birthPlaces.push('厦门');

这时，父对象就不会受到影响了。

1. alert(Doctor.birthPlaces); //北京, 上海, 香港, 厦门
2. alert(Chinese.birthPlaces); //北京, 上海, 香港
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