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# Вступ

Підставою для створення проекту стала актуальна проблема відсутності гнучких інструментів організації часу людини на ринку. Головною метою проекту є створення простого способу організувати свій дозвілля так, як бажає людина, накопичувати цінний досвід і ділитись ним з спільнотою.

Для досягнення цієї мети, проект має наступні завдання:

1. Розробити інтуїтивно зрозумілий інтерфейс, який дозволить користувачам легко планувати свій час і дозвілля.
2. Забезпечити можливість користувачам зберігати свій досвід та накопичувати влучні поради та рекомендації в особистому профілі.
3. Створити функціонал, який дозволить користувачам ділитись своїми досвідом і порадами з іншими учасниками спільноти.
4. Забезпечити механізми зворотного зв'язку та підтримки, щоб користувачі могли спілкуватись, обмінюватись ідеями та вдосконалювати проект разом.

Проект має на меті вирішити проблему неефективного використання часу і надати людям інструменти, які допоможуть їм більш насолоджуватись своїм дозвіллям, розвиватись та ділитись цим досвідом з іншими.

Одна з великих проблема мозку – обмежена оперативна пам’ять. В нашій повсякденному житті утримати, що потрібно робити просто неможливо.

Ця обмежена оперативна пам'ять нашого мозку створює значні перешкоди в ефективному утриманні всіх необхідних завдань та інформації у свідомості. Ми постійно зіткнуємося зі ситуаціями, коли забуваємо про важливі речі або не можемо відтворити точну послідовність подій. Наш мозок працює, намагаючись відсікати незначні деталі і зосереджуватися на найбільш суттєвих аспектах, але це часто призводить до втрати важливої інформації.

Намагаючись утримати все, що потрібно робити у своїй голові, ми стикаємося з перенавантаженням та втомою, що негативно впливає на нашу продуктивність та концентрацію. Саме тому знаходження ефективних стратегій для керування і обробки інформації стає насущною задачею.

Одним із способів подолання цієї проблеми є використання зовнішніх засобів, таких як записування списків завдань, використання органайзерів або мобільних додатків, що допомагають управляти розкладом та нагадуваннями. Це дозволяє звільнити простір у свідомості для більш складних когнітивних завдань і зберегти важливу інформацію зовнішнім способом.

# Предметна область і аналоги

## Огляд предметної області

Предметною областю системи є організація часу людини. У цій сфері існує розмаїття напрямків та систем, починаючи від простих "туду-листів" (to-do lists) й закінчуючи складними планувальними системами, такими як Microsoft Project. Основна різниця між ними полягає у масштабі та цілях, які системи намагаються досягти, орієнтовані вони на різні фокусні групи людей.

Наприклад, Atlassian Jira та Microsoft Project спрямовані на організацію бізнес-процесів у компаніях, в той час як Microsoft Anydo та Structured націлені на сегмент "від продукту до клієнта" (Product to Customer) - продаж софту для клієнтів, які зацікавлені у кращому управлінні своїм часом.

Організаційний софт в основному виконує алгоритмічну роботу з даними та створює умови для ефективного сприйняття і управління часом. Незалежно від цілей і масштабів, всі системи сводяться до найменшого "юніта" - завдання або таску.

Мій проект працює за моделлю "від продукту до клієнта" (Project to Client) і спрямований на покупців. Однак, система відрізняється від інших проектів деякими особливостями, які будуть надалі вказані.Моя задача зробити потужний інструмент для розгрузки мозку, оптимізації рутинних завдань, з накопичувальним ефектом і сильною інтеграцією з спільнотою однодумців.

## Аналіз існуючих рішень

Справді, на ринку існує велика кількість програмного забезпечення для організації часу. Це означає, що конкуренція серед розробників є дуже високою, і для того, щоб виділитись, потрібно мати щось особливе.

Деякі програми можуть зосередитись на інтуїтивно зрозумілому і простому інтерфейсі, що дозволяє користувачам швидко оволодіти програмою і почати організовувати свій час без складнощів. Інші можуть пропонувати інноваційні методи планування, такі як графіки Ганта або канбан-дошки, які дають змогу візуально відстежувати прогрес та керувати завданнями.

У наступних розділах ми розглянемо два найпопулярніші додатки для організації часу на сьогоднішній день, а також проведемо порівняльний аналіз їх основних характеристик, таких як підтримувані пристрої, цілі, ідеології, простоту керування процесами.

Деякі програми акцентуються на синхронізації та доступності даних. Вони можуть пропонувати можливість синхронізувати розклади та завдання між різними пристроями та платформами, такими як комп'ютери, смартфони та планшети, щоб мати постійний доступ до оновленої інформації.

Деякі програми можуть спеціалізуватись на конкретних групах користувачів або виконувати специфічні завдання. Наприклад, є програми, призначені для менеджменту проектів, нагадувань про медичні препарати, трекінгу часу роботи та багато інших.

Окрім цього, оновлення та підтримка програмного забезпечення є важливим аспектом. Розробники повинні надавати регулярні оновлення з новими функціями, виправленнями помилок та забезпечувати гарантовану підтримку користувачів, щоб забезпечити задоволення і лояльність клієнтів.

### Огляд Structured

Structured - це щоденний візуальний планувальник, який поєднує календар і список справ, щоб надати можливість розплановувати завдання, стежити за прогресом протягом дня та позначати їх як виконані, коли завдання виконані.

Сервіс, доступним лише на пристроях від Apple. Він може бути використаний на iPhone, iPad, та пристроях, що працюють під управлінням операційної системи macOS. Це означає, що користувачі, які володіють пристроями Apple, можуть насолоджуватися функціональністю та, які надає Structured для планування та відстеження своїх завдань та розкладу.

Сервіс Structured, на жаль, не має базового функціоналу для організації рутини людини, хоч якось працююча версія коштує грошей. Бізнес схема в програми геть погана.

Він зосереджений переважно на плануванні завдань та відстеженні прогресу. Це може бути обмеженням для тих, хто шукає інструмент, який допоможе організувати та регулярно повторювати рутинні дії і ділові звички.

Функції додатку

Structured - це застосунок, який пропонує ряд корисних функцій для організації часу та завдань. Основний функціонал додатку Structured включає:

1. Планування завдань: Застосунок дозволяє вам створювати та розплановувати завдання на календарі. Ви можете встановлювати терміни виконання, пріоритети та тривалість кожного завдання.
2. Список справ: Structured надає можливість створювати список справ, який включає окремі завдання або підзавдання. Ви можете легко організовувати свої завдання за категоріями або проектами.
3. Візуальне планування: За допомогою Structured ви можете використовувати візуальний планувальник для відстеження свого розкладу та завдань. Ви можете бачити ваші завдання на календарі і переміщати їх за допомогою перетягування, змінюючи їх дати та часи.
4. Нагадування та сповіщення: Structured дозволяє встановлювати нагадування про наближення термінів виконання завдань або про важливі події. Ви отримуватимете сповіщення, щоб не пропустити жодне важливе завдання.
5. Відстеження прогресу: Застосунок надає можливість відстежувати прогрес виконання завдань. Ви можете позначати завдання як виконані, встановлювати статуси або використовувати вбудовані мітки для класифікації завдань.
6. Синхронізація даних: Structured забезпечує синхронізацію даних між пристроями, що дозволяє вам отримувати доступ до своїх завдань та розкладу з різних пристроїв, таких як смартфони або планшети.
7. Ці функції дозволяють вам більш ефективно організувати свій час, планувати завдання та відстежувати їх виконання, забезпечуючи більшу продуктивність та організованість у вашому повсякденному житті.

Structured і мій проект мають деякі схожі функціональні можливості, але також відрізняються за деякими аспектами:

1. Пакети завдань: Обидва проекти дозволяють організовувати завдання в пакети або групи, що допомагає структурувати роботу та керувати комплексними проектами.
2. Групи користувачів: ProQ дозволяє додавати пакети до груп користувачів, що може бути корисно для спільної роботи над проектами або для делегування завдань між учасниками –коли викинути сміття чи помити посуду потрібно знати всім.
3. Відстеження прогресу: Як Structured, так і ProQ проект надають можливість відстежувати прогрес виконання завдань, але ProQ надає інструмент для аналітичної і інтерактивної роботи з данними, а система інтерактивних компонентів дає можливість нескінченно розширювати можливості користувчів взаємодіяти з інформацією
4. Компонента система дає можливість дуже гнучкі можливості для настройки завдань, а постійні оновлення поточного набору різних компонентів дають великий набір інструментів для настройки. Structured має дуже скромний і не зрозумілий для користувача інструментарій для створення рутин. Меня не подобається розуміти завдання як набір якихось настройок, в ProQ в свою чергу це завдання на яких накинуті налаштовані компоненти, це просто зрозуміло с точки зору сприйняття
5. Робота зі списками даних: Описаний проект має можливість працювати зі списками даних та алгоритмічно їх прикріпляти до завдань. Це може бути корисно для обробки та аналізу інформації, пов'язаної з конкретним завданням.
6. Запис даних до завдань: В описаному проекті користувачі можуть записувати дані до завдань. Це дозволяє включати додаткову інформацію, коментарі, примітки або відповіді, які можуть бути оброблені компонентами, пов'язаними з завданням.
7. Інтерфейс виконан дуже погано, цим застосунком не приємно користуватись, в своїх розробках я використовую переводі технології Apple для того, щоб добитись плавної і крутої роботи системи

### Огляд Routinery

Routinery - це додаток для організації рутини, який надає широкий функціонал для планування, відстеження та керування рутинними завданнями. Основні функції Routinery включають:

1. Створення рутин: Ви можете створити свої власні рутини залежно від потреб і пріоритетів. Наприклад, рутини для ранкових зарядок, щоденного тренування, підтримки чистоти вдома тощо.
2. Гнучке планування: Routinery дозволяє вам гнучко планувати свої рутини на різні дні тижня або на конкретні дати. Ви можете встановити повторюваність рутини щоденно, щотижня або вибрати власний графік.
3. Нагадування і сповіщення: Додаток Routinery надсилає нагадування та сповіщення, щоб вам не пропустити важливі рутинні завдання. Ви отримуватимете повідомлення на своєму смартфоні або інших пристроях, щоб бути в курсі поточних рутин.
4. Відстеження прогресу: Routinery дозволяє вам відстежувати прогрес у виконанні рутин. Ви можете позначати завдання як виконані або відмічати їх у разі затримки. Це допоможе вам бачити вашу продуктивність та дотримання рутин.
5. Спільний доступ: Routinery дозволяє спільний доступ до рутин між користувачами. Ви можете створювати групи рутин та додавати учасників, що спільно виконують їх. Це корисно, коли потрібно скоординувати рутини з родиною, співмешканцями або колегами.
6. Статистика і звіти: Routinery надає статистику та звіти щодо вашої рутини. Ви можете переглядати час, проведений на кожному завданні, аналізувати свою продуктивність та виявляти зв'язки між рутинами та вашим самопочуттям.
7. Кастомізація та інтеграція: Додаток Routinery надає можливість налаштовувати і персоналізувати рутини згідно з вашими вподобаннями. Ви можете додавати зображення, описи, кольори та інші елементи, що допомагають вам організувати рутину. Також, Routinery може інтегруватись з іншими додатками або сервісами, такими як календарі, напоминалки та інші, для ще більшої ефективності і зручності.

Routinery і ProQ мають кілька схожих функціональних можливостей, але як я зазначав і буду зазначати далі у Routinery можливо і був потнціал, але є проблеми на фундаментальному рівні – поганий інтерфейс, відсутність нормального магазину, відсутність компонентної системи і інтерактивності, спільного користування завданнями.

Хоча і проект мав перспективи, але він не дає тот «value», який справді би якось допіг би мені у моєму житті. Мало зробити програму, потрібно розуміти навіщо вона потрібна, які задачі вирішує і робити вона це повинна бездоганно.

Проект маї навіть деякий функціонал, але який від нього сенс якщо він незрозумілий і їх неприємно користуватись, хоча це все неважливо, бо все одно навіть якщо заставити себе – цілі користувача проект не закриває

Висновок до розділу: в цілому всі аналоги мають завжди декілька проблем, які не дають того досвіду користвання, який мав би реальний вплив на життя людини, а саме:

* Поганий інтерфейс. Є документація від Apple і Google я робити гарні інтерфес, навіщо кожний раз видумувати щось своє. Хоча насправді можно піти складним шляхов і розробити свою дизайн систему, але це коштує дуже багато грошей, на жаль, такі проекти просто мають якись свій псевдо дизайн, який відчувається дешевого і не дає задоволення
* Відсутність чіткого розуміння як розвивати проект і його іделогії і цілі, які він вирішує. В такі додатки можуть додавати все що завгодно (у Structured, наприклад є рутинні завдання і одноденні, є можливість роботи нотатки спонтанних думок). Навіщо це все потрібно коли сам сервіс працює погано
* Всі аналоги не мають можливості додавати завдання до груп користувачів. Це просто вбиває майже всю суть
* Аналоги або мають дуже простий магазин для пакетів завдань чи зовсім не мають. Тобто ніяка або дуже поверхова робота з спільнотою системи. Це недопустимо, на мій погляд і не дає розквітнути ідеї автоматизації нагадувань в повній мірі
* Інструментарій аналогів дуже простий і обмежується повторювальними нагудвалками і додатковим описом їх. Тобто ніякої роботи з данними тут немає. Компонента система для таких додатків це «ноу-хау», де я можу роботи гнучкі завдання на любий смак

Компонента система моєї системи в поєднанні з спільнотою, яка може ділитися своїми розробками дуже сильно грає на накопичувальний еффект, що буде способствувати просуванню найкращих практик коли треба щось робити. Професіонали свого спортивного ремесла так сможуть викладувати свої тренінги, а прості користувчі коли найкраще викидати сміття.

Можливість використовувати пакети разом з іншими користувачами буде дуже зручно для слідкуванням спільної рутини, це особливо корисно для студентів що живуть разом, груп які спільно тренуються, для сімей

# ВИБІР ТА ОБҐРУНТУВАННЯ КОМПОНЕНТІВ ТА ТЕХНОЛОГІЙ

## Засоби розробки

При розробці даної інформаційної системи використовувались багато  
технічних засобів. Найважливіші з них будуть наведені у таблиці 4.1

|  |  |  |
| --- | --- | --- |
| Тип | Назва | Версія |
| Мова програмування | Swift, PHP, SQL, | 5.7/4.2.4/- |
| Фреймворки | SwiftUI, UIKit, TelegramSDK, Foundation |  |
| IDE | Xcode, DBvaer |  |
| RDBMS | MySQL |  |
| Засіб проектування | Figma |  |
| Система контроля версій | Git |  |
| Репозиторій | GitHub |  |

Swift - це мова програмування, розроблена компанією Apple. Вона була представлена в 2014 році і призначена для розробки програмного забезпечення для платформ Apple, таких як iOS, macOS, watchOS та tvOS. Swift поєднує в собі потужність традиційних мов програмування з простотою та безпекою сучасних мов.

Основні особливості Swift включають:

Синтаксис, легкий для читання та написання: Swift має чистий та зрозумілий синтаксис, що сприяє простоті розробки та зрозумінню коду. Він був створений з урахуванням зручності програміста.

Безпека типів: Swift є типо-безпечною мовою програмування, що дозволяє виявляти та уникати багів, пов'язаних з неправильним використанням типів даних. Вона має механізми перевірки типів, які допомагають уникати помилок під час компіляції.

Швидкодія: Swift була оптимізована для максимальної продуктивності. Вона використовує передові техніки компіляції та оптимізації, що дозволяють програмам, написаним на Swift, працювати швидко та ефективно.

Широкий функціонал: Swift надає розширений функціонал для розробки різноманітних програмних застосунків. Вона підтримує роботу зі звичайними типами даних, об'єктно-орієнтований підхід, функціональне програмування, обробку помилок, паралельне програмування та багато іншого.

Swift став популярним серед розробників завдяки своїм перевагам і простоті використання. Він продовжує активно розвиватись та оновлюватись, сприяючи швидкому та надійному розробці програмного забезпечення для пристроїв Apple.

Git є системою керування версіями, яка забезпечує можливість відстежувати та керувати змінами в файловій системі під час розробки програмного забезпечення. Вона дозволяє кільком розробникам спільно працювати над проектом одночасно, зберігаючи та контролюючи різні версії файлів зі змінами.

PHP (Hypertext Preprocessor) - це скриптова мова програмування, яка призначена для розробки веб-додатків та динамічних веб-сторінок. PHP використовується для обробки даних на стороні сервера, тобто виконується на веб-сервері перед тим, як сторінка надсилається до клієнта.

Основні особливості та можливості PHP включають:

1. Вбудований HTML: PHP може бути вбудований безпосередньо в HTML-код, що дозволяє використовувати PHP-скрипти для генерації динамічного вмісту веб-сторінок.
2. Розширена підтримка баз даних: PHP має вбудовану підтримку для різних типів баз даних, таких як MySQL, PostgreSQL, SQLite та інші. Це дозволяє легко взаємодіяти з базами даних та виконувати операції збереження, отримання та оновлення даних.
3. Обробка форм: PHP надає зручні засоби для обробки даних, що надсилаються через форми на веб-сторінках. Він дозволяє отримувати та обробляти введені користувачем дані, валідувати їх та здійснювати необхідні дії на основі цих даних.
4. Робота з файлами: PHP надає можливості для роботи з файлами на сервері. Це охоплює читання, запис та редагування файлів, створення нових файлів, керування директоріями та інші операції, пов'язані з файловою системою.
5. Розширюваність: PHP має велику кількість розширень та бібліотек, які дозволяють розширити його функціональність. Це дозволяє використовувати готові рішення та інструменти для швидкого розроблення веб-додатків.

PHP є однією з найпопулярніших мов програмування для веб-розробки, і використовується для створення різноманітних веб-додатків, від простих сайтів до складних веб-порталів та електронних комерційних систем.

## Вимоги до технічного забезпечення

### Загальні вимоги

#### Вимоги до серверу, на якому буде розгорнуто Telegram Bot-a

* процесор з частотою не менше 2 ГГц;
* RAM об’ємом 2 гб;
* 2 ГБ доступного місця на жорсткому диску

#### Вимоги до серверу, на якому буде розгорнуто серверну програму

* процесор з частотою не менше 2 ГГц;
* RAM об’ємом 2 гб;
* 2 ГБ доступного місця на жорсткому диску

#### Вимоги до користувача

##### Telegram

* iPhone, який може запустити Telegram. Не нижче iPhone 5

##### iOS застосунок

* iPhone, який с iOS не нижче 13 версії, тобто не нижче iPhone 6 та iPhone 6 Plus

## Архітектура програмного забезпечення

## Аналіз існуючих технологій

У виборі технологій для розробки застосунку для мобільних пристроїв я керуюся двома головними критеріями: моїми особистими уподобаннями та вимогами моєї системи. Важливо зауважити, що ці вибори базуються на моїх власних досвіду і преференціях, і не можуть бути розглянуті як загальноприйнята істина.

Мій особистий досвід та уподобання включають такі фактори, як:

* Знання та досвід з певними технологіями: Якщо я вже маю досвід з певною технологією, це може стати перевагою при виборі, оскільки це дозволить мені швидше та ефективніше розробляти застосунок.
* Комфорт у використанні інструментів: Якщо певні інструменти або мови програмування викликають у мене відчуття комфорту та продуктивності, це може вплинути на мій вибір технологій.
* Уподобання щодо стилю програмування: Якщо певна технологія відповідає моєму стилю програмування та підходу до розробки, це може бути вагомим фактором при виборі.

Однак, наряду з особистими уподобаннями, я також враховую вимоги моєї системи, включаючи:

* Функціональність: Я оцінюю, чи задовольняють обрані технології всі функціональні вимоги мого застосунку.
* Перформанс: В залежності від потреб моєї системи, я оцінюю продуктивність і швидкодію технологій, щоб забезпечити оптимальну роботу застосунку.
* Сумісність: Я переконуюся, що обрані технології сумісні з моєю цільовою платформ

Для написання застосунка для мобільних пристроїв у вас є декілька варіантів технологій: кросплатформені рішення та нативні. Кожен з цих варіантів має свої переваги і недоліки, і вибір залежатиме від ваших потреб, вмінь та обмежень проекту. Ось огляд кожного з цих варіантів:

Мій проект це декілька програм працюючих разом, а саме:

* Застосунок під iOS. Застосунок гнучка система, яка може мати будь-які функції у майбутньому. На першому етапі розробки проекту, застосунок буде мати дві основні функції: робити пакети завдань і показувати магазин пакетів
* Бот. Насамеред бот, який буде використовується виключно для нотифікацій користувача у спільних чи одиночних чатів. Основний акцент розробки бота полягатиме у вдосконаленні та оптимізації його існуючого функціоналу, а не в додаванні нових можливостей.
* Бібліотека компонентів. Повинна мати можливість бути імпортованою у бота і iOS застосунок. Має архітектуру компонентів і їх реалізації
* Бекенд. Щось найшвидше, найпростіше і найпопулярніше. У першій стадії проекту зберігає користувачів і пакети магазину

### Mobile App.

#### Платформа

1. Кросплатформені рішення:
   * **React Native**: React Native дозволяє вам використовувати JavaScript для розробки мобільних додатків для iOS та Android. Ви можете використовувати загальний код для обох платформ, що зберігає час і зусилля.
   * **Flutter**: Flutter використовує мову програмування Dart і дозволяє створювати нативно виглядаючі додатки для iOS та Android зі спільним кодом. Він має власний візуальний двигун, що забезпечує більшу швидкість та високу продуктивність.
   * **Xamarin**: Xamarin дозволяє розробляти мобільні додатки для iOS, Android і Windows, використовуючи мову програмування C#. Він надає можливість спільного використання коду та бібліотек, але також дозволяє використовувати платформено-специфічні функції.

Кросплатформені рішення дозволяють ефективно використовувати загальний код для різних платформ, що зменшує зусилля, але можуть мати деякі обмеження в доступі до платформено-специфічних функцій та продуктивності.

1. Нативний розробка:
   * **iOS (Swift/Objective-C)**: Для розробки нативних додатків для iOS ви можете використовувати мови програмування Swift або Objective-C. Це надає повний доступ до всіх функцій і можливостей, пропонованих платформою Apple.
   * **Android (Java/Kotlin)**: Для розробки нативних додатків для Android ви можете використовувати мови програмування Java або Kotlin. Вони також забезпечують повний доступ до функцій та можливостей платформи Android.

Нативна розробка надає найвищу продуктивність та повний контроль над функціоналом пристроїв, але потребує окремого розробки для кожної платформи і більше зусиль.

Переваги кросплатформеного підходу включають:

* Загальний код для різних платформ, що зберігає час і зусилля розробки.
* Швидка розробка та здатність оновлювати застосунки одночасно для всіх платформ.
* Більш широкий вибір розробних інструментів та фреймворків.

Нативний підхід має наступні переваги:

* Максимальна продуктивність та ефективність роботи на платформі.
* Повний доступ до платформено-специфічних функцій і можливостей.
* Краща інтеграція з екосистемою платформи.

Недоліки кросплатформеного підходу можуть включати:

* Менша продуктивність порівняно з нативними додатками.
* Обмеження в доступі до деяких платформено-специфічних функцій.
* Потенційні проблеми з роздрібними платформами оновлень та сумісності.

Написання високоякісного застосунку можливе на будь-якій технології. Однак, як користувач пристроїв Apple, я вирішив обрати нативну розробку під iOS. Технології Apple дозволяють швидко створити нативний інтерфейс, який, на мою думку, виглядає найкраще на ринку. Це дозволяє забезпечити оптимальний досвід користувача та максимальну сумісність з функціоналом і стандартами iOS.

#### Мова програмування

Swift і Objective-C є двома основними мовами програмування, які використовуються для розробки застосунків під платформу iOS. Ось порівняння між ними:

1. Синтаксис і зручність використання:
   * Swift: Swift має сучасний, експресивний синтаксис, який робить код більш зрозумілим та читабельним. Вона підтримує безпечну типізацію, опціонали, функціональне програмування та інші сучасні парадигми програмування.
   * Objective-C: Objective-C використовує класичний синтаксис C з додатковими розширеннями для об'єктно-орієнтованого програмування. Він може виглядати більш складним для новачків, оскільки використовує квадратні дужки та специфічний спосіб виклику методів.
2. Сумісність та наявність кодової бази:
   * Swift: Swift є мовою, яка активно розвивається та підтримується Apple. Вона стає все більш популярною, і багато нових проектів розробляються виключно з використанням Swift. Однак, є велика кількість існуючої кодової бази на Objective-C, яку можна легко інтегрувати з Swift.
   * Objective-C: Objective-C була основною мовою розробки для платформи iOS протягом багатьох років. Багато існуючих бібліотек, фреймворків та додатків написані на Objective-C, що робить його важливим для збереження сумісності та розширення старих проектів.
3. Продуктивність та швидкодія:
   * Swift: Swift відома своєю високою швидкодією та продуктивністю. Вона використовує вбудовану оптимізацію та має простий доступ до низькорівневих операцій, що дозволяє писати швидкодіючі застосунки.
   * Objective-C: Objective-C також може бути швидким, але у порівнянні з Swift, його виконання може бути трохи повільніше. Це особливо помітно в великих проектах з великою кількістю об'єктів та викликів методів.
4. Підтримка та майбутнє розвитку:
   * Swift: Swift активно розвивається Apple і має велику підтримку спільноти розробників. Вона постійно отримує оновлення та нові функції, що полегшують розробку та покращують продуктивність.
   * Objective-C: Objective-C все ще підтримується Apple, але більшість нових функцій та поліпшень доступні виключно для Swift. Тим не менш, існуючі проекти на Objective-C продовжують працювати і можуть бути підтримані протягом тривалого часу.

Загалом Objective-C вже не є стандартом для розробки. Хоча я маю зауважити, що це потужна мова, яка навіть зараз має деякий вплив на iOS розробку. Вона має потужну runtime бібліотеку, потому за допомогою інтероп у зі Swift, з нього можна зробити дуже цікаві функціональні речі. Або прострілити собі ногу. Я беру стандарт – Swift

#### Нативний фреймворк. SwiftUI чи UIKit

UIKit і SwiftUI - це два основні фреймворки для розробки інтерфейсу користувача (UI) для пристроїв Apple, таких як iPhone, iPad та Mac. Вони мають деякі суттєві відмінності і призначені для різних сценаріїв розробки. Давайте порівняємо їх:

1. UIKit:
   * UIKit є традиційним фреймворком для розробки UI під iOS
   * Використовує мову програмування Objective-C або Swift.
   * Має широкий набір готових елементів інтерфейсу, таких як кнопки, тексти, таблиці, колекції тощо, що дає розробникам велику гнучкість у створенні власних UI-елементів.
   * Вимагає більше коду для створення та налаштування інтерфейсу.
   * Забезпечує високу ступінь кастомізації та контролю над виглядом та поведінкою UI-елементів.
   * Має можливість глибоко завезти у реалізації
2. SwiftUI:
   * SwiftUI - це новий декларативний фреймворк, представлений Apple у 2019 році.
   * Використовує мову програмування Swift.
   * Основна ідея SwiftUI полягає у тому, що ви описуєте, як має виглядати UI, а не як його створити, за допомогою декларативного підходу. Це спрощує процес розробки та забезпечує більш чистий та зрозумілий код.
   * Має широкий набір вбудованих компонентів та модифікаторів, що дозволяють швидко створювати складні інтерфейси.
   * SwiftUI є кросплатформеним і може бути використаний для розробки UI для iOS, macOS, watchOS та tvOS.
   * Надає функціональність, таку як автоматичне оновлення UI при зміні даних (reactive programming) та підтримку Dunk Mode та інших нових функцій.

SwiftUI - це захоплива інновація, яка мені дуже подобається, проте він має свої нюанси. Додатки, розроблені за допомогою SwiftUI, вимагають iOS 13 або новішої версії, і в ньому є критичні баги в навігаційному шарі, а також обмеження в реалізації деяких UI-компонентів. З іншого боку, UIKit не має таких обмежень.

Моє рішення - поєднати обидва фреймворки, використовуючи найкращі аспекти кожного з них для досягнення найкращого результату. З UIKit я беру навігацію, реалізацію певних UI-компонентів та управління вікнами, оскільки він надійно працює в цих аспектах. SwiftUI же відповідає за реалізацію решти UI-елементів і вікон, оскільки він пропонує зручний і декларативний підхід до розробки інтерфейсу.

Таке поєднання фреймворків дозволяє досягти найкращого з обох світів, забезпечуючи потужність та гнучкість UIKit разом зі зручністю та швидкістю SwiftUI. Такий підхід дозволяє створювати сучасні та привабливі додатки для пристроїв Apple, використовуючи оптимальні можливості обох фреймворків.

### Бібліотека компонентів

Для розробки бібліотеки з логікою, яка буде взаємодіяти зі Swift, ви маєте різні варіанти вибору мови програмування. Swift пропонує можливість взаємодії з багатьма іншими мовами, особливо з мовами, які підтримують міжмовний інтерфейс (англ. "interoperability").

Ось кілька можливих варіантів мов програмування для розробки бібліотеки з логікою, яка інтероперує зі Swift:

1. Swift: Розробка бібліотеки з логікою прямо на Swift є найбільш природним варіантом, оскільки вона гармонійно взаємодіє з мовою Swift і надає доступ до всіх його функціональних можливостей. Це також сприяє зручності управління кодом та його обслуговування.
2. C/C++: Якщо вам потрібна максимальна продуктивність або ви вже маєте існуючий код на мовах C або C++, ви можете використовувати ці мови для розробки бібліотеки. Swift має потужні можливості інтероперабельності з мовами C та C++, що дозволяє легко використовувати функції та типи цих мов у своєму Swift-коді.
3. Інші мови: Залежно від вашого випадку використання, ви також можете використовувати інші мови програмування, які підтримують міжмовний інтерфейс зі Swift, такі як Objective-C, Python, Ruby та інші. За допомогою спеціальних інтерфейсів, які надає Swift, ви зможете інтегрувати функціональність цих мов у свою бібліотеку.

Так як я роблю додаток і бота на Swift, робити бібліотеку також на цій мові мені задалось гарним варіантом.

### Telegram Bot

#### Мова програмування

Телеграм-ботів можна створювати на різних мовах програмування. Основні мови, які широко використовуються для розробки телеграм-ботів, включають наступні:

1. **Python**: Python є однією з найпопулярніших мов програмування для створення телеграм-ботів. Ви можете використовувати Python-бібліотеки, такі як python-telegram-bot або pyTelegramBotAPI, для взаємодії з Telegram Bot API та обробки повідомлень.
2. **Node.js**: Node.js є платформою для розробки серверних додатків на JavaScript. Ви можете використовувати бібліотеки, такі як Telegraf або node-telegram-bot-api, для створення телеграм-бота на Node.js.
3. **Java**: Java є широко використовуваною мовою програмування, яка також може бути використана для створення телеграм-ботів. Ви можете використовувати бібліотеку, наприклад, TelegramBots для взаємодії з Telegram Bot API.
4. **Ruby**: Ruby є простою та елегантною мовою програмування, яка також підтримує створення телеграм-ботів. Ви можете використовувати бібліотеку, таку як telegram-bot-ruby, для роботи з Telegram Bot API та створення функціонального бота.
5. **PHP**: PHP є широко використовуваною мовою для веб-розробки і також підтримує створення телеграм-ботів. Ви можете використовувати бібліотеки, такі як Telegram Bot SDK або php-telegram-bot, для взаємодії з Telegram Bot API.

Це найпопулярніші варіанти для створення телеграм-ботів. Я обрав мову програмування Swift для розробки бота, оскільки це надає зручну можливість імпортувати бібліотеку компонентів до нього. Таким чином, логіка може бути перевикористана як у iOS додатку, так і в боті.

#### API для створення бота

Для створення телеграм-бота на Swift ви можете використати такі інструменти:

1. **Telegram Bot API**: Це офіційний API, наданий Telegram, який дозволяє взаємодіяти з ботами через HTTP-запити. Можна використовувати бібліотеку Swift для роботи з цим API, наприклад, таку як telegram-bot-swift.
2. **Vapor**: Vapor є фреймворком на мові Swift для створення веб-додатків та API. Ви можете використати Vapor для створення серверної частини вашого телеграм-бота та взаємодії з Telegram Bot API. Vapor надає можливість легко обробляти вхідні повідомлення, відповідати на них та виконувати потрібні дії.
3. **Perfect**: Perfect є ще одним фреймворком на мові Swift для створення серверних додатків та API. Можна можете використовувати Perfect для створення телеграм-бота. Він надає зручний інтерфейс для роботи з Telegram Bot API та обробки вхідних повідомлень.

Моїм рішенням є використання "telegram-bot-swift", який є обгорткою для мови Swift. Це дозволяє швидко досягати результату та сконцентруватися на виконанні поставлених завдань.

## Аналіз відомих алгоритмічних та технічних рішень

### iOS додаток

Для додатку необхідно обрати кілька важливих архітектурних рішень:

* **Організація окремих модулів (вікон)**
* **Взаємодія модулів та передача даних між ними**
* **Навігація**: Потрібно вирішити, як буде організована навігація між модулями. Хто це робить, логіка навігації
* **Впровадження залежностей у модулі**

#### Організація окремого модуля

Стандартна практика в індустрії - це паттерн MVC (Model-View-Controller). У компанії Apple вони розробили свій варіант паттерну, який називається Apple MVC. Хоча він є прийнятним рішенням, в деяких випадках може не відповідати потребам.

У світі iOS розробки існує безліч архітектурних паттернів, які називаються “архітектурні паттерни”. Фактично вони базуються на тих самих MVC і Apple MVC, але розбивають їх на більші компоненти, змінюють передачу даних між компонентами на реактивний підхід або включають логіку навігації в модуль вікна. Варто зауважити, що логіка навігації є окремою схемою і окремою частиною програми, а модулі не залежать від неї і нічого про неї не знають. Таким чином, цей шар знаходиться нижче за логіку навігації.

У світі iOS розрізняють такі архітектурні паттерни:

1. MVP (Model-View-Presenter): В цьому паттерні ізнес-логіка витягується до сутності P (Presenter). Це робочий варіант, який поліпшує стандартний MVC від Apple і не перевантажує систему окремого модуля.
2. MVVM (Model-View-ViewModel): В цьому паттерні бізнес-логіка витягується до сутності VM (ViewModel), а передача даних та подій між екраном і ViewModel здійснюється за допомогою реактивного підходу. В стандартному iOS це означає використання RxSwift або Combine. Це також ефективний варіант, особливо для тих, хто вподобає реактивний підхід. Проте я не бачу в ньому великого сенсу, оскільки Apple випустила нову бібліотеку для цього, яка ще нестабільна, а RxSwift, хоч і підходить, скоро вийде з використання. Це складний вибір, який зараз не відповідає моїм потребам, ти більше, фанат реактивного підходу я також не є , тому за особистих вподобань не мій вибір.
3. VIPER: Це паттерн, в якому навігаційну логіку поміщають у R (Router), інтерактор виконує запити до сервера і передає дані презентеру, а презентер оновлює View, яка займається юзер-інтерфейсом. Це дуже перевантажений паттерн, для якого важко писати код, оскільки він має в собі логіку навігації, що робить його недостатньо перевикористовуваним і не заснованим на принципах DRY (Don't Repeat Yourself). Крім того, інтерактор не є обов'язковою частиною, його можна просто передавати через контрактний інтерфейс у бізнес-логіку презентера або ViewModel. Це не найкращий варіант, на мою думку.

Варто враховувати, що кожен паттерн має свої переваги і недоліки, і вибір залежить від конкретної ситуації та ваших особистих вподобань.

Мій варіант MVP і самописний компоновищк, для того щоб можно било зніювати логіку для окн на ходу

#### Шари програми

Програма буде поділена на шари, для того, щоб завжди знати де що знаходиться
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Description automatically generated with low confidence](data:image/png;base64,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)

Рис 1 – генеральна схема шарів застосунку

Вищим рівнем є навігація, яка використовує модулі і будує дерево програмного потоку. Сутності, відповідальні за навігаційну логіку (називаються координатори), є стандартом в iOS. Вони використовують модулі та вказують, коли вони повинні з'являтися. Координатори можна перевикористовувати в будь-якому місці.

* Бізнес-логіка залежить тільки від інтерфейсів UI, що означає, що реалізація може бути виконана ким завгодно.
* View (окна) залежать лише від UI-фреймворку.
* Networking є шаром, який використовується для отримання даних і залежить тільки від бібліотек Apple для мережевого взаємодії.
* ProQ-iOS-Core - це набір різних утиліт та бібліотек для роботи, який може включати як UI-бібліотеки, так і архітектурні бібліотеки.

#### **Навігація**

Координатори (Coordinators) є популярним архітектурним підходом в iOS-розробці, який допомагає керувати навігацією та координацією функціональних модулів додатку. Вони дозволяють розділити відповідальність за навігацію між різними екранами та модулями додатку.

Основна ідея полягає в тому, що кожна логічна частина програми має свій власний координатор, який відповідає за керуванням навігацією та роботою з цим конкретним модулем. Координатори спрощують створення, ініціалізацію та взаємодію модулів.

Основні переваги використання координаторів включають:

1. **Відокремлення відповідальностей**: Координатори дозволяють відокремити відповідальність за навігацію та координацію між модулями. Це полегшує розширення та тестування окремих модулів.
2. **Перевикористання та модульність**: Координатори можуть бути легко перевикористані в інших частинах додатку або навіть в інших проектах. Вони покращують модульність та розширюваність додатку.
3. **Збереження стану та навігації**: Координатори дозволяють зберігати стан навігації та здійснювати перехід між екранами з дотриманням правил та логіки додатку.
4. **Спрощення тестування**: Координатори полегшують тестування окремих модулів, оскільки їх можна відокремити від решти додатку та незалежно тестувати їх функціональність.

#### **Впровадження залежностей у модулі**

Для внедрення залежностей існують три підходи: Service Locator, Dependency Injection (DI) і фабричний метод.

У моїй програмі, яка має невеликий обсяг, я буду використовувати іноді фабричний метод, DI і Service Locator, який подібний до фабричного методу. Однак ці підходи більш підходять для великих проектів, де є потреба у більш гнучкому управлінні залежностями.

## Аналіз допоміжних програмних засобів та засобів розробки

Xcode - це IDE (інтегроване середовище розробки), яке, можна сказати, є єдиною опцією для розробки під пристрої Apple. Хоча воно не є найкращим IDE у світі, останній конкурент, AppCode від JetBrains, недавно припинив своє існування. Крім того, лише Xcode дозволяє розміщувати додатки в App Store.

DBeaver - це простий безкоштовний редактор для тестування запитів до MySQL та інших баз даних. Він дуже зручний у використанні.

Simulator - це інструмент, що дозволяє симулювати роботу iPhone на ноутбуку. Він розроблений компанією Apple і використовується для тестування програм на різних моделях пристроїв.

# Математичне забезпечення

## Змістова постановка задачі

* Створення розширюваної компонентної системи, на базі якої можна створювати нові компоненти
* Створення пакетів завдань. Можливість редагувати пакет, кількість завдань
* Загрузка пакетів до програми, яка буду їх оброблювати і присилати сповіщення

## Математична постановка задачі

### Система компонентів

На мій погляд найскладніший етап проектування всього проекту

#### Типи компонентів та їх обробники

Необхідно мати n типів компонентів + n1 типів обробників + n2 реалізацій типів обробників. Де n = n1 = n2

#### Компоненти

Необхідно мати m компонентів + m1 вхідних даних до них + m2 реалізацій цих компонентів. Де m = m1 = m2

### Алгоритм роботи з пакетами завдань

#### Завдання (Task)

Необхідно щоб кожен task[n] мав можливість мати m компонентів, де компонент може мати під собою k типів комонентів, які у свою чергу мають k1….kk обробників, які в свою чергу мають l…ll обробників типів компонентів

#### Пакет

Необхідно мати можливість створювати і зберігати n пакетів для m користувачів. Кожен пакет має мати k завдань

#### Магазин пакетів

Магазин повинен зберігати n кількість пакетів. Користувач має мати змогу загружати пакет до сховища – n.push(newPackage), та видаляти n.deleteAt(packageIndex)

#### Обробляюча програма

Програма має мати можливість загружати для кожного окремого користувача n[userIndex], k кількість пакетів.

##### Обробник «Appear» компонентів

Кожну секунду потрібно робити перевірку чи є завдання y1…yN, які треба показати для пакету q[packageIndex] для користвувача n[userIndex]. Кожен компонент повертає Bool кожну секунди чи потрібно його показувати

##### Обробник «Data» компонентів

Для кожного компоненту k, за умови що він “Data” компонент в завдані z, за умови що він повинен з’явитись у час T отримати строку данних. Відобразити массив [k] у завданні

##### Обробник «Interactive» компонентів

Для кожного «Interactive» компоненту згенерувати тег у форматів «буква» «цифра» - a1, a2, a3 ….a50…aN. Для кожного компоненту k, за умови що він “ Interactive ” компонент в завдані z, за умови що він повинен з’явитись у час T отримати строку данних. Відобразити массив [k] у завданні. Для кожного компоненти k надати можливість дати відповідь. Повернути Bool чи відповідть була правильна.

#### Реалізації компонентів

##### Interval

Кожен компонент k перевіряє який тип – WeekDays чи Days. WeekDays – чи сьогодні той день d, який зазначено у масиві днів, в які потрібно з’являтись завданню, WeekDays[dayToAppearIndex1… dayToAppearIndexN]. І перевіряє час Interval, чи пройшов Interval і підохидть час

##### Description

Для кожного компоненту k повертає строку с описом

## Обґрунтування методу розв’язування

Мова Swift є дуже високорівневою і не надає програмісту таких структур даних, як "масив (array) з С/С++", який забезпечує найбільшу швидкість пошуку елементів в ньому, оскільки це всього лише операція додавання i+index, плюс не потрібно аллокувати пам'ять на купі (heap), що є дорогою операцією для операційної системи. Проте масив у Swift є досить оптимізованим і дуже схожим за реалізацією на "вектор з С++".

У моєму конкретному випадку він підходить більше, оскільки він динамічно розширюється, а це є критичним для мене, оскільки я не знаю, скільки може бути користувачів або пакетів. Динамічність тут є критичною властивістю. Для більшої оптимізації мені потрібно правильно встановити властивість "capacity", щоб мінімізувати шанс аллокації нової пам'яті, коли розмір масиву наближається до кінця, а Swift Array автоматично аллоціює пам'ять вдвічі.

У деяких випадках, де послідовність даних не має значення для мене, я буду використовувати множину Array Set, просто для зберігання даних в пам'яті. Вона є швидшою, ніж Swift Array. Наприклад, для збереження координаторів або пакетів у боті.

Також корисним буде використання хеш-мапи, яка у Swift називається словник (Dictionary). Ключем буде ідентифікатор користувача у Telegram, а значенням - сам пакет. Це найкращий випадок використання..

## Висновок до розділу

Чето тут написать