1. 右側程式正確的輸出應該如下：
2. int k = 4;
3. int m = 1;

3 for (int i=1; i<=5; i=i+1) {

4 for (int j=1; j<=k; j=j+1) {

5 printf (" "); 6 }

7 for (int j=1; j<=m; j=j+1) {

8 printf ("\*"); 9 }

10 printf ("\n"); 11 k = k – 1;

12 m = m + 1;

13 }

\*
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\*\*\*\*\*

\*\*\*\*\*\*\*

\*\*\*\*\*\*\*\*\*

在不修改右側程式之第 4 行及第 7 行程式碼的前提下，最少需修改幾行程式碼以得到正確輸出？

* 1. 1
  2. 2
  3. 3
  4. 4

2. 給定一陣列 **a[10]={ 1, 3, 9, 2, 5,**

int f (int a[], int n) { int index = 0;

for (int i=1; i<=n-1; i=i+1) { if (a[i] >= a[index]) {

index = i;

}

}

return index;

}

**8, 4, 9, 6, 7 }**，i.e., a[0]=1,a[1]=3, …,

a[8]=6, a[9]=7，以 **f(a, 10)**呼叫執行右側函式後，回傳值為何？

1. 1
2. 2
3. 7
4. 9
5. 給定一整數陣列 a[0]、a[1]、…、a[99]且 a[k]=3k+1，以 value=100 呼叫以下兩函式，假設函式 **f1** 及 **f2** 之 **while** 迴圈主體分別執行 n1 與 n2 次 (i.e, 計算 **if** 敘述執行次數，不包含 **else if** 敘述)，請問 n1 與 n2 之值為何? 註： (low + high)/2 只取整數部分。

int f1(int a[], int value) { int r\_value = -1;

int i = 0;

while (i < 100) {

if (a[i] == value) { r\_value = i; break;

}

i = i + 1;

}

return r\_value;

}

int f2(int a[], int value) { int r\_value = -1;

int low = 0, high = 99; int mid;

while (low <= high) { mid = (low + high)/2; if (a[mid] == value) {

r\_value = mid; break;

}

else if (a[mid] < value) { low = mid + 1;

}

else {

high = mid - 1;

}

}

return r\_value;

}

(A) n1=33, n2=4 (B) n1=33, n2=5 (C) n1=34, n2=4 (D) n1=34, n2=5

1. 經過運算後，右側程式的輸出為何？

for (i=1; i<=100; i=i+1) { b[i] = i;

}

a[0] = 0;

for (i=1; i<=100; i=i+1) { a[i] = b[i] + a[i-1];

}

printf ("%d\n", a[50]-a[30]);

(A) 1275

(B) 20 (C) 1000

(D) 810

1. 函數 **f** 定義如下，如果呼叫 **f(1000)**，指令**sum=sum+i** 被執行的次數最接近下列何者？

int f (int n) { int sum=0; if (n<2) {

return 0;

}

for (int i=1; i<=n; i=i+1) { sum = sum + i;

}

sum = sum + f(2\*n/3); return sum;

}

(A) 1000

(B) 3000

(C) 5000

(D) 10000

1. List 是一個陣列，裡面的元素是 element， 它的定義如右。List 中的每一個 element 利用**next** 這個整數變數來記錄下一個 element

struct element { char data; int next;

}

void RemoveNextElement (element list[], int current) {

if (list[current].next != -1) {

/\*移除 current 的下一個 element\*/

}

}

在陣列中的位置，如果沒有下一個 element， **next** 就會記錄-1。所有的 element 串成了一個串列 (linked list)。例如在 **list** 中有三筆資料

1 2 3

|  |  |  |
| --- | --- | --- |
| data = ‘a’  next = 2 | data = ‘b’  next = -1 | data = ‘c’  next = 1 |

它所代表的串列如下圖

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAB1CAMAAABH2l6OAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABOUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMSiplkAAAAadFJOUwABAgMEBQYHCAkKCwwNDg8QERITFBUWFxgZdMC4pQAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAArRJREFUaEPtmt2SpCAMRqdHEaX9R9B+/xfdL8DsDrVN906Fm63KubZyDCbc+H0IgvCfc6tHqvgSeu6zNm/kZGyatlU1adumIXNy/AWkTaNUp3VfD607peAtaUnaKt0PgzF3YLjEIsPQa9UWtSTt9GDGaZqJiUuqMppBd6RNngy0StJxXtZ1AyufWGaZR9I+bxatKm3GZbeHA0cNQiG7L6PR6nmzaBWdLrs7z+u6ztPzCZWu00E7aDSbTN+5UavTdpwPcF3e04uy8P66qNh5bBM1+9za9fd5d3gQ7+dxMFzs4dEsyrl9vvddyUoH7OnlvDuqTNPh4H08PB1xwdrCuloc8OWd3ZYKm7Ns1nlYT7vC2j634rOSFZ8f0qnCLTElLaz4sE+tGOFgxSBBOhrcZUx67CG0mJJo/Uym7ySrv/xBUp0ubw60/tuBim+stK6/14tLvAC2UPGdFa0W5/xnxF1Es2INiJWDWHPEykGsOWLlINYcsXIQa45YOYg1R6wcxJojVg5izRErB7HmiJWDWHPEykGsOWLlINYcsXIQa45YOfzIimco3VDhD3dIYGyh4kvruvvT25WabRsuLbUaKu7vMwSn21cKB/EZRkjd+SpD8Cel4Q/SmoGLIenxOqUB6xCsSTuNXKYgRUGyDgVr+PbWw3pCuy18NpJS+saW0zc058tOaRlond0p/8VitzHyc/l9Ke3irVG9mTcXU1UUNuISnThgt82mL6SqPhUFSGx8PWj5xEwVVpEiLqqUW+t6mmKKflXIjxHB7WiCsf8Fa6NIixnYreXnx4hQZ8PF1HeFjN6XFgM/0wCGDCOPWGYaX0hD4lNR+NLc08LVgDKfOkiLVgqadpRtTbcLH8q3dhQzLVmhjV6lunqgWnQWpCB4KUNck5hbToYSeKI2qbIgCMK/8fHxC2UH9SNwik1uAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHAAAABaCAMAAABXCSIpAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABgUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAPpP6I0AAAAgdFJOUwABAgMEBQYHCAkKCwwNDg8QERITFBUWFxgZGhscHR4fHxQh4QAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAAdRJREFUaEPtl9mOpDAMRYsOWSCBUCwBiqX+/y/7GqhuaZ7HaDTyeSvxcHQdx3E9BEEQBEEQBEEQBOFfJ7u4fjID0dfFDVKyKZVrbYzRuVJwXl94oHBKG+tcUThnTa4Q8/rGAuLl2rrShxB8WVijeTOSz9jCV3WMsa48jMjIKsyNK0Ns2q5rn00NI0W8vv59EBC+qmmHNI6pb5uqdCZnFWoLX5em+TVPqX/GQBHZDpECFiF2aV7WdZnHG4S5K+t2IN/6mgaU1Dv0KaNQF6Hpp2Xb1mVKXVMjIJ0hm1AZBEyvbd+WGb7jWnB2aaasj9247BBO/ROXAgXlvIdZbqmi6/7eXiMCls4ePjbhFwmHeXsfQurQM+BNwuYj5C8phHSGVFL0zB1N897XObUxkJG1aX6uBbXpgDlDbcN4iJnSRXW06b6t52Q7hzebEKPNR0Rcz6uPq3jMUraaZqjp7/CmYXoOb8ZD/PN5OhIyXkS8T2SMbT+kNOAMuR9gOkVjy1A3zxYbRsTrxFrRIyKWtsKHusYOFbC2YdTwVRSca6krSu+xJXIPb3As3jk2YazC9hpsnD5w7N6062uko8nN7AO/f2Zu+C/zgVR3uQRBEARBEAThP+Lx+Aa+Zx4U+Go3UgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAB1CAMAAABH2l6OAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABOUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMSiplkAAAAadFJOUwABAgMEBQYHCAkKCwwNDg8QERITFBUWFxgZdMC4pQAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAArRJREFUaEPtmt2SpCAMRqdHEaX9R9B+/xfdL8DsDrVN906Fm63KubZyDCbc+H0IgvCfc6tHqvgSeu6zNm/kZGyatlU1adumIXNy/AWkTaNUp3VfD607peAtaUnaKt0PgzF3YLjEIsPQa9UWtSTt9GDGaZqJiUuqMppBd6RNngy0StJxXtZ1AyufWGaZR9I+bxatKm3GZbeHA0cNQiG7L6PR6nmzaBWdLrs7z+u6ztPzCZWu00E7aDSbTN+5UavTdpwPcF3e04uy8P66qNh5bBM1+9za9fd5d3gQ7+dxMFzs4dEsyrl9vvddyUoH7OnlvDuqTNPh4H08PB1xwdrCuloc8OWd3ZYKm7Ns1nlYT7vC2j634rOSFZ8f0qnCLTElLaz4sE+tGOFgxSBBOhrcZUx67CG0mJJo/Uym7ySrv/xBUp0ubw60/tuBim+stK6/14tLvAC2UPGdFa0W5/xnxF1Es2INiJWDWHPEykGsOWLlINYcsXIQa45YOYg1R6wcxJojVg5izRErB7HmiJWDWHPEykGsOWLlINYcsXIQa45YOfzIimco3VDhD3dIYGyh4kvruvvT25WabRsuLbUaKu7vMwSn21cKB/EZRkjd+SpD8Cel4Q/SmoGLIenxOqUB6xCsSTuNXKYgRUGyDgVr+PbWw3pCuy18NpJS+saW0zc058tOaRlond0p/8VitzHyc/l9Ke3irVG9mTcXU1UUNuISnThgt82mL6SqPhUFSGx8PWj5xEwVVpEiLqqUW+t6mmKKflXIjxHB7WiCsf8Fa6NIixnYreXnx4hQZ8PF1HeFjN6XFgM/0wCGDCOPWGYaX0hD4lNR+NLc08LVgDKfOkiLVgqadpRtTbcLH8q3dhQzLVmhjV6lunqgWnQWpCB4KUNck5hbToYSeKI2qbIgCMK/8fHxC2UH9SNwik1uAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHEAAABaCAMAAAC4y0kXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB7UExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAL14HLAAAAApdFJOUwABAgMEBQYHCAkKCwwNDg8QERITFBUWFxgZGhscHR4fICEiIyQlJicogaOiHgAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAAhBJREFUaEPtl1mOqzAQRfMCBjOaKUCYMVP2v8J3TegdpCK1us5HFATSUQ22yzeGYRiGYRiGYRiG+e38++F6Jgai+/1uWRZ+vyGFzrJs4RiEgJZaaoS2cKX0gHQdgUhJlafQcT0/CEHgS1fYUF5vKUAFEaEXRLFKEqWiwDNKyiARonAgVGmWF3mWxiGUqOX1+vOYpArXj1RWlFVdV49cnUpKI6ooQ5U9qqYDTWWUDvJ6ffBxzhC9KCkgHMZpHJoyi31XEBv9OC2qtp9mraf++UgQJF1ajVEaY90Os16WZewqBElqRBkDlLHuRr1u26aHZ6EC16YzmjKGSVE++2nZ9n1fxgZplfb9+uDToFVNUhFiO+h1P45jm9syDaUgMyKpXqjOvln24/V67bqr0ojUiOWflk9TxR3C05hFHqFRyCDOqnaY9GZiRFa7MqU0ooyhyhHivGyo4rGvE+pImVVjTAo0qkanQrhdvfol475v69zX53okraPKsfwns/7XRY+t2XMojT+9OoyznudxaOuCdF/FtopNLs7Lumn7vu/apirSCGcH4b567nI4jx84j+uqfORJ5Ev68zGMk3PowNShjJBy7HhPHV4QYrICcRReQjIjgoTSkZ6P8TEIfDOx2qTCd5SYyF3MyNJ1MZbTT+VQntcAg22bywf93eN903mD/9S6C2P6moxhGIZhGIZh/gS323+nuymTu968bgAAAABJRU5ErkJggg==)![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHUAAAB1CAMAAABH2l6OAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABOUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAMSiplkAAAAadFJOUwABAgMEBQYHCAkKCwwNDg8QERITFBUWFxgZdMC4pQAAAAlwSFlzAAAh1QAAIdUBBJy0nQAAArRJREFUaEPtmt2SpCAMRqdHEaX9R9B+/xfdL8DsDrVN906Fm63KubZyDCbc+H0IgvCfc6tHqvgSeu6zNm/kZGyatlU1adumIXNy/AWkTaNUp3VfD607peAtaUnaKt0PgzF3YLjEIsPQa9UWtSTt9GDGaZqJiUuqMppBd6RNngy0StJxXtZ1AyufWGaZR9I+bxatKm3GZbeHA0cNQiG7L6PR6nmzaBWdLrs7z+u6ztPzCZWu00E7aDSbTN+5UavTdpwPcF3e04uy8P66qNh5bBM1+9za9fd5d3gQ7+dxMFzs4dEsyrl9vvddyUoH7OnlvDuqTNPh4H08PB1xwdrCuloc8OWd3ZYKm7Ns1nlYT7vC2j634rOSFZ8f0qnCLTElLaz4sE+tGOFgxSBBOhrcZUx67CG0mJJo/Uym7ySrv/xBUp0ubw60/tuBim+stK6/14tLvAC2UPGdFa0W5/xnxF1Es2INiJWDWHPEykGsOWLlINYcsXIQa45YOYg1R6wcxJojVg5izRErB7HmiJWDWHPEykGsOWLlINYcsXIQa45YOfzIimco3VDhD3dIYGyh4kvruvvT25WabRsuLbUaKu7vMwSn21cKB/EZRkjd+SpD8Cel4Q/SmoGLIenxOqUB6xCsSTuNXKYgRUGyDgVr+PbWw3pCuy18NpJS+saW0zc058tOaRlond0p/8VitzHyc/l9Ke3irVG9mTcXU1UUNuISnThgt82mL6SqPhUFSGx8PWj5xEwVVpEiLqqUW+t6mmKKflXIjxHB7WiCsf8Fa6NIixnYreXnx4hQZ8PF1HeFjN6XFgM/0wCGDCOPWGYaX0hD4lNR+NLc08LVgDKfOkiLVgqadpRtTbcLH8q3dhQzLVmhjV6lunqgWnQWpCB4KUNck5hbToYSeKI2qbIgCMK/8fHxC2UH9SNwik1uAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHEAAABaCAMAAAC4y0kXAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB4UExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAABXISIgAAAAodFJOUwABAgMEBQYHCAkKCwwNDg8QERITFBUWFxgZGhscHR4fICEiIyQlJicS3qPaAAAACXBIWXMAACHVAAAh1QEEnLSdAAACRUlEQVRoQ+2XaY7bMAxGJ7HlRd73RVuSmaT3v2E/ys4NygBt9f7FCPAgkqLIr0AgEAgEAoFAIPA3cHlz/uaGVFfiU07viwjvPL9yQr5YiESImJznV0ZwwkiINMvShJSfMEKYpLmUEs6PKC/XOMnysqqrIofyE8ZIpHlZt11blzJLcEhu5yVKsqLuxmnomsoruSv2GqeyasdlXWc4yzxF/fAeFMai7uddq22Z+gaRRdGyXpOryMpmWLW1WuGYbVXAKWJGJRnbcbf3u7N6W8bOFy2UbIGFseomdfv+ftycUevUI5syRWD5jHnVzfr+8/yBk445IbScysNoHs/XC867M/s2D6hZvmbgjQuMv7wSkdXb3NdFJiJGY0/G19PH1Vmj16mrcvSC8y9/mDOqRx4fdweMWoamSAWrUR+16py1FsptbMuc2/hAoVpjtCbjfoSVJ5GHUTkEFDpg3M0q1I7kN6JktFLqnzT6LufQV99RdXafWfOITn4YqXKM8bU6tRVqldHo347zclhn6T6WGdvtwIvcDJu5QQnIiTbX1TKN+Yyy7hftbnDinAitWqgBcKWRJqscidw0EkhHNHqHkJ4rrreDpkdZ9dO6K4260fs6Yw6QeDrYjDQh0/g4Y5zb1mUe6UHOGGdlvwVA2Xb9MI7j0Ld+bGXcB/ymk2QSe0DTtm1DgxWr8FDG2HVyWZRlWcichkcIOY2kFEmSYqV7L3W82weUcEa0tgLaAbg3D+Clb+jH+Z0bUn1MFggEAoFAIBAI/Ad8ff0GWtQ2SpjruKUAAAAASUVORK5CYII=)![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHwAAAAzCAMAAABizpw1AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAEjUExURQAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAOijBK8AAABhdFJOUwABAgMEBQYHCAkKCwwNDg8QERITFBUWFxgZGhscHR4fICEiIyQlJicoKSorLC0uLzAxMjM0NTY3ODk6Ozw9Pj9AQUJDREVGR0hJSktMTU5PUFFSU1RVVldYWVpbXF1eX2Db/d3CAAAACXBIWXMAACHVAAAh1QEEnLSdAAADiElEQVRYR+2XeVPaaBjAVa6Q+4AAaTgS7hAgAuEqEaWgYEujRaziqv3+n2KfN6T7x66wu02bmc7w+4fJMJlfnus9jg4cOHDgd+bYxX30j+Pjk5OTAAJ+/f0ApA4EQ6EwEAqiD/DPjtShcATDcQLHoxjyQ/Tun78WCDsQDGM4QTEsyzI0RUQjIb/s4A5FoiTNCWIimRDjPEvh2H+wb7vTG07YBM3Fk+8yOSWXkVOiwBCO3bW8AXrPbVAvBKHYOMnGknKuUNFqWqWkZlJxdq/d6c8A6s+IR6I4yfAJWSlpjVbHNNuGXlZkkSFQ3V3Z34FsQYNiUZwgvUHRLB9PZQrVRrs/OhuPR4NOs6rKMRoPB3eE7lQK0kUzLM8LXojFE1JaKemt3uhidjW/mk2snlFVUzwFid8lR8NBcTExmZKkdx6Q01m1qDXN4Xg6/2Tb9nIxPes1yxmRxcNv592ZDpzmRUnO5lQ174FCsQzF7o0mVx/tL3fr9cq+nlqmrko8ib2ddxR4lOJEOZcvVTSt5gG9brTM4dmH+fL27uvj5vHrnb2YDI1SOk5HQzvkoQjBxKRcsaI3jNOWB9qd7mB0Pl0sb9cPT8/Pz08Pq+Wl1almEyjvb8oDIYyEwPMV3YC3vdAbvLfOpxA3uF9eX1+fN/c38/NuTUlyxD55Il1Es9nte2AA7vHk8tpe3T/+8fL67dvL0/3t4qKvq6n9cjGdr9SNtunG8EP0+v8/8r9qXtWbnkreaps9qPls8fkLqvnLtuZne2sO3Q5TDt1eKFe1mu6BesNod2HInY7bbDYPdzfXk+Hp3m6HvBM0D4tTVlHzBQ8US5Vao9W3Jlef7NX6fr26+TizzHpeEqgdc+6EjuywwsH6JnshA2uFZnTfQ+qX9o29vJ6N+8a+FQ6FjtZXkmY5Xoh5Aj4/o5br7b51MZsv5pcTq3+qqSmBiu5c25H9+65GeYJhBVHKFrRmZ2CNz8fW0DS0vBxjdu9q2/0cnTfdXflHweD7KUZA+3mtCZ3f7ZzqZVUWt6cJV/ZPftJBBuUPp+Akk1aK1Zpeq5byGSnOkf9yjkJ+76AEOr0bT8lZRVGyaSkhsCS2O+k/E9Q+sD+TDDocJJOJuMDSkPOgPxcHx+6ODsex38/tvri3dnd0CLiyYBEfbywA0iO/c1dDap/CdkGd584OmH29pTpsux9wnw8cOHDAN46O/gQt7wP/b3upFwAAAABJRU5ErkJggg==)
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a

b

**RemoveNextElement** 是一個程序，用來移除串列中 **current** 所指向的下一個元素，但是必須

保持原始串列的順序。例如，若 **current** 為 3 (對應到 **list[3]**)， 呼叫完 **RemoveNextElement** 後，串列應為
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請問在空格中應該填入的程式碼為何?

* 1. **list[current].next = current ;**
  2. **list[current].next = list[list[current].next].next ;**
  3. **current = list[list[current].next].next ;**
  4. **list[list[current].next].next = list[current].next ;**

1. 請問以 **a(13,15)**呼叫右側 **a()**函式，函式執行完後其回傳值為何？

int a(int n, int m) { if (n < 10) {

if (m < 10) { return n + m ;

}

else {

return a(n, m-2) + m ;

}

}

else {

return a(n-1, m) + n ;

}

}

* 1. 90

(B) 103

1. 93
2. 60
3. 一個費式數列定義第一個數為 0 第二個數為 1 之後的每個數都等於前兩個數相加，如下所示:

int a=0; int b=1;

int i, temp, N;

…

for (i=2; i<=N; i=i+1) { temp = b;

(a) ; a = temp;

printf ("%d\n", (b) );

0、1、1、2、3、5、8、13、21、34、55、89…。 右列的程式用以計算第 N 個(N≥2)費式數列的數值， 請問 (a) 與 (b) 兩個空格的敘述(statement)應該為何？

(A) (a) **f[i]=f[i-1]+f[i-2]** (b) **f[N]**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| (B) | (a) **a** | **=** | **a** | **+** | **b** | (b) **a** | } |
| (C) | (a) **b** | **=** | **a** | **+** | **b** | (b) **b** |  |
| (D) | (a) **f[i]=f[i-1]+f[i-2]** | | | | | (b) **f[i]** | |

1. 請問右側程式輸出為何？

int A[5], B[5], i, c;

…

for (i=1; i<=4; i=i+1) { if (B[i] > A[i]) {

c = c + (B[i] % A[i]);

}

else {

c = 1;

}

}

printf ("%d\n", c);

|  |  |  |
| --- | --- | --- |
| (A) | 1 | for (i=1; i<=4; i=i+1) { |
| (B) | 4 | A[i] = 2 + i\*4; |
| (C) | 3 | B[i] = i\*5; |
| (D) | 33 | } |
|  |  | c = 0; |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 10. | 給定右側 **g()** | 函式，**g(13)** | 回傳值為何？ | int g(int a) { if (a > 1) { |
| 1. 16 2. 18 3. 19 4. 22 | | | | return g(a - 2) + 3;  }  return a;  } |

1. 定義 **a[n]** 為一陣列(array)，陣列元素的指標為 0 至 n-1。若要將陣列中 **a[0]**的元素移到 **a[n-1]**，右側程式片段空白處該填入何運算式？

int i, hold, n;

…

for (i=0; i<= ; i=i+1) { hold = a[i];

a[i] = a[i+1]; a[i+1] = hold;

}

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | |  | | |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |
|  |  |  |  |  |

* 1. **n+1**
  2. **n**
  3. **n-1**
  4. **n-2**

1. 給定右側函式 **f1()** 及 **f2()**。**f1(1)**運算過程中，以下敘述何者為錯？

void f1 (int m) { if (m > 3) {

printf ("%d\n", m); return;

}

else {

printf ("%d\n", m); f2(m+2);

printf ("%d\n", m);

}

}

void f2 (int n) { if (n > 3) {

printf ("%d\n", n); return;

}

else {

printf ("%d\n", n); f1(n-1);

printf ("%d\n", n);

}

}

* 1. 印出的數字最大的是 4
  2. **f1** 一共被呼叫二次
  3. **f2** 一共被呼叫三次
  4. 數字 2 被印出兩次

1. 右側程式片段擬以輾轉除法求 **i** 與 **j** 的最大公因數。請問 **while** 迴圈內容何者正確？

i = 76;

j = 48;

while ((i % j) != 0) {

\_

\_

\_

}

printf ("%d\n", j);

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| (A) | **k**  **i** | **=**  **=** | **i %**  **j;** | **j;** |
|  | **j** | **=** | **k;** |  |
| (B) | **i**  **j** | **=**  **=** | **j;**  **k;** |  |
|  | **k** | **=** | **i %** | **j;** |
| (C) | **i**  **j** | **=**  **=** | **j;**  **i %** | **k;** |
|  | **k** | **=** | **i;** |  |
| (D) | **k** | **=** | **i;** |  |

**i = j;**

**j = i % k;**

1. 右側程式輸出為何？

void foo (int i) { if (i <= 5) {

printf ("foo: %d\n", i);

}

else {

bar(i - 10);

}

}

void bar (int i) { if (i <= 10) {

printf ("bar: %d\n", i);

}

else {

foo(i - 5);

}

}

void main() { foo(15106); bar(3091); foo(6693);

}

* 1. bar: 6

bar: 1

bar: 8

* 1. bar: 6

foo: 1

bar: 3

* 1. bar: 1

foo: 1

bar: 8

* 1. bar: 6

foo: 1

foo: 3

1. 若以 **f(22)**呼叫右側 **f()**函式，總共會印出多少數字？

void f(int n) { printf ("%d\n", n); while (n != 1) {

if ((n%2)==1) {

n = 3\*n + 1;

}

else {

n = n / 2;

}

printf ("%d\n", n);

}

}

* 1. 16
  2. 22
  3. 11
  4. 15

1. 右側程式執行過後所輸出數值為何？

void main () { int count = 10;

if (count > 0) { count = 11;

}

if (count > 10) { count = 12;

if (count % 3 == 4) { count = 1;

}

else {

count = 0;

}

}

else if (count > 11) { count = 13;

}

else {

count = 14;

}

if (count) { count = 15;

}

else {

count = 16;

}

printf ("%d\n", count);

}

* 1. 11
  2. 13
  3. 15
  4. 16

1. 17.

}

else {

allBig = FALSE;

}

}

if (allBig == TRUE) {

printf ("%d is the smallest.\n", val);

}

else {

printf ("%d is not the smallest.\n", val);

}

}

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 右側程式片段主要功能為：輸入  六個整數，檢測並印出最後一個數字是否為六個數字中最小的 值。然而，這個程式是錯誤的。請問以下哪一組測試資料可以測試出程式有誤？ | | | | | | #define TRUE 1  #define FALSE 0  int d[6], val, allBig;  …  for (int i=1; i<=5; i=i+1) { scanf ("%d", &d[i]);  }  scanf ("%d", &val); | |
| (A) **11** | **12** | **13** | **14** | **15** | **3** | allBig = TRUE; | |
| (B) **11** | **12** | **13** | **14** | **25** | **20** | for (int i=1; i<=5; i=i+1) { | |
| (C) **23** | **15** | **18** | **20** | **11** | **12** | if (d[i] > val) { | |
| (D) **18** | **17** | **19** | **24** | **15** | **16** | allBig = | TRUE; |

1. 程式編譯器可以發現下列哪種錯誤?
   1. 語法錯誤
   2. 語意錯誤
   3. 邏輯錯誤
   4. 以上皆是
2. 大部分程式語言都是以列為主的方式儲存陣列。在一個 8x4 的陣列(array) **A** 裡，若每個元素需要兩單位的記憶體大小，且若 **A[0][0]**的記憶體位址為 108 (十進制表示)，則**A[1][2]**的記憶體位址為何？

(A) 120

(B) 124

(C) 128

(D) 以上皆非

1. 右側為一個計算 n 階層的函式，請問該如何修改才會得到正確的結果？
2. int fun (int n) {
3. int fac = 1;

3. if (n >= 0) {

4. fac = n \* fun(n - 1); 5. }

6. return fac; 7. }

* 1. 第 2 行，改為 **int fac = n;**
  2. 第 3 行，改為 **if (n > 0) {**
  3. 第 4 行，改為 **fac = n \* fun(n+1);**
  4. 第 4 行，改為 **fac = fac \* fun(n-1);**

1. 右側程式碼，執行時的輸出為何？

void main() {

for (int i=0; i<=10; i=i+1) { printf ("%d ", i);

i = i + 1;

}

printf ("\n");

}

(A) **0 2 4 6 8 10**

(B) **0 1 2 3 4 5 6 7 8 9 10**

(C) **0 1 3 5 7 9**

(D) **0 1 3 5 7 9 11**

1. 22.

|  |  |  |
| --- | --- | --- |
| 右側 **f()**函式執行後所回傳的值為何？ | | int f() { int p = 2; |
| (A) | 1023 | while (p < 2000) { |
| (B) | 1024 | p = 2 \* p; |
| (C) | 2047 | } |
| (D) | 2048 | return p; |
|  | | } |

1. 右側 **f()**函式 (a), (b), (c) 處需分別填入哪些數字，方能使得 **f(4)** 輸出 2468 的結果？

int f(int n) { int p = 0; int i = n;

while (i >= (a) ) {

p = 10 – (b) \* i; printf ("%d", p);

i = i - (c) ;

}

}

(A) **1, 2, 1**

(B) **0, 1, 2**

(C) **0, 2, 1**

(D) **1, 1, 1**

1. 右側 **g(4)**函式呼叫執行後，回傳值為何？

int f (int n) { if (n > 3) {

return 1;

}

else if (n == 2) { return (3 + f(n+1));

}

else {

return (1 + f(n+1));

}

}

int g(int n) { int j = 0;

for (int i=1; i<=n-1; i=i+1) { j = j + f(i);

}

return j;

}

* 1. 6
  2. 11
  3. 13
  4. 14

1. 右側 **Mystery()**函式 **else** 部分運算式應為何，才能使得 **Mystery(9)** 的回傳值為 **34**。

int Mystery (int x) { if (x <= 1) {

return x;

}

else {

return ;

}

}

* 1. **x + Mystery(x-1)**
  2. **x \* Mystery(x-1)**
  3. **Mystery(x-2) + Mystery(x+2)**
  4. **Mystery(x-2) + Mystery(x-1)**