## 数据绑定原理

前面已经讲过Vue数据绑定的原理了，现在从源码来看一下数据绑定在Vue中是如何实现的。

首先看一下Vue.js官网介绍响应式原理的这张图。

![https://cn.vuejs.org/images/data.png](data:image/png;base64,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)

这张图比较清晰地展示了整个流程，首先通过一次渲染操作触发Data的getter（这里保证只有视图中需要被用到的data才会触发getter）进行依赖收集，这时候其实Watcher与data可以看成一种被绑定的状态（实际上是data的闭包中有一个Deps订阅者，在修改的时候会通知所有的Watcher观察者），在data发生变化的时候会触发它的setter，setter通知Watcher，Watcher进行回调通知组件重新渲染的函数，之后根据diff算法来决定是否发生视图的更新。

Vue在初始化组件数据时，在生命周期的[beforeCreate](https://github.com/vuejs/vue/src/core/instance/init.js#L55)与[created](https://github.com/vuejs/vue/src/core/instance/init.js#L59)钩子函数之间实现了对[data、props、computed、methods、events以及watch](https://github.com/vuejs/vue/blob/dev/src/core/instance/state.js#L43)的处理。

## initData

这里来讲一下[initData](https://github.com/vuejs/vue/blob/dev/src/core/instance/state.js#L107)，可以参考源码instance下的state.js文件，下面所有的中文注释都是我加的，英文注释是尤大加的，请不要忽略英文注释，英文注释都讲到了比较关键或者晦涩难懂的点。

加注释版的vue源码也可以直接通过[传送门](https://github.com/answershuto/learnVue/tree/master/vue-src)查看，这些是我在阅读Vue源码过程中加的注释，持续更新中。

initData主要是初始化data中的数据，将数据进行Observer，监听数据的变化，其他的监视原理一致，这里以data为例。

```javascript

function initData (vm: Component) {

*/\*得到data数据\*/*

  let data = vm.$options.data

  data = vm.\_data = typeof data === 'function'

    ? getData(data, vm)

    : data || {}

*/\*判断是否是对象\*/*

  if (!isPlainObject(data)) {

    data = {}

    process.env.NODE\_ENV !== 'production' && warn(

      'data functions should return an object:\n' +

      'https://vuejs.org/v2/guide/components.html#data-Must-Be-a-Function',

      vm

    )

  }

*// proxy data on instance*

*/\*遍历data对象\*/*

  const keys = Object.keys(data)

  const props = vm.$options.props

  let i = keys.length

*//遍历data中的数据*

  while (i--) {

*/\*保证data中的key不与props中的key重复，props优先，如果有冲突会产生warning\*/*

    if (props && hasOwn(props, keys[i])) {

      process.env.NODE\_ENV !== 'production' && warn(

        `The data property "${keys[i]}" is already declared as a prop. ` +

        `Use prop default value instead.`,

        vm

      )

    } else if (!isReserved(keys[i])) {

*/\*判断是否是保留字段\*/*

*/\*这里是我们前面讲过的代理，将data上面的属性代理到了vm实例上\*/*

      proxy(vm, `\_data`, keys[i])

    }

  }

*/\*Github:https://github.com/answershuto\*/*

*// observe data*

*/\*从这里开始我们要observe了，开始对数据进行绑定，这里有尤大大的注释asRootData，这步作为根数据，下面会进行递归observe进行对深层对象的绑定。\*/*

  observe(data, true */\* asRootData \*/*)

}

```

其实这段代码主要做了两件事，一是将\_data上面的数据代理到vm上，另一件事通过observe将所有数据变成observable。

## proxy

接下来看一下proxy代理。

```javascript

*/\*添加代理\*/*

export function proxy (target: Object, sourceKey: string, key: string) {

  sharedPropertyDefinition.get = function proxyGetter () {

    return this[sourceKey][key]

  }

  sharedPropertyDefinition.set = function proxySetter (val) {

    this[sourceKey][key] = val

  }

  Object.defineProperty(target, key, sharedPropertyDefinition)

}

```

这里比较好理解，通过proxy函数将data上面的数据代理到vm上，这样就可以用app.text代替app.\_data.text了。

## observe

接下来是[observe](https://github.com/vuejs/vue/blob/dev/src/core/observer/index.js#L106)，这个函数定义在core文件下observer的index.js文件中。

```javascript

*/\*\**

*\* Attempt to create an observer instance for a value,*

*\* returns the new observer if successfully observed,*

*\* or the existing observer if the value already has one.*

*\*/*

*/\**

*尝试创建一个Observer实例（\_\_ob\_\_），如果成功创建Observer实例则返回新的Observer实例，如果已有Observer实例则返回现有的Observer实例。*

*\*/*

export function observe (value: any, asRootData: ?boolean): Observer | void {

*/\*判断是否是一个对象\*/*

  if (!isObject(value)) {

    return

  }

  let ob: Observer | void

*/\*这里用\_\_ob\_\_这个属性来判断是否已经有Observer实例，如果没有Observer实例则会新建一个Observer实例并赋值给\_\_ob\_\_这个属性，如果已有Observer实例则直接返回该Observer实例\*/*

  if (hasOwn(value, '\_\_ob\_\_') && value.\_\_ob\_\_ instanceof Observer) {

    ob = value.\_\_ob\_\_

  } else if (

*/\*这里的判断是为了确保value是单纯的对象，而不是函数或者是Regexp等情况。\*/*

    observerState.shouldConvert &&

    !isServerRendering() &&

    (Array.isArray(value) || isPlainObject(value)) &&

    Object.isExtensible(value) &&

    !value.\_isVue

  ) {

    ob = new Observer(value)

  }

  if (asRootData && ob) {

*/\*如果是根数据则计数，后面Observer中的observe的asRootData非true\*/*

    ob.vmCount++

  }

  return ob

}

```

Vue的响应式数据都会有一个\_\_ob\_\_的属性作为标记，里面存放了该属性的观察器，也就是Observer的实例，防止重复绑定。

## Observer

接下来看一下新建的[Observer](https://github.com/vuejs/vue/blob/dev/src/core/observer/index.js#L34)。Observer的作用就是遍历对象的所有属性将其进行双向绑定。

```javascript

*/\*\**

*\* Observer class that are attached to each observed*

*\* object. Once attached, the observer converts target*

*\* object's property keys into getter/setters that*

*\* collect dependencies and dispatches updates.*

*\*/*

export class  {

  value: any;

  dep: Dep;

  vmCount: number; *// number of vms that has this object as root $data*

  constructor (value: any) {

    this.value = value

    this.dep = new Dep()

    this.vmCount = 0

*/\**

*将Observer实例绑定到data的\_\_ob\_\_属性上面去，之前说过observe的时候会先检测是否已经有\_\_ob\_\_对象存放Observer实例了，def方法定义可以参考https://github.com/vuejs/vue/blob/dev/src/core/util/lang.js#L16*

*\*/*

    def(value, '\_\_ob\_\_', this)

    if (Array.isArray(value)) {

*/\**

*如果是数组，将修改后可以截获响应的数组方法替换掉该数组的原型中的原生方法，达到监听数组数据变化响应的效果。*

*这里如果当前浏览器支持\_\_proto\_\_属性，则直接覆盖当前数组对象原型上的原生数组方法，如果不支持该属性，则直接覆盖数组对象的原型。*

*\*/*

      const augment = hasProto

        ? protoAugment  */\*直接覆盖原型的方法来修改目标对象\*/*

        : copyAugment   */\*定义（覆盖）目标对象或数组的某一个方法\*/*

      augment(value, arrayMethods, arrayKeys)

*/\*Github:https://github.com/answershuto\*/*

*/\*如果是数组则需要遍历数组的每一个成员进行observe\*/*

      this.observeArray(value)

    } else {

*/\*如果是对象则直接walk进行绑定\*/*

      this.walk(value)

    }

  }

*/\*\**

*\* Walk through each property and convert them into*

*\* getter/setters. This method should only be called when*

*\* value type is Object.*

*\*/*

  walk (obj: Object) {

    const keys = Object.keys(obj)

*/\*walk方法会遍历对象的每一个属性进行defineReactive绑定\*/*

    for (let i = 0; i < keys.length; i++) {

      defineReactive(obj, keys[i], obj[keys[i]])

    }

  }

*/\*\**

*\* Observe a list of Array items.*

*\*/*

  observeArray (items: Array<any>) {

*/\*数组需要遍历每一个成员进行observe\*/*

    for (let i = 0, l = items.length; i < l; i++) {

      observe(items[i])

    }

  }

}

```

Observer为数据加上响应式属性进行双向绑定。如果是对象则进行深度遍历，为每一个子对象都绑定上方法，如果是数组则为每一个成员都绑定上方法。

如果是修改一个数组的成员，该成员是一个对象，那只需要递归对数组的成员进行双向绑定即可。但这时候出现了一个问题：如果我们进行pop、push等操作的时候，push进去的对象根本没有进行过双向绑定，更别说pop了，那么我们如何监听数组的这些变化呢？

Vue.js提供的方法是重写push、pop、shift、unshift、splice、sort、reverse这七个[数组方法](http://v1-cn.vuejs.org/guide/list.html#变异方法)。修改数组原型方法的代码可以参考[observer/array.js](https://github.com/vuejs/vue/blob/dev/src/core/observer/array.js)以及[observer/index.js](https://github.com/vuejs/vue/blob/dev/src/core/observer/index.js#L45)。

```javascript

export class Observer {

  value: any;

  dep: Dep;

  vmCount: number; *// number of vms that has this object as root $data*

  constructor (value: any) {

*//.......*

    if (Array.isArray(value)) {

*/\**

*如果是数组，将修改后可以截获响应的数组方法替换掉该数组的原型中的原生方法，达到监听数组数据变化响应的效果。*

*这里如果当前浏览器支持\_\_proto\_\_属性，则直接覆盖当前数组对象原型上的原生数组方法，如果不支持该属性，则直接覆盖数组对象的原型。*

*\*/*

      const augment = hasProto

        ? protoAugment  */\*直接覆盖原型的方法来修改目标对象\*/*

        : copyAugment   */\*定义（覆盖）目标对象或数组的某一个方法\*/*

      augment(value, arrayMethods, arrayKeys)

*/\*如果是数组则需要遍历数组的每一个成员进行observe\*/*

      this.observeArray(value)

    } else {

*/\*如果是对象则直接walk进行绑定\*/*

      this.walk(value)

    }

  }

}

*/\*\**

*\* Augment an target Object or Array by intercepting*

*\* the prototype chain using \_\_proto\_\_*

*\*/*

*/\*直接覆盖原型的方法来修改目标对象或数组\*/*

function protoAugment (target, src: Object) {

*/\* eslint-disable no-proto \*/*

  target.\_\_proto\_\_ = src

*/\* eslint-enable no-proto \*/*

}

*/\*\**

*\* Augment an target Object or Array by defining*

*\* hidden properties.*

*\*/*

*/\* istanbul ignore next \*/*

*/\*定义（覆盖）目标对象或数组的某一个方法\*/*

function copyAugment (target: Object, src: Object, keys: Array<string>) {

  for (let i = 0, l = keys.length; i < l; i++) {

    const key = keys[i]

    def(target, key, src[key])

  }

}

```

```javascript

*/\**

*\* not type checking this file because flow doesn't play well with*

*\* dynamically accessing methods on Array prototype*

*\*/*

import { def } from '../util/index'

*/\*取得原生数组的原型\*/*

const arrayProto = Array.prototype

*/\*创建一个新的数组对象，修改该对象上的数组的七个方法，防止污染原生数组方法\*/*

export const arrayMethods = Object.create(arrayProto)

*/\*\**

*\* Intercept mutating methods and emit events*

*\*/*

*/\*这里重写了数组的这些方法，在保证不污染原生数组原型的情况下重写数组的这些方法，截获数组的成员发生的变化，执行原生数组操作的同时dep通知关联的所有观察者进行响应式处理\*/*

[

  'push',

  'pop',

  'shift',

  'unshift',

  'splice',

  'sort',

  'reverse'

]

.forEach(function (method) {

*// cache original method*

*/\*将数组的原生方法缓存起来，后面要调用\*/*

  const original = arrayProto[method]

  def(arrayMethods, method, function mutator () {

*// avoid leaking arguments:*

*// http://jsperf.com/closure-with-arguments*

    let i = arguments.length

    const args = new Array(i)

    while (i--) {

      args[i] = arguments[i]

    }

*/\*调用原生的数组方法\*/*

    const result = original.apply(this, args)

*/\*数组新插入的元素需要重新进行observe才能响应式\*/*

    const ob = this.\_\_ob\_\_

    let inserted

    switch (method) {

      case 'push':

        inserted = args

        break

      case 'unshift':

        inserted = args

        break

      case 'splice':

        inserted = args.slice(2)

        break

    }

    if (inserted) ob.observeArray(inserted)

*// notify change*

*/\*dep通知所有注册的观察者进行响应式处理\*/*

    ob.dep.notify()

    return result

  })

})

```

从数组的原型新建一个Object.create(arrayProto)对象，通过修改此原型可以保证原生数组方法不被污染。如果当前浏览器支持\_\_proto\_\_这个属性的话就可以直接覆盖该属性则使数组对象具有了重写后的数组方法。如果没有该属性的浏览器，则必须通过遍历def所有需要重写的数组方法，这种方法效率较低，所以优先使用第一种。

在保证不污染不覆盖数组原生方法添加监听，主要做了两个操作，第一是通知所有注册的观察者进行响应式处理，第二是如果是添加成员的操作，需要对新成员进行observe。

但是修改了数组的原生方法以后我们还是没法像原生数组一样直接通过数组的下标或者设置length来修改数组，可以通过[Vue.set以及splice方法](https://cn.vuejs.org/v2/guide/list.html#%E6%9B%BF%E6%8D%A2%E6%95%B0%E7%BB%84)。

## Watcher

[Watcher](https://github.com/vuejs/vue/blob/dev/src/core/observer/watcher.js#L24)是一个观察者对象。依赖收集以后Watcher对象会被保存在Deps中，数据变动的时候会由Deps通知Watcher实例，然后由Watcher实例回调cb进行视图的更新。

```javascript

export default class Watcher {

  vm: Component;

  expression: string;

  cb: Function;

  id: number;

  deep: boolean;

  user: boolean;

  lazy: boolean;

  sync: boolean;

  dirty: boolean;

  active: boolean;

  deps: Array<Dep>;

  newDeps: Array<Dep>;

  depIds: ISet;

  newDepIds: ISet;

  getter: Function;

  value: any;

  constructor (

    vm: Component,

    expOrFn: string | Function,

    cb: Function,

    options?: Object

  ) {

    this.vm = vm

*/\*\_watchers存放订阅者实例\*/*

    vm.\_watchers.push(this)

*// options*

    if (options) {

      this.deep = !!options.deep

      this.user = !!options.user

      this.lazy = !!options.lazy

      this.sync = !!options.sync

    } else {

      this.deep = this.user = this.lazy = this.sync = false

    }

    this.cb = cb

    this.id = ++uid *// uid for batching*

    this.active = true

    this.dirty = this.lazy *// for lazy watchers*

    this.deps = []

    this.newDeps = []

    this.depIds = new Set()

    this.newDepIds = new Set()

    this.expression = process.env.NODE\_ENV !== 'production'

      ? expOrFn.toString()

      : ''

*// parse expression for getter*

*/\*把表达式expOrFn解析成getter\*/*

    if (typeof expOrFn === 'function') {

      this.getter = expOrFn

    } else {

      this.getter = parsePath(expOrFn)

      if (!this.getter) {

        this.getter = function () {}

        process.env.NODE\_ENV !== 'production' && warn(

          `Failed watching path: "${expOrFn}" ` +

          'Watcher only accepts simple dot-delimited paths. ' +

          'For full control, use a function instead.',

          vm

        )

      }

    }

    this.value = this.lazy

      ? undefined

      : this.get()

  }

*/\*\**

*\* Evaluate the getter, and re-collect dependencies.*

*\*/*

*/\*获得getter的值并且重新进行依赖收集\*/*

  get () {

*/\*将自身watcher观察者实例设置给Dep.target，用以依赖收集。\*/*

    pushTarget(this)

    let value

    const vm = this.vm

*/\**

*执行了getter操作，看似执行了渲染操作，其实是执行了依赖收集。*

*在将Dep.target设置为自身观察者实例以后，执行getter操作。*

*譬如说现在的的data中可能有a、b、c三个数据，getter渲染需要依赖a跟c，*

*那么在执行getter的时候就会触发a跟c两个数据的getter函数，*

*在getter函数中即可判断Dep.target是否存在然后完成依赖收集，*

*将该观察者对象放入闭包中的Dep的subs中去。*

*\*/*

    if (this.user) {

      try {

        value = this.getter.call(vm, vm)

      } catch (e) {

        handleError(e, vm, `getter for watcher "${this.expression}"`)

      }

    } else {

      value = this.getter.call(vm, vm)

    }

*// "touch" every property so they are all tracked as*

*// dependencies for deep watching*

*/\*如果存在deep，则触发每个深层对象的依赖，追踪其变化\*/*

    if (this.deep) {

*/\*递归每一个对象或者数组，触发它们的getter，使得对象或数组的每一个成员都被依赖收集，形成一个“深（deep）”依赖关系\*/*

      traverse(value)

    }

*/\*将观察者实例从target栈中取出并设置给Dep.target\*/*

    popTarget()

    this.cleanupDeps()

    return value

  }

*/\*\**

*\* Add a dependency to this directive.*

*\*/*

*/\*添加一个依赖关系到Deps集合中\*/*

  addDep (dep: Dep) {

    const id = dep.id

    if (!this.newDepIds.has(id)) {

      this.newDepIds.add(id)

      this.newDeps.push(dep)

      if (!this.depIds.has(id)) {

        dep.addSub(this)

      }

    }

  }

*/\*\**

*\* Clean up for dependency collection.*

*\*/*

*/\*清理依赖收集\*/*

  cleanupDeps () {

*/\*移除所有观察者对象\*/*

    let i = this.deps.length

    while (i--) {

      const dep = this.deps[i]

      if (!this.newDepIds.has(dep.id)) {

        dep.removeSub(this)

      }

    }

    let tmp = this.depIds

    this.depIds = this.newDepIds

    this.newDepIds = tmp

    this.newDepIds.clear()

    tmp = this.deps

    this.deps = this.newDeps

    this.newDeps = tmp

    this.newDeps.length = 0

  }

*/\*\**

*\* Subscriber interface.*

*\* Will be called when a dependency changes.*

*\*/*

*/\**

*调度者接口，当依赖发生改变的时候进行回调。*

*\*/*

  update () {

*/\* istanbul ignore else \*/*

    if (this.lazy) {

      this.dirty = true

    } else if (this.sync) {

*/\*同步则执行run直接渲染视图\*/*

      this.run()

    } else {

*/\*异步推送到观察者队列中，由调度者调用。\*/*

      queueWatcher(this)

    }

  }

*/\*\**

*\* Scheduler job interface.*

*\* Will be called by the scheduler.*

*\*/*

*/\**

*调度者工作接口，将被调度者回调。*

*\*/*

  run () {

    if (this.active) {

      const value = this.get()

      if (

        value !== this.value ||

*// Deep watchers and watchers on Object/Arrays should fire even*

*// when the value is the same, because the value may*

*// have mutated.*

*/\**

*即便值相同，拥有Deep属性的观察者以及在对象／数组上的观察者应该被触发更新，因为它们的值可能发生改变。*

*\*/*

        isObject(value) ||

        this.deep

      ) {

*// set new value*

        const oldValue = this.value

*/\*设置新的值\*/*

        this.value = value

*/\*触发回调渲染视图\*/*

        if (this.user) {

          try {

            this.cb.call(this.vm, value, oldValue)

          } catch (e) {

            handleError(e, this.vm, `callback for watcher "${this.expression}"`)

          }

        } else {

          this.cb.call(this.vm, value, oldValue)

        }

      }

    }

  }

*/\*\**

*\* Evaluate the value of the watcher.*

*\* This only gets called for lazy watchers.*

*\*/*

*/\*获取观察者的值\*/*

  evaluate () {

    this.value = this.get()

    this.dirty = false

  }

*/\*\**

*\* Depend on all deps collected by this watcher.*

*\*/*

*/\*收集该watcher的所有deps依赖\*/*

  depend () {

    let i = this.deps.length

    while (i--) {

      this.deps[i].depend()

    }

  }

*/\*\**

*\* Remove self from all dependencies' subscriber list.*

*\*/*

*/\*将自身从所有依赖收集订阅列表删除\*/*

  teardown () {

    if (this.active) {

*// remove self from vm's watcher list*

*// this is a somewhat expensive operation so we skip it*

*// if the vm is being destroyed.*

*/\*从vm实例的观察者列表中将自身移除，由于该操作比较耗费资源，所以如果vm实例正在被销毁则跳过该步骤。\*/*

      if (!this.vm.\_isBeingDestroyed) {

        remove(this.vm.\_watchers, this)

      }

      let i = this.deps.length

      while (i--) {

        this.deps[i].removeSub(this)

      }

      this.active = false

    }

  }

}

```

## Dep

来看看[Dep](https://github.com/vuejs/vue/blob/dev/src/core/observer/dep.js#L12)类。其实Dep就是一个发布者，可以订阅多个观察者，依赖收集之后Deps中会存在一个或多个Watcher对象，在数据变更的时候通知所有的Watcher。

```javascript

*/\*\**

*\* A dep is an observable that can have multiple*

*\* directives subscribing to it.*

*\*/*

export default class Dep {

  static target: ?Watcher;

  id: number;

  subs: Array<Watcher>;

  constructor () {

    this.id = uid++

    this.subs = []

  }

*/\*添加一个观察者对象\*/*

  addSub (sub: Watcher) {

    this.subs.push(sub)

  }

*/\*移除一个观察者对象\*/*

  removeSub (sub: Watcher) {

    remove(this.subs, sub)

  }

*/\*依赖收集，当存在Dep.target的时候添加观察者对象\*/*

  depend () {

    if (Dep.target) {

      Dep.target.addDep(this)

    }

  }

*/\*通知所有订阅者\*/*

  notify () {

*// stabilize the subscriber list first*

    const subs = this.subs.slice()

    for (let i = 0, l = subs.length; i < l; i++) {

      subs[i].update()

    }

  }

}

*// the current target watcher being evaluated.*

*// this is globally unique because there could be only one*

*// watcher being evaluated at any time.*

Dep.target = null

*/\*依赖收集完需要将Dep.target设为null，防止后面重复添加依赖。\*/*

```

## defineReactive

接下来是[defineReactive](https://github.com/vuejs/vue/blob/dev/src/core/observer/index.js#L131)。defineReactive的作用是通过Object.defineProperty为数据定义上getter\setter方法，进行依赖收集后闭包中的Deps会存放Watcher对象。触发setter改变数据的时候会通知Deps订阅者通知所有的Watcher观察者对象进行试图的更新。

```javascript

*/\*\**

*\* Define a reactive property on an Object.*

*\*/*

export function defineReactive (

  obj: Object,

  key: string,

  val: any,

  customSetter?: Function

) {

*/\*在闭包中定义一个dep对象\*/*

  const dep = new Dep()

  const property = Object.getOwnPropertyDescriptor(obj, key)

  if (property && property.configurable === false) {

    return

  }

*/\*如果之前该对象已经预设了getter以及setter函数则将其取出来，新定义的getter/setter中会将其执行，保证不会覆盖之前已经定义的getter/setter。\*/*

*// cater for pre-defined getter/setters*

  const getter = property && property.get

  const setter = property && property.set

*/\*对象的子对象递归进行observe并返回子节点的Observer对象\*/*

  let childOb = observe(val)

  Object.defineProperty(obj, key, {

    enumerable: true,

    configurable: true,

    get: function reactiveGetter () {

*/\*如果原本对象拥有getter方法则执行\*/*

      const value = getter ? getter.call(obj) : val

      if (Dep.target) {

*/\*进行依赖收集\*/*

        dep.depend()

        if (childOb) {

*/\*子对象进行依赖收集，其实就是将同一个watcher观察者实例放进了两个depend中，一个是正在本身闭包中的depend，另一个是子元素的depend\*/*

          childOb.dep.depend()

        }

        if (Array.isArray(value)) {

*/\*是数组则需要对每一个成员都进行依赖收集，如果数组的成员还是数组，则递归。\*/*

          dependArray(value)

        }

      }

      return value

    },

    set: function reactiveSetter (newVal) {

*/\*通过getter方法获取当前值，与新值进行比较，一致则不需要执行下面的操作\*/*

      const value = getter ? getter.call(obj) : val

*/\* eslint-disable no-self-compare \*/*

      if (newVal === value || (newVal !== newVal && value !== value)) {

        return

      }

*/\* eslint-enable no-self-compare \*/*

      if (process.env.NODE\_ENV !== 'production' && customSetter) {

        customSetter()

      }

      if (setter) {

*/\*如果原本对象拥有setter方法则执行setter\*/*

        setter.call(obj, newVal)

      } else {

        val = newVal

      }

*/\*新的值需要重新进行observe，保证数据响应式\*/*

      childOb = observe(newVal)

*/\*dep对象通知所有的观察者\*/*

      dep.notify()

    }

  })

}

```

现在再来看这张图是不是更清晰了呢？
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