**What is MVC?**

MVC is a framework methodology that divides an application’s implementation into

three component roles: models, views, and controllers.

**“Models”** in a MVC based application are the components of the application that

are responsible for maintaining state. Often this state is persisted inside a database

(for example: we might have a Product class that is used to represent order data

from the Products table inside SQL).

**“Views”** in a MVC based application are the components responsible for displaying

the application’s user interface. Typically this UI is created off of the model data (for

example: we might create an Product “Edit” view that surfaces textboxes,

dropdowns and checkboxes based on the current state of a Product object).

**“Controllers”** in a MVC based application are the components responsible for

handling end user interaction, manipulating the model, and ultimately choosing a

view to render to display UI. In a MVC application the view is only about displaying

information – it is the controller that handles and responds to user input and

interaction.

**Which are the advantages of using MVC Framework?**

MVC is one of the most used architecture pattern in ASP.NET and this is one of

those ASP.NET interview question to test that do you really understand the

importance of model view controller.

1. It provides a clean **separation of concerns** between **UI and model**.

2. UI can be unit test thus automating UI testing.

3. Better reuse of views and model. You can have multiple views which can point to

the same model and also vice versa.

4. Code is better organized.

**How route table is created in ASP.NET MVC?**

When an MVC application first starts, the Application\_Start() method is called. This

method, in turn, calls the RegisterRoutes() method. The RegisterRoutes() method

creates the route table.

**What is Routing?**

A route is a URL pattern that is mapped to a handler. The handler can be a physical

file, such as an .aspx file in a Web Forms application. Routing module is

responsible for mapping incoming browser requests to particular MVC controller

actions.

**What is the ‘page lifecycle’ of an ASP.NET MVC?**

Following process are performed by ASP.Net MVC page:

1) App initialization

2) Routing

3) Instantiate and execute controller

4) Locate and invoke controller action

5) Instantiate and render view

**What is Repository Pattern in ASP.NET MVC?**

Repository pattern is usefult for decoupling entity operations form presentation,

which allows easy mocking and unit testing.

“The Repository will delegate to the appropriate infrastructure services to get the job

done. Encapsulating in the mechanisms of storage, retrieval and query is the most

basic feature of a Repository implementation”

“Most common queries should also be hard coded to the Repositories as methods.”

**Versioning System – TFS , GITHUB, SVN**

**Linq**: LINQ is a uniform programming model for any kind of data access. LINQ enables you to query and manipulate data independently of data sources.

 it's a uniform query language to get and filter data from various data sources.

**2) What are the types of LINQ?**

* LINQ to Objects
* LINQ to XML
* LINQ to Dataset
* LINQ to SQL
* LINQ to Entities

**3) Explain how LINQ is useful than Stored Procedures?**

* **Debugging:** It is difficult to debug a stored procedure but as LINQ is part of.NET, visual studios debugger can be used to debug the queries
* **Deployment:** For stored procedure, additional script should be provided but with LINQ everything gets compiled into single DLL hence deployment becomes easy
* **Type Safety:** LINQ is type safe, so queries errors are type checked at compile time

**4) List out the three main components of LINQ? Explain what is the extension of the file, when LINQ to SQL is used?**

Three main components of LINQ are

* Standard Query Operators
* Language Extensions
* LINQ Providers

| Classification | Standard Query Operators |
| --- | --- |
| Filtering | Where, OfType |
| Sorting | OrderBy, OrderByDescending, ThenBy, ThenByDescending, Reverse |
| Grouping | GroupBy, ToLookup |
| Join | GroupJoin, Join |
| Projection | Select, SelectMany |
| Aggregation | Aggregate, Average, Count, LongCount, Max, Min, Sum |
| Quantifiers | All, Any, Contains |
| Elements | ElementAt, ElementAtOrDefault, First, FirstOrDefault, Last, LastOrDefault, Single, SingleOrDefault |
| Set | Distinct, Except, Intersect, Union |
| Partitioning | Skip, SkipWhile, Take, TakeWhile |
| Concatenation | Concat |
| Equality | SequenceEqual |
| Generation | DefaultEmpty, Empty, Range, Repeat |
| Conversion | AsEnumerable, AsQueryable, Cast, ToArray, ToDictionary, ToList |

**New C# 3.0 Language Additions**

To make LINQ seamlessly integrate with C#, significant enhancements were needed for the C# language.

Virtually every significant enhancement to the C# language made in version 3.0 was made specifically

to support LINQ. While all of these features have merit on their own, it is really the sum of the parts

contributing to LINQ that makes C# 3.0 so noteworthy.

To truly understand much of the syntax of LINQ, it is necessary for me to cover some of the new

C# 3.0 language features before proceeding with the workings of the components of LINQ.

language additions:

• Lambda expressions

• Expression trees

• The keyword var, object and collection initialization, and anonymous types

• Extension methods

• Partial methods

• Query expressions

<https://www.codeproject.com/Articles/199060/Introducing-LINQ-Language-Integrated-Query>

### LINQ providers

LINQ providers are set of classes that take an LINQ query which generates method that executes an equivalent query against a particular data source.

The C#3.0 specification defines a Query Expression Pattern along with translation rules from a LINQ expression to an expression in a subset of C# 3.0 without LINQ expressions. The translation thus defined is actually un-typed, which, in addition to lambda expressions being interpretable as either delegates or expression trees, allows for a great degree of flexibility for libraries wishing to expose parts of their interface as LINQ expression clauses. For example, **LINQ to Objects** works on IEnumerable<T>s and with delegates, whereas **LINQ to SQL** makes use of the expression trees.

The **expression trees** are at the core of the LINQ extensibility mechanism, by which LINQ can be adapted for many data sources. The expression trees are handed over to LINQ Providers, which are data source-specific implementations that adapt the LINQ queries to be used with the data source. If they choose so, the LINQ Providers analyze the expression trees contained in a query in order to generate essential pieces needed for the execution of a query. This can be SQL fragments or any other completely different representation of code as further manipulatable data. LINQ comes with LINQ Providers for in-memory object collections, [Microsoft SQL Server](https://en.wikipedia.org/wiki/Microsoft_SQL_Server) databases, [ADO.NET](https://en.wikipedia.org/wiki/ADO.NET) datasets and XML documents. These different providers define the different flavors of LINQ:

#### LINQ to Objects

The LINQ to Objects provider is used for in-memory collections, using the local query execution engine of LINQ. The code generated by this provider refers to the implementation of the standard query operators as defined on the Sequence pattern and allows IEnumerable<T> collections to be queried locally. Current implementation of LINQ to Objects perform interface implementation checks to allow for fast membership tests, counts, and indexed lookup operations when they are supported by the runtime type of the IEnumerable.[[7]](https://en.wikipedia.org/wiki/Language_Integrated_Query#cite_note-Enumerable.ElementAt-7)[[8]](https://en.wikipedia.org/wiki/Language_Integrated_Query#cite_note-Enumerable.Contains-8)[[9]](https://en.wikipedia.org/wiki/Language_Integrated_Query#cite_note-Enumerable.Count-9)

#### LINQ to XML (formerly called XLINQ)

The LINQ to XML provider converts an XML document to a collection of XElement objects, which are then queried against using the local execution engine that is provided as a part of the implementation of the standard query operator.[[10]](https://en.wikipedia.org/wiki/Language_Integrated_Query#cite_note-10)

#### LINQ to SQL (formerly called DLINQ)

The LINQ to SQL provider allows LINQ to be used to query [Microsoft SQL Server](https://en.wikipedia.org/wiki/Microsoft_SQL_Server) databases, including [SQL Server Compact](https://en.wikipedia.org/wiki/SQL_Server_Compact) databases. Since SQL Server data may reside on a remote server, and because SQL Server has its own query engine, LINQ to SQL does not use the query engine of LINQ. Instead, it converts a LINQ query to a [SQL](https://en.wikipedia.org/wiki/SQL) query that is then sent to SQL Server for processing.[[11]](https://en.wikipedia.org/wiki/Language_Integrated_Query#cite_note-11) However, since SQL Server stores the data as [relational data](https://en.wikipedia.org/wiki/Relational_database) and LINQ works with data encapsulated in objects, the two representations must be [mapped](https://en.wikipedia.org/wiki/Object-Relational_mapping) to one another. For this reason, LINQ to SQL also defines a mapping framework. The mapping is done by defining classes that correspond to the tables in the database, and containing all or a subset of the columns in the table as data members.[[12]](https://en.wikipedia.org/wiki/Language_Integrated_Query#cite_note-ltos-12) The correspondence, along with other [relational model](https://en.wikipedia.org/wiki/Relational_model) attributes such as [primary keys](https://en.wikipedia.org/wiki/Primary_key), are specified using LINQ to SQL-defined [attributes](https://en.wikipedia.org/wiki/Attribute_(computing)). For example,

[Table(Name="Customers")]

**public** **class** **Customer**

{

[Column(IsPrimaryKey = true)]

**public** int CustID;

[Column]

**public** string CustName;

}

This class definition maps to a table named Customers and the two data members correspond to two columns. The classes must be defined before LINQ to SQL can be used. [Visual Studio 2008](https://en.wikipedia.org/wiki/Visual_Studio_2008) includes a mapping designer that can be used to create the mapping between the data schemas in the object as well as the relational domain. It can automatically create the corresponding classes from a [database schema](https://en.wikipedia.org/wiki/Database_schema), as well as allow manual editing to create a different view by using only a subset of the tables or columns in a table.[[12]](https://en.wikipedia.org/wiki/Language_Integrated_Query#cite_note-ltos-12)

The mapping is implemented by the DataContext that takes a connection string to the server, and can be used to generate a Table<T> where T is the type to which the database table will be mapped. The Table<T> encapsulates the data in the table, and implements the IQueryable<T> interface, so that the expression tree is created, which the LINQ to SQL provider handles. It converts the query into [T-SQL](https://en.wikipedia.org/wiki/T-SQL) and retrieves the result set from the database server. Since the processing happens at the database server, local methods, which are not defined as a part of the lambda expressions representing the predicates, cannot be used. However, it can use the [stored procedures](https://en.wikipedia.org/wiki/Stored_procedure) on the server. Any changes to the result set are tracked and can be submitted back to the database server.[[12]](https://en.wikipedia.org/wiki/Language_Integrated_Query#cite_note-ltos-12)

#### LINQ to DataSets

Since the LINQ to SQL provider (above) works only with [Microsoft SQL Server](https://en.wikipedia.org/wiki/Microsoft_SQL_Server) databases, in order to support any generic database, LINQ also includes the LINQ to DataSets. It uses ADO.NET to handle the communication with the database. Once the data is in ADO.NET Datasets, LINQ to DataSets execute queries against these datasets.[[13]](https://en.wikipedia.org/wiki/Language_Integrated_Query#cite_note-13)

**lambda expressions in LINQ?**

Lambda expression is referred as a unique function use to form delegates or expression tree types, where right side is the output and left side is the input to the method. For writing LINQ queries particularly, Lambda expression is used.

**Deferred query execution**

In a query that returns a sequence of values, the query variable itself never holds the query results and only stores the query commands. Execution of the query is deferred until the query variable is iterated over in a foreach or For Each loop. This is known as *deferred execution*; that is, query execution occurs some time after the query is constructed. This means that you can execute a query as frequently as you want to. This is useful when, for example, you have a database that is being updated by other applications. In your application, you can create a query to retrieve the latest information and repeatedly execute the query, returning the updated information every time.

Deferred execution enables multiple queries to be combined or a query to be extended. When a query is extended, it is modified to include the new operations, and the eventual execution will reflect the changes.

using (AdventureWorksEntities context = new AdventureWorksEntities())

{

IQueryable<Product> productsQuery =

from p in context.Products

select p;

IQueryable<Product> largeProducts = productsQuery.Where(p => p.Size == "L");

Console.WriteLine("Products of size 'L':");

foreach (var product in largeProducts)

{

Console.WriteLine(product.Name);

}

}

## Immediate Query Execution

In contrast to the deferred execution of queries that produce a sequence of values, queries that return a singleton value are executed immediately. Some examples of singleton queries are [Average](https://docs.microsoft.com/en-us/dotnet/api/system.linq.enumerable.average), [Count](https://docs.microsoft.com/en-us/dotnet/api/system.linq.enumerable.count), [First](https://docs.microsoft.com/en-us/dotnet/api/system.linq.enumerable.first), and [Max](https://docs.microsoft.com/en-us/dotnet/api/system.linq.enumerable.max). These execute immediately because the query must produce a sequence to calculate the singleton result. You can also force immediate execution. This is useful when you want to cache the results of a query. To force immediate execution of a query that does not produce a singleton value, you can call the [ToList](https://docs.microsoft.com/en-us/dotnet/api/system.linq.enumerable.tolist) method, the [ToDictionary](https://docs.microsoft.com/en-us/dotnet/api/system.linq.enumerable.todictionary) method, or the [ToArray](https://docs.microsoft.com/en-us/dotnet/api/system.linq.enumerable.toarray) method on a query or query variable. The following example uses the [ToArray](https://docs.microsoft.com/en-us/dotnet/api/system.linq.enumerable.toarray) method to immediately evaluate a sequence into an array.

using (AdventureWorksEntities context = new AdventureWorksEntities())

{

ObjectSet<Product> products = context.Products;

Product[] prodArray = (

from product in products

orderby product.ListPrice descending

select product).ToArray();

Console.WriteLine("Every price from highest to lowest:");

foreach (Product product in prodArray)

{

Console.WriteLine(product.ListPrice);

}

}

# IQueryable vs. IEnumerable

**IEnumerable**

1. IEnumerable exists in the System.Collections namespace.  
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2. The IEnumerable version signature is: Where(Func<Customer, bool> predicate)
3. IEnumerable is suitable for querying data from in-memory collections like List, Array and so on.
4. While querying data from the database, IEnumerable executes "select query" on the server-side, loads data in-memory on the client-side and then filters the data.   
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5. IEnumerable is beneficial for LINQ to Object and LINQ to XML queries.
6. If you want repeated filtering on your original result (several end results). Doing that on the IQueryable interface will make several roundtrips to the database, where as doing it on IEnumerable will do the filtering in the memory, making it faster (unless the amount of data is HUGE)

**IQueryable**

1. IQueryable exists in the System.Linq Namespace.  
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2. The IQueryable version signature is: Where(Expression<Func<Customer, bool>> predicate)
3. IQueryable is suitable for querying data from out-memory (like remote database, service) collections.
4. While querying data from a database, IQueryable executes a "select query" on server-side with all filters.  
     
   ![https://csharpcorner-mindcrackerinc.netdna-ssl.com/UploadFile/a20beb/ienumerable-vs-iqueryable-in-linq/Images/IEnumerable%20vs%20IQueryable%20in%20LINQ10.jpg](data:image/jpeg;base64,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)
5. IQueryable is beneficial for LINQ to SQL queries.
6. working on [IQueryable<T>](https://msdn.microsoft.com/en-us/library/bb351562.aspx) can in many cases save you from returning too many rows from the database. Another prime example is doing paging: If you use [Take](https://msdn.microsoft.com/en-us/library/bb300906.aspx) and [Skip](https://msdn.microsoft.com/en-us/library/bb357513.aspx) on [IQueryable](https://msdn.microsoft.com/en-us/library/system.linq.iqueryable.aspx), you will only get the number of rows requested; doing that on an [IEnumerable<T>](https://msdn.microsoft.com/en-us/library/9eekhta0.aspx) will cause all of your rows to be loaded in memory
7. The major difference is that IEnumerable will enumerate all elements, while IQueryable will enumerate elements (or even do other things) based on a query. In the case of the IQueryable, the LINQ query gets used byIQueryProvider which must be interpreted or compiled in order to get the result. I.e., the extension methods defined for IQueryable take Expression objects instead of Func objects (which is what IEnumerable uses), meaning the delegate it receives is an expression tree instead of a method to invoke.
8. IEnumerable is great for working with in-memory collections, but IQueryable<t> allows for a remote data source, like a database or web service.

<https://www.guru99.com/comparison-between-web-services.html>

Async Await

## Task and Task<T>

Tasks are constructs used to implement what is known as the [Promise Model of Concurrency](https://en.wikipedia.org/wiki/Futures_and_promises). In short, they offer you a "promise" that work will be completed at a later point, letting you coordinate with the promise with a clean API.

* Task represents a single operation which does not return a value.
* Task<T> represents a single operation which returns a value of type T.

It’s important to reason about tasks as abstractions of work happening asynchronously, and not an abstraction over threading. By default, tasks execute on the current thread and delegate work to the Operating System, as appropriate. Optionally, tasks can be explicitly requested to run on a separate thread via the Task.Run API.

Tasks expose an API protocol for monitoring, waiting upon and accessing the result value (in the case of Task<T>) of a task.

**Async improves responsiveness**

[HttpPost]

[AllowAnonymous]

[ValidateAntiForgeryToken]

public async Task<ActionResult> RegisterAccount(RegisterViewModel viewModel)

{

await this.UserManager.AddToRoleAsync(user.Id, userRole);

await UserManager.ConfirmEmailAsync(user.Id, code);

await new MyMailer().ConfirmMail(userDetail.Email, userDetail.Name, "Confirm your account", callbackUrl, viewModel.Password).SendAsync();

}

public Task<string> GetHtmlAsync()

{

// Execution is synchronous here

var client = new HttpClient();

return client.GetStringAsync("http://www.dotnetfoundation.org");

}

<https://docs.microsoft.com/en-us/dotnet/csharp/programming-guide/concepts/async/>

<https://msdn.microsoft.com/en-us/magazine/dn802603.aspx?f=255&MSPPError=-2147217396>

[https://www.youtube.com/watch?v=drgsIO5M8ok](https://www.youtube.com/watch?v=drgsIO5M8ok&t=20s)

**Language Features**

<https://www.guru99.com/c-sharp-dot-net-version-history.html>

[**http://www.dotnetcurry.com/csharp/1411/csharp-favorite-features**](http://www.dotnetcurry.com/csharp/1411/csharp-favorite-features)

<https://www.codeproject.com/Articles/327916/C-Language-Features-From-C-to>

<https://www.codeproject.com/Articles/846566/What-s-New-in-Csharp-String-Interpolation>

<https://www.dotnettricks.com/learn/entityframework/difference-between-linq-to-sql-and-entity-framework>

<https://csharp.today/c-6-features-auto-property-initializers/>

<https://www.codeproject.com/Tips/900017/Null-Propagation-Operator-A-New-Feature-of-Csharp>

<https://www.c-sharpcorner.com/UploadFile/7ca517/exception-filter-in-C-Sharp-6-0/>

<https://www.codeproject.com/Articles/832189/List-vs-IEnumerable-vs-IQueryable-vs-ICollection-v>

<https://career.guru99.com/top-22-linq-interview-questions/>

**What is Lambda expressions , Action , Func and Predicate**

<https://www.youtube.com/watch?v=8o0O-vBS8W0&t=2s>

https://www.youtube.com/watch?v=1Q4I63-hKcY&t=670s

OOP

**WebAPI**

<https://www.codeproject.com/Articles/769140/Top-ASP-NET-Web-API-Interview-Questions>

<http://www.dotnetanalyst.com/FAQs/WebAPI>

HTML 5

<https://www.w3schools.com/html/html_elements.asp>

<https://www.w3schools.com/html/html5_intro.asp>

<https://www.w3schools.com/jquery/jquery_selectors.asp>

**Entity Framework**

DB First vs Code First

1. **Deployment Scripts** :If we have different environment then we need not to run db script for each and every environment at the time of deployment

2. **Better Versioning**: By (tfs or github or svn ) version control in db first is difficult to track any db Changes done by which team member as Whole edmx updated by single person at once.

(coz' versioning tool will show changes done by team members names who update edmx file ), but in code first we track who changes which table

3. **ViewModel not mandatory**: For validation if we want to use **data annotation** or we have some **derived properties** then we must have to use view Model in DB First as any changes to tt class will be reset whenever EDMX is updated.

\* (For Derived Properties in DB First we can use partial classes instead)

4: Data Model Schema might be different from Database Schema if **CodeFirst Entities created On Existing Database** by **Entity Framework Tools (i.e if a db is being used for more than 1 applications, Columns Nullability or length might be different from db in different projects. By changing Dataannotation and skipping Migration Script.)**

<https://docs.microsoft.com/en-us/ef/ef6/modeling/code-first/workflows/existing-database>

<https://channel9.msdn.com/blogs/ef/code-first-to-existing-database-ef6-1-onwards->