**Static class**

* A static class can have only static member and static methods.
* Static class can have only one static constructor.
* We cannot have instance constructor in static class.
* Static class is sealed by default.

**Static Constructor**

* In static class we can have only one static constructor.
* Static constructor must be parameter less.
* Access modifiers are not allowed to static constructor.

**Sealed class**

* We cannot inherit from the sealed class.
* A sealed class can have multiple constructor.
* We can create object of sealed class.

**Sealed class Constructor**

* Sealed class constructors can be parameterized or parameter less.

**Sealed Keyword**

* To prevent a method from being override in derived classes.

**Basic:**

Pillars of OOPs (E-API)

1. Encapsulation
2. Abstraction
3. Polymorphism
4. Inheritance

- By default a class is private, also we cannot explicitly define a class as private directly in namespace it can be a subclass and private class cannot be inherited.

- By default a method is private, private method can be used only inside the same class.

- If a class has private constructor, it cannot be inherited.

**Overloading:**

* Deals with the methods inside the same class.
* Method with Same Name but Different type or number of arguments.
* Overloading has nothing to do with the return type of method.

**Overriding:**

* Deals with the methods in parent and child class.
* Method in base class is virtual and in child class it is decorated with override keyword.
* Methods must have same signature and return type in both parent and child classes.

public class AA

{

public virtual void GetName()

{

Console.WriteLine("Hello Base");

}

public virtual void GetName(string name) // Overloading GetName()

{

Console.WriteLine("From Base :" + name);

}

}

public class BB : AA

{

//Overriding the base class method GetName()

public override void GetName() //public new void GetName()

{

Console.WriteLine("Hello Child");

}

}

public class mainClass

{

static void Main(string[] args)

{

AA ob = new AA();

ob.GetName();

AA obj1 = new BB();

obj1.GetName();

BB obj = new BB();

obj.GetName();

//BB obj2 = new AA(); //Child class cannot have the object of parent class.

Console.ReadLine();

}

}

**Output :**

1. **If GetName method in BB is decorated with override**

**Hello Base**

**Hello Child**

**Hello Child**

1. **If GetName method in BB is decorated with new**

**Hello Base**

**Hello Base**

**Hello Child**

**Static Constructor**

In c#, Static Constructor **is useful to perform a particular action only once throughout the application**. If we declare a constructor as static, then **it will be invoked only once** irrespective of the number of class instances and **it will be called automatically before the first instance is created**.

Generally, **in c# the static constructor will not accept any access modifiers and parameters**. In simple words, we can say it’s parameterless.

The following are the properties of static constructor in c# programming language.

* Static constructor in c# won’t accept any parameters and access modifiers.
* The static constructor will invoke automatically, whenever we create the first instance of a class.
* The static constructor will be invoked by CLR so we don’t have a control on static constructor execution order in c#.
* In c#, only one static constructor is allowed to create.

using System;

namespace Tutlane

{

    class User

    {

        // Static Constructor

        static User()

        {

            Console.WriteLine("I am Static Constructor");

        }

// Default Constructor

        public User()

        {

            Console.WriteLine("I am Default Constructor");

        }

    }

    class Program

    {

        static void Main(string[] args)

        {

            // Both Static and Default constructors will invoke for first instance

            User user = new User();

            // Only Default constructor will invoke

            User user1 = new User();

            Console.WriteLine("\nPress Enter Key to Exit..");

            Console.ReadLine();

        }

    }

}

**Output:**

I am Static Constructor

I am Default Constructor

I am Default Constructor

Press Enter Key to Exit.

**Abstract Class:**

* It is best to use when we have some common methods/functionality for the child classes.
* Put all the common functionality in simple methods and all the methods whose implementation is different but name is same, make them Abstract method.
* An abstract class should be a base class.
* An abstract class can inherit abstract/non-abstract class.
* It prevents user to create object of base class.
* It is mandatory to implement all abstract methods.
* An abstract class cannot be a sealed or static class.
* Declaration of abstract methods is only allowed in abstract classes.
* The access modifier of the abstract method should be same in both the abstract class and its derived class.
* Can have abstract method and concrete methods.
  1. These methods can be public, protected or private.
  2. Private methods in abstract class can be called only from abstract class constructor.
  3. Public void method of abstract class can only be used by inherited class while public void method of normal class can be access directly by creating class object.
* Can have constructor, but cannot create object of abstract class.
  1. Abstract class constructor can be invoked from the child class.

**Interface:**

* It is best to use when we have only unique methods/functionality for the child classes.
* Provides the feature of multiple inheritance and avoids the Diamond problem that we have in c++.
* All members are by default public, static and final.
* The class which implements the interface will be responsible for implementing all of its methods.
* Cannot create constructor of interface, so we cannot create object of it.

**Delegate:**

It is a special type of user-defined variable that is declared globally like a class.

A delegate provides a template for a method, likes an interface provides a template for a class.

A delegate provides necessary information for a method which includes a return type, no argument or one or more argument.

It is a method template which used to implement the concept of function pointer.

**Types of Delegate:**

1. **Singlecast Delegate**

namespace TestLogics

{

delegate int Operation(int x, int y);

public class SingleDelegate

{

public static int Add(int a,int b)

{

return a + b;

}

public static int Sub(int a, int b)

{

return a - b;

}

}

class TestDelegate

{

public static void Main(string[] args)

{

Operation opr1 = new Operation(SingleDelegate.Add);

Operation opr2 = new Operation(SingleDelegate.Sub);

int ans1 = opr1(200, 100);

int ans2 = opr2(200, 100);

Console.WriteLine($"Addition of 200 and 100 is : {ans1}");

Console.WriteLine($"Substraction of 200 and 100 is : {ans2}");

Console.ReadLine();

}

}

}

1. **Multicast Delegate**

public delegate void MathDelegate(int No1, int No2);

public class Program

{

public static void Add(int x, int y)

{

Console.WriteLine("THE SUM IS : " + (x + y));

}

public static void Sub(int x, int y)

{

Console.WriteLine("THE SUB IS : " + (x - y));

}

public void Mul(int x, int y)

{

Console.WriteLine("THE MUL IS : " + (x \* y));

}

public void Div(int x, int y)

{

Console.WriteLine("THE DIV IS : " + (x / y));

}

static void Main(string[] args)

{

Program p = new Program();

MathDelegate del1 = new MathDelegate(Add);

MathDelegate del2 = new MathDelegate(Program.Sub);

MathDelegate del3 = p.Mul;

MathDelegate del4 = new MathDelegate(p.Div); ;

//In this example del5 is a multicast delegate. We can use +(plus)

// operator to chain delegates together and -(minus) operator to remove.

MathDelegate del5 = del1 + del2 + del3 + del4;

del5.Invoke(20, 5);

Console.WriteLine();

del5 -= del2;

del5(22, 7);

Console.ReadKey();

}

}

**OUTPUT:**

![Different ways to create Multicast Delegates.](data:image/png;base64,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)

* A multicast delegate invokes the methods in the invocation list, in the same order in which they are added.
* If the delegate has a return type other than void and if the delegate is a multicast delegate then only the value of the last invoked method will be returned.

namespace MulticastDelegateDemo

{

**// Deletegate's return type is int**

public delegate int SampleDelegate();

public class Program

{

static void Main()

{

SampleDelegate del = new SampleDelegate(MethodOne);

del += MethodTwo;

// The ValueReturnedByDelegate will be 2, returned by the MethodTwo(),

// as it is the last method in the invocation list.

int ValueReturnedByDelegate = del();

Console.WriteLine("Returned Value = {0}", ValueReturnedByDelegate);

Console.ReadKey();

}

// This method returns one

public static int MethodOne()

{

return 1;

}

// This method returns two

public static int MethodTwo()

{

return 2;

}

}

}

**Output:**

**Returned Value = 2**

* Along the same lines, if the delegate has an out parameter, the value of the output parameter will be the value assigned by the last method.

namespace MulticastDelegateDemo

{

**// Deletegate has an int output parameter**

public delegate void SampleDelegate(out int Integer);

public class Program

{

static void Main()

{

SampleDelegate del = new SampleDelegate(MethodOne);

del += MethodTwo;

// The ValueFromOutPutParameter will be 2, initialized by MethodTwo(),

// as it is the last method in the invocation list.

int ValueFromOutPutParameter = -1;

del(out ValueFromOutPutParameter);

Console.WriteLine("Returned Value = {0}", ValueFromOutPutParameter);

Console.ReadKey();

}

// This method sets ouput parameter Number to 1

public static void MethodOne(out int Number)

{

Number = 1;

}

// This method sets ouput parameter Number to 2

public static void MethodTwo(out int Number)

{

Number = 2;

}

}

}

**Output:**

**Returned Value = 2**