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**Team xxx**

* **Problem Description**

The agent Jon Snow is required to kill all white walkers on a grid that is randomly generated. The agent uses dragon glasses to kill white walkers where it can kill only white walkers standing in adjacent cells to Jon’s current position. At every step, Jon can kill all neighboring white walkers using one dragon glass, yet if he moves to a different position he must use another dragon glass. A dragon stone is the place on the grid where Jon gets the dragon glasses, where Jon can have a specific glass capacity that is randomly generated upon starting the game. The agent supposed to find the solution to the problem using the implemented search algorithms. The optimal solution is to kill all white walkers with the least number of glasses.

* **Implementation of the search-tree node ADT**

A search tree node is implemented such that the search problem ADT can create new states and add them to the nodes, then enqueue these nodes according to any of the search algorithms implemented. A tree node has an instance of state that represents the current state, the depth of the node, the parent, and the path cost from the root to the current node.

* **Implementation of the search problem ADT**

The general search problem ADT implements a general search function that can solve any search problem. A search problem inherits from the general search problem the signatures of abstract functions that are in turn implemented based on the problem description. The specific search problem along with the required search strategy are both passed to the general search function. The function creates a queue and constructs the initial tree node. After nodes are expanded, enqueuing technique is determined by the strategy parameter. The goal test is applied on each node. If the node is a goal node, then it is returned. If the queue is empty, the function will return failure (null).

* **Implementation of the “SaveWesteros” problem**

SaveWesteros class is a child of the search problem ADT. It inherits and implements all the abstract functions from the parent class. These functions are the eight different search strategies, the expand function, the goal test function, and the path cost function. The savewesteros problem calls the general search function to solve the problem.

* **Main functions implemented**

1. Each strategy function enqueues the nodes in a different manner as explained in class. The BF function enqueues at the end while DF enqueues at the front. ID enqueues in a BF manner with a cutoff value that is iteratively increased until a solution is found. UC enqueues in order of increasing costs. Greedy function enqueues in order of increasing heuristic value, while the A\* function enqueues in order of increasing sum of path cost and heuristic value.
2. The expand function expands each node by applying all operators on the current state. If a state is not valid (ie. Jon moves outside the grid) the child node will be null, otherwise the child node will be constructed with its new state and parameters and then added to the array of nodes that is returned by the function.
3. The goal test function checks on the goal Boolean attribute in the current state.
4. The path cost function sums the path cost at the parent node wit the path of the current operator that is expanded.
5. The search problem passes the grid and the required save strategy to the general search problem. If the general search problem returns a node, a solution is constructed using helper function GenerateSolution(ArrayList<Snode>, Snode). This function also takes a boolean parameter (visualize) which when set to true, the solution is printed in the console as a sequence of grids according to the sequence of states in the constructed solution.

* **Various search algorithms**

Each of the different search algorithms required in the project description is implemented in a separate function that enqueues the new nodes at each level in the tree. The enqueuing techniques are implemented as discussed in the previous section, and are determined according to the strategy passed to the search problem in savewesteros class.

* **Heuristic functions**

Admissibility Proof:

**Assume N is the total number of white walkers initially in the grid. Then:**
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**So** and the constant will not affect.

1. The second heuristic function calculates the distance form the agent to the closest white walker. This function can be proved admissible since the agent will need to reach the nearest walker on the grid and perform at least one more operation which is Stab (Kill the white walker).