**任务一：表单（一）单个表单项的检验**

## 一. 基础知识

1. 在js中字符串使用unicode来表示的，并且js使用的是[UTF-16](https://zh.wikipedia.org/wiki/UTF-16)（UTF-16是Unicode字符编码五层次模型的第三层）。
2. 这样来说大部分字符都是16bit编码。
3. 但是也有较少的部分是32bit，这是由于完整的unicode字符集是需要21bit来标识的。

## 二. 如何判断中英文字符

按照题目的要求，只考虑中文与英文即可，不考虑其他语言。这样编码在 0x00-0xFF, 范围为英文，其他的认作中文。

常见的几种方式是：  
1） 在循环中使用 String.charCodeAt() 拿到字符编码值， 如果值在 0x00-0xFF 区间就len++， 其他则 len += 2。  
2） 通过正则表达式将0x00-0xFF区间以外的替换为任意两个英文字符，例如：String.replace(/[^x00-xff]/g,'AB')，这样后再取String.length 即可得到结果。

## 三. 如何判断32bit编码的中文字符

以上的判断均没有考虑 32bit 编码的中文字符， 其实使用 32bit 编码的中文字符属于不常用字符。

要能够正确识别，需对以上的方法做改进。但首先要知道 UTF-16 的编码规则，详细的内容可以看 [一. 基础知识] 中的链接。**简单讲就是使用32bit编码的， 前16bit 一定在0xD800-0xDBFF 区间， 后16bit 一定在 0xDC00-0xDFFF 区间。**

知道了原理后我们对 [ 二 ] 中的方法改进：  
1）只需要在循环内增加判断 0xD800-0xDBFF 区间的 len += 2; i++ [注：使用的是 for 循环: for (let i = 0; i < String.length; i++) { ... }]; 即跳过下一个16bit 。  
2）0xD800-0xDBFF 加上 0xDC00-0xDFFF， 得到 0xD800-0xDFFF。我们可以先替换 32bit 字符， 即先执行 String.replace(/[xd800-xffff]/g, 'A');然后再执行String.replace(/[^x00-xff]/g,'AB') ，再用 String.length 取得结果。

另外，ES6中对字符串有扩展，可以参考 [ECMAScript6入门-字符串的扩展](http://es6.ruanyifeng.com/#docs/string) 。根据新语法我们又可以这样来做：

**function** **getStrLen** (str)

**var** **enLen** = 0;

**var** zhLen = 0;

**for** (**let** ch of str) {

**if** (isASCII(ch))

enLen++;

**else**

zhLen++;

}

**return** enLen + zhLen \* 2;

}

**function** **isASCII** (c) {

**return** c.codePointAt(0) <= 0xFF;

}

备注：对于 32bit 字符判断，我有写一个[demo](http://codepen.io/alvinhuang/pen/gmarKx?editors=1010), 用来返回真正的字符串长度(String.length 会将32bit 字符当作两个字符)。
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## 任务四：听指令的小方块（一）

# 从任务看 Javascript 获取 CSS 样式

一点小总结

## 问题

在[任务四 听指令的小方块（一）](http://ife.baidu.com/course/detail/id/109)中，要求使用输入的指令来移动小方块。一看题目就觉得很简单，不就是把小方块用 position: absolute; 定位，再用 js 来改变 left | top 属性的值就可以了吗？

有了想法就开始行动，我写了如下代码：

HTML：

<td>

<**div** class="block" id="block">

</**div**>

</td>

CSS：

.block {

position: absolute;

left: 0;

top: 0;

}

为了避免出错，我又写了下面的 js 看看效果（没错，我就是这么细心~~）

window.onload = **function** () {

**var** block = document.getElementById("block");

console.log(block.style.left); *// 输出空字符串*

};

结果，打开控制台，结果发现是这个样子。  
![demo](data:image/png;base64,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)

what？浏览器怎么不按套路出牌？不应该输出 0px 吗？一定是浏览器坏了。。。嗯。。。

## 原因

其实原因 hin 简单，在这里浏览器只输出了一个空字符串，于是就变成图中的样子咯。（别问我是怎么知道他是个空字符串的，这是一个很长的故事 ┭┮﹏┭┮）

这个现象的根本原因在于在上面的 js 代码里面我们用到了 block.style.left 。

正如我们都知道的，我们在 HTML 中可以通过 <link> 标签、<style> 标签和元素的 style 属性来给元素添加样式。而我们平时访问元素的 CSS 样式时使用的 element.style 其实访问的是元素的 style 属性，也就是元素的**行内样式**。而上面的代码中，我是将样式写在 <link> 标签引入的样式表文件里的，于是 style 属性自然访问不到，因此 console.log(block.style.left) 自然就输出了空字符串。

## 解决方法

那么怎么获取小方块通过样式表层叠而来的 CSS 样式信息呢？我们可以利用 DOM2 级提供的 getComputedStyle() 方法。

在“DOM2 级样式”中提供了 getComputedStyle() 方法。这个方法接受两个参数：要取得计算样式的元素和一个伪元素字符串（例如":after"）。如果不需要伪元素信息，第二个参数可以是 null。getComputedStyle() 方法返回一个 CSSStyleDeclaration 对象（与 style 属性的类型相同），其中包含当前元素的所有计算的样式。———— 以上来自《JavaScript 高级程序设计》

简言之，就是要获取元素来自层叠样式表的 CSS 样式的话，可以用 window.getComputedStyle(目标元素, null) 来代替我们上面使用的 目标元素.style 。

于是我把代码改成了这样：

window.onload = **function** () {

**var** block = document.getElementById("block");

console.log(window.getComputedStyle(block, null).left); *// 输出 “0px”*

};

打开浏览器查看结果：  
![demo](data:image/png;base64,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)

值得注意的是，IE7、8、9 不支持 getComputedStyle() 方法，但它有一种类似的概念。在 IE 中，每个具有 style 属性的元素还有一个 currentStyle 属性。这个属性是 CSSStyleDeclaration 的实例，包含当前元素全部计算后的样式。可以按 目标元素.currentStyle 来使用。

window.onload = **function** () {

**var** block = document.getElementById("block");

console.log(block.currentStyle.left); *// 输出“0px”*

};

兼容的写法，用一个函数来屏蔽浏览器差异：

*// 兼容的写法*

**function** **getStyle** (obj,attr) {

**return** obj.currentStyle ? obj.currentStyle[attr]:getComputedStyle(obj)[attr];

}

window.onload = **function** () {

**var** block = document.getElementById("block");

console.log(getStyle(block, "left")); *// 输出“0px”*

};

## 最后

忘了说一句，无论在哪个浏览器中，最重要的一条是要记住所有计算的样式都是**只读的**。

**只读的**。  
**读的**。。  
**的**。。。

**w(ﾟДﾟ)w 啊啊啊啊!!!!!**  
**只读我该怎么改变它的位置啊！！！！**

还好，DOM2 级拓展还提供了操作样式的 API。不过，**相 当 繁 杂**。限于篇幅，我就不提了（其实是懒得写了）。

**Σ(っ °Д °;)っ 等等！那怎么改变位置啊？**

很简单，机智的我把样式写在 style 属性里了。

<td>

<**div** class="block" id="block" style="position: absolute;left: 0;top: 0;">

</**div**>

</td>

这样就可以用原来的 js 访问 left 了。**目标元素.style 是可读可写的**。
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## 任务五：听指令的小方块（二）

# 问题描述

[任务五：听指令的小方块（二）](http://ife.baidu.com/course/detail/id/112)中有实现转动过渡效果的要求。如直接转动小方块，小方块的四个角在转动过程中必定会突出棋盘格，影响美观。若能在转动前将给小方块加个圆角 border-radius: 50%，旋转动画后再改回 border-radius: 0，岂不妙哉~

## 一. 用Animation实现

既然圆角需要先从0到50%，再从50%到0，首先想到的就是可以实现往返效果的animation了。代码如下  
CSS

*//朝上的情况下左转的动画*

@keyframes tl {

0% {

border-radius: 0;

transform: rotate(0deg);

}

33% {

border-radius: 50%;

transform: rotate(0deg);

}

67% {

border-radius: 50%;

transform: rotate(-90deg);

}

100% {

border-radius: 0;

transform: rotate(-90deg);

}

}

*//设置通用的动画CSS*

animation-duration: 3s;

animation-fill-mode: forwards;

* 其他朝向不同转动方向的动画就不列举了，可以通过修改rotate的角度实现
* 当然，也可以只设置一个rotate动画，然后在JS中修改动画效果

JS

*//取得小方块*

**var** **box** = …

*//当小方块朝上，向左转时*

style.animationName = “tl”;

* 其他朝向不同转动方向的animation赋值就不列举了
* forwards是必须的，表示转动后显示动画100%的状态。如果不加forwards，则需要在给box加一个transform: rotate(N deg)的CSS，否则box会在转动后变为朝上。

## 二. 用Transition实现

Trasnsition，可以显示某个元素从状态1到状态2的过渡动画，而且与Animation相比，需要的代码量**更少**。但如果需要再从状态2返回状态1，单纯用CSS好像无法实现，需要借助JS。  
先来实现从状态1到状态2吧，从方角到圆角，然后再转个向。代码如下  
CSS

transition-property: transform, border-radius;

transition-**time**: 1s, 1s;

transition-delay: 1s, 0s;

JS

//取得小方块

var box = …

//设置CSS

box.style.transform = "rotate(" + N\*90 + "deg)";

box.style.borderRadius = “50%”;

至此，状态1到状态2已经实现了。接下来就是状态2到状态1了。  
从状态1到状态2设置了1s+1s的过渡时间，那么在2s末，需要将border-radius的值修改为0。延迟2s运行某些代码，很自然的就能想到 setTimeout。代码就不列了。

其实，我不是来推销setTimeout的，我是来安利transitionend事件的——  
从字面意思来理解，就可以知道transitionend事件是在过渡动画完成时触发的。transitionend事件不仅拥有target、type等一般事件属性，还拥有3个特有的属性：propertyName、elapsedTime、pseudoElement，分别表示过渡动画的属性名称(CSS中设置的transition-property)、过渡动画经历的时长以及伪元素名称(如果该过渡动画显示在伪元素上)，具体可以参考[这里](https://developer.mozilla.org/en-US/docs/Web/Events/transitionend)。  
用transitionend事件实现目标的原理也很简单：监听transitionend事件，如果该事件是由transform引起的，则改变borderRadius的值。代码如下

box.addEventListener("transitionend", **function**(e) {

**if** (e.propertyName === "transform"){

box.style.borderRadius = "0";

}

});

延伸一下：既然有transitionend事件，是否会有transitionstar事件呢？答案是，有的，而且不仅仅只有transitionstar，还会有transitionrun呢！！！更令人惊讶的是，这两个事件会出现在Firefox 53中，嗯，或许你看到这篇文章的时候，53版本还没有发布...

个人理解，从时效上讲，用transitionend事件还是比用setTimeout靠谱一些的。

## 三. Animation和Transition的异同

我也不是很清楚，查阅了[MDN](https://developer.mozilla.org/)和[stackOverflow](http://stackoverflow.com/)，也没找出个所以然来。我就参考别人总结的和自己理解的，谈一谈两者在表象上的异同吧。

#### 两者的相似之处

之所以要谈两者的异同，是因为两者比较相近，那么就先来看看两者的相近之处吧。  
1． 两者能产生动画效果的property相同，而且都要事先定义需要产生效果的property  
2． 两者能接收的timing-function相同，默认值也相同  
3． 两者都能在动画前产生延迟  
4． 两者都有相应的开始和结束事件  
5． 最大的相似之处，两者都能产生动画，且动画效果在视觉上相同

#### 两者的不同之处

1. 两者的动画的触发形式不同，并由此导致Animation动画播放后，会默认回到动画前的状态
2. Animation可以轻松实现循环播放、倒序播放、暂停播放等功能，Transition不能
3. Animation可以轻松实现多步走，既从状态1到状态2再到状态3等等，Transition则需借助于JS

小结：两者有较多的相似之处，且仅用比较简单的JS语句就可以消除两者的不同之处(Animation的暂停播放貌似是个例外)，怪不得网上有人说Animation∈Transition，又有人说Transition∈Animation。我都开始怀疑在底层这两者是不是同一个东西。  
关于异同，这篇[文章](https://www.kirupa.com/html5/css3_animations_vs_transitions.htm)写得不错，告诉大家哪种情况下用哪个代码少比较好，大家可以看看。
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