Part 1:

![](data:image/png;base64,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)

![](data:image/png;base64,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)

/\*--- treetester.cpp -------------------------------------------------

Program for testing class template BST.

Written by: Larry R. Nyhoff

Written for: Lab Manual for ADTs, Data Structures, and Problem

Solving with C++, 2E

Lab #10.1

Add your name here and other info requested by your instructor.

---------------------------------------------------------------------\*/

#include <iostream>

using namespace std;

#include "BST.h"

//\*---- PART 3 ----

// makeCopy() is a function with a

void **makeCopy**(BST<int> aBST) // BST value parameter

{ // to test the copy constructor

cout << "\nNow copying the BST and adding 38999,"

" -12312, and 55657 to the copy:\n";

aBST.insert(38999);

aBST.insert(-12312);

aBST.insert(55657);

cout << "--Here's the modified copy: \n";

aBST.graph(cout);

}

//---- END PART 3 ----\*/

int **main**() {

const char MENU[] =

"MENU CHOICES\n"

"0. Display the menu\n"

"1. Check if BST is empty\n"

"2. Insert some elements into the BST\n"

"3. Search for an element\n"

"4. Delete some elements from the BST\n"

"5. Graphical representation of BST (sideways)\n"

"6. Inorder traversal\n"

"61. Preorder traversal\n"

"62. Postorder traversal\n"

"7. Check destructor\n"

"8. Check copy constructor\n"

"9. Check assignment operator\n"

"10. Quit the program\n";

// Testing Constructor and empty()

BST<int> intBST; // test the class constructor

cout << "Constructing empty BST\n";

cout << "BST " << (intBST.empty() ? "is" : "is not") << " empty\n";

// Test Other Operations

cout << MENU << endl;

int choice;

do {

cout << "\nEnter a menu choice (0 for menu, 5 to graph, 10 to stop): ";

cin >> choice;

switch (choice) {

case 0: // Display menu

cout << MENU << endl;

break;

case 1: // Checking empty

cout << "BST " << (intBST.empty() ? "is" : "is not") << " empty\n";

break;

case 2: // Insert elements

cout << "\nNow insert a bunch of integers into the BST."

"\nTry items not in the BST and some that are in it:\n";

int number;

for (;;) {

cout << "Item to insert (-999 to stop inserting): ";

cin >> number;

if (number == -999)

break;

intBST.insert(number);

cout << "Here's the BST:\n";

intBST.graph(cout);

}

break;

case 3: // Searching)

cout << "\n\nNow testing the search() operation."

"\nTry both items in the BST and some not in it:\n";

for (;;) {

cout << "Item to find (-999 to stop searching): ";

cin >> number;

if (number == -999)

break;

cout << (intBST.search(number) ? "Found" : "Not found") << endl;

}

break;

case 4: // Deleting elements

cout << "\nNow testing the remove() operation."

"\nTry both items in the BST and some not in it:\n";

for (;;) {

cout << "Item to delete (-999 to stop deleting): ";

cin >> number;

if (number == -999)

break;

intBST.remove(number);

cout << "Here's the BST:\n";

intBST.graph(cout);

}

break;

case 5: // Graphical representation

cout << "Here's the BST (sidewise):\n";

intBST.graph(cout);

break;

case 6: // Inorder traversal

cout << "\nInorder Traversal of BST: \n";

intBST.inorder(cout);

cout << endl;

break;

default:

cerr << "BAD CHOICE -- TRY AGAIN\n";

break;

case 10: // quit menu

break;

/\* ---- PART 1 ----

case 61: // Test preorder traversal

cout << "\nPreorder Traversal of BST: \n";

intBST.preorder(cout);

break;

---- END PART 1 ----\*/

/\* ---- PART 1 ----

case 62: // Test postorder traversal

cout << "\nPostorder Traversal of BST: \n";

intBST.postorder(cout);

break;

---- END PART 2 ----\*/

//\* ---- PART 2 ----

case 7: // Testing the Destructor

cout << "\nNow testing the destructor. Remember to add an\n"

"output statement to your destructor to indicate \n"

"when it is called.\n";

{

BST<int> doomedBST;

doomedBST.insert(6);

doomedBST.insert(9);

doomedBST.insert(5);

doomedBST.insert(1);

doomedBST.insert(3);

doomedBST.insert(7);

cout << "\nHere's a BST:\n";

doomedBST.graph(cout);

cout << "\n\nLifetime of this BST is over -- now destroy it.\n";

}

break;

//---- END PART 2 ----\*/

//\* ---- PART 3 ----

case 8: // Testing the Copy Constructor

{

cout << "\nNow testing the copy constructor.\n";

cout << "-- First with an initializing declaration: "

"BST<int> copy = intBST;\n";

BST<int> copy = intBST;

cout << "Here's the original:\n";

intBST.graph(cout);

cout << "\nHere's the copy:\n";

copy.graph(cout);

}

cout << "\n\n-- Now by passing intBST to a value parameter:\n";

makeCopy(intBST);

cout << "\n--Check that original BST hasn't been changed.\n"

"-- Inorder traversal of original:\n";

intBST.graph(cout);

cout << endl;

break;

// ---- END PART 3 ----\*/

//\* ---- PART 4 ----

case 9: // Testing the Assignment Operator

cout << "\nNow testing the assignment operator with the "

"statement:\n and\_anotherBST = anotherBST = intBST;\n";

BST<int> anotherBST, and\_anotherBST;

;

and\_anotherBST = anotherBST = intBST;

cout << "\n-- Here's intBST:\n";

intBST.graph(cout);

cout << "\nHere's anotherBST:\n";

anotherBST.graph(cout);

cout << "\nand\_anotherBST:\n";

and\_anotherBST.graph(cout);

cout << "\nNow testing self-assignment with"

"\n anotherBST = anotherBST;\n";

anotherBST = anotherBST;

cout << "\nHere's anotherBST:\n";

anotherBST.graph(cout);

cout << endl;

break;

//---- END PART 4 ----\*/

} // switch

} while (choice != 10);

} // end main()

Part 2:
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/// \file Project-10.1.cpp

/// \brief Concordance creator

/// \author Johnathan Lee for CSCI 1107, Lab 14

/// \date Due 05/04/18

#include <fstream>

#include <iostream>

#include <sstream>

#include <string>

#include "BST.h"

#include "Token.h"

using namespace std;

typedef BST<Token>

AlphabetBST[26]; ///>! An array of BSTs, 1 member per letter.

/// \brief Gets a file based on user input.

/// \param file The ifstream to open.

/// \pre User must enter a valid filename/path in cin.

/// \post file is initialized/opened to the specified file.

void **getFile**(ifstream& file);

/// \brief Tells whether ch is one of [A-Z] or [a-z]

/// (uppercase or lowercase alphabetic)

bool **isAlphabetic**(char ch);

/// \brief Generates a concordance (an alphabetical listing of all distinct

/// words in a piece of text.)

/// \param storage An array of 26 BSTs which store tokens in which to store the

/// concordance.

/// \param inputFile The file to read from.

/// \post storage contains a concordance, indexed by the first letter of each

/// word.

/// \note All non-alphabetic (see isAlphabetic) characters will be removed. All

/// alphabetic characters will be made uppercase. (See std::toupper)

void **generateConcordance**(AlphabetBST& storage, ifstream& inputFile);

/// \brief Displays a concordance.

/// \param concord The pre-generated concordance to display.

/// \post concord has been displayed to cout in the following format:

/// concord[<UPPERCASE CHARACTER INDEX>]:

/// <CONCORDANCE FOR THAT LETTER GRAPHED>

/// ...

/// \note See BST::graph and Token::display for more.

void **displayConcordance**(AlphabetBST& concord);

/// \brief Strips any non-alphabetic characters from str and makes it all

/// UPPERCASE.

/// \param str The string to operate on

/// \post Examples of transformations: "hello"->"HELLO", "h3llo"->"HLLO"

void **stripNonAlpha**(string& str);

//\*/

int **main**() {

AlphabetBST concord;

ifstream inputFile;

getFile(*inputFile*);

generateConcordance(*concord*, *inputFile*);

displayConcordance(*concord*);

return 0;

}

//\*/

void **getFile**(ifstream& file) {

// Default name for rapid testing: Just comment out the 2 lines after it.

string fileName = "concord.txt";

//\*

cout << "Enter a filename to read from: ";

cin >> fileName;

//\*/

file.open(fileName);

if (!file.good()) {

cout << "Error opening " << fileName << " , terminating...\n";

exit(1);

}

}

bool **isAlphabetic**(char ch) {

return ((ch >= 'A' && ch <= 'Z') || (ch >= 'a' && ch <= 'z'));

}

void **generateConcordance**(AlphabetBST& storage, ifstream& inputFile) {

string lineBuf;

unsigned lineNum = 1;

// For each line

while (getline(inputFile, *lineBuf*)) {

stringstream line;

line << lineBuf;

// For each word on the line

string wordBuf;

while (line >> wordBuf) {

stripNonAlpha(*wordBuf*);

// Note for future: Don't do this and then try to test with a string

// like "2". Just don't. Especially before you implement the non-alpha

// character stripper.

storage[wordBuf[0] - 'A'].insert(Token(wordBuf, lineNum));

}

lineNum++;

}

}

void **displayConcordance**(AlphabetBST& concord) {

// Automatically displays in ascending order since that's how they were

// inserted.

for (char i = 'A'; i < 'Z'; i++) {

if (!concord[i - 'A'].empty())

cout << "concord[" << i << "]:\n" << concord[i - 'A'] << endl;

}

}

void **stripNonAlpha**(string& str) {

for (unsigned i = 0; i < str.size(); i++) {

char ch = str[i];

if (isAlphabetic(ch)) {

str[i] = toupper(ch);

} else {

// If this character isn't [A-Z] or [a-z]

str.erase(i, 1); // Remove it

i--; // And make sure we're still going over all the stuff

// properly (Since erase will move us).

}

}

}

/\*--- BST.h ----------------------------------------------------------------

This header file contains the class template BST.

Basic operations:

Constructor: Constructs an empty BST

empty: Checks if a BST is empty

search: Search a BST for an item

insert: Inserts a value into a BST

remove: Removes a value from a BST

graph: Output a grapical representation of a BST

inorder: Inorder traversal of a BST -- output the data values

Private utility helper operations:

search2: Used by delete

inorderAux: Used by inorder

graphAux: Used by graph

Operations tp be added:

preorder and postorder traversals

destructor

copy constructor

assignment operator

level-by-level traversal (in project)

level finder (in project)

Written by: Larry R. Nyhoff

Written for: Lab Manual for ADTs, Data Structures, and Problem

Solving with C++, 2E

Lab #10.1

Johnathan Lee CSCI 1107

Lab 14 Due 05/04/18

---------------------------------------------------------------------------\*/

#include <iostream>

#include <new>

#include <vector>

#include "Token.h"

#include "circq.h"

#ifndef BINARY\_SEARCH\_TREE

#define BINARY\_SEARCH\_TREE

template <typename T>

class BST {

public:

/\*\*\*\*\* Function Members \*\*\*\*\*/

**BST**();

/\*------------------------------------------------------------------------

Construct a BST object.

Precondition: None.

Postcondition: An empty BST has been constructed.

-----------------------------------------------------------------------\*/

bool **empty**() const;

/\*------------------------------------------------------------------------

Check if BST is empty.

Precondition: None.

Postcondition: Returns true if BST is empty and false otherwise.

-----------------------------------------------------------------------\*/

bool **search**(const T& item) const;

/\*------------------------------------------------------------------------

Search the BST for item.

Precondition: None.

Postcondition: Returns true if item found, and false otherwise.

-----------------------------------------------------------------------\*/

void **insert**(const T& item);

/\*------------------------------------------------------------------------

Insert item into BST.

Precondition: None.

Postcondition: BST has been modified with item inserted at proper

position to maintain BST property.

------------------------------------------------------------------------\*/

void remove(const T& item);

/\*------------------------------------------------------------------------

Remove item from BST.

Precondition: None.

Postcondition: BST has been modified with item removed (if present);

BST property is maintained.

Note: remove uses private auxiliary function search2() to locate

the node containing item and its parent.

------------------------------------------------------------------------\*/

void **graph**(ostream& out) const;

/\*------------------------------------------------------------------------

Graphic output of BST.

Precondition: ostream out is open.

Postcondition: Graphical representation of BST has been output to out.

Note: graph() uses private auxiliary function graphAux().

------------------------------------------------------------------------\*/

void **inorder**(ostream& out) const;

/\*------------------------------------------------------------------------

Inorder traversal of BST.

Precondition: ostream out is open.

Postcondition: BST has been inorder traversed and values in nodes

have been output to out.

Note: inorder uses private auxiliary function inorderAux().

------------------------------------------------------------------------\*/

//--- ADD PROTOTYPES OF preorder() AND postorder() HERE

//--- ADD PROTOTYPE OF DESTRUCTOR HERE

~**BST**();

/\*------------------------------------------------------------------------

\* Destructor

\*

\* Preconditions: None.

\* Postconditions: Any nodes have had selfDestruct called on them, destroying

\* them.

\*/

//--- ADD PROTOTYPE OF COPY CONSTRUCTOR HERE

**BST**(const BST& bst);

//--- ADD PROTOTYPE OF ASSIGNMENT OPERATOR HERE

BST& *operator*=(const BST& rhs);

/\*------------------------------------------------------------------------

\* Assignment operator

\*

\* Preconditions: None.

\* Postconditions: This BST is now an exact clone of rhs.

\*/

//--- ADD PROTOTYPE OF LEVEL-BY-LEVEL TRAVERSAL HERE

void **levelByLevel**() const;

/\*------------------------------------------------------------------------

\* levelByLevel

\* Goes through the BST and prints out node contents 1 level at a time

\*

\* Preconditions: None.

\* Postconditions: Printed in the following format:

\* Level <LEVEL>:

\* <COUT ALL NODES IN THIS LEVEL>

\* Level <LEVEL+1>:

\* ...

\*/

//--- ADD PROTOTYPE OF LEVEL FINDER HERE

unsigned **level**(const T& val);

/\*------------------------------------------------------------------------

\* level

\* Gets the level of an element.

\*

\* Preconditions: None.

\* Postconditions: If val is somewhere in the BST, returns the level it was

\* found on. If it wasn't, the maximum value for unsigned is returned as a

\* sentinel.

\*/

private:

/\*\*\*\*\* Node class \*\*\*\*\*/

class BinNode {

public:

T data;

BinNode\* left;

BinNode\* right;

// BinNode constructors

// Default -- data part is default DataType value; both links are null.

**BinNode**() : left(NULL), right(NULL) {

}

// Explicit Value -- data part contains item; both links are null.

**BinNode**(T item) : data(item), left(NULL), right(NULL) {

}

**BinNode**(const BinNode& other) {

data = other.data;

left = other.left;

right = other.right;

}

void **selfDestruct**();

/\*--------------------------------------------------------------------------

\* selfDestruct

\* Traverses this node's subtree in LRP order, freeing all nodes.

\* Precondition: This node exists.

\* Postcondition: This node is history.

\*/

void **copyTo**(BinNode\* node) const;

/\*------------------------------------------------------------------------

\* copyTo

\* Recursively copies this subtree to another subtree.

\* Pre: this node exists.

\* Post: This entire subtree was replicated at node

\*/

}; // end of class BinNode declaration

typedef BinNode\* BinNodePointer;

/\*\*\*\*\* Private Function Members \*\*\*\*\*/

void **search2**(const T& item, bool& found, BinNodePointer& locptr,

BinNodePointer& parent) const;

/\*------------------------------------------------------------------------

Locate a node containing item and its parent.

Precondition: None.

Postcondition: locptr points to node containing item or is null if

not found, and parent points to its parent.#include <iostream>

------------------------------------------------------------------------\*/

void **inorderAux**(ostream& out, BinNodePointer subtreePtr) const;

/\*------------------------------------------------------------------------

Inorder traversal auxiliary function.

Precondition: ostream out is open; subtreePtr points to a subtree

of this BST.

Postcondition: Subtree with root pointed to by subtreePtr has been

output to out.

------------------------------------------------------------------------\*/

void **graphAux**(ostream& out, int indent, BinNodePointer subtreeRoot) const;

/\*------------------------------------------------------------------------

Graph auxiliary function.

Precondition: ostream out is open; subtreePtr points to a subtree

of this BST.

Postcondition: Graphical representation of subtree with root pointed

to by subtreePtr has been output to out, indented indent spaces.

------------------------------------------------------------------------\*/

/\*\*\*\*\* Data Members \*\*\*\*\*/

BinNodePointer myRoot;

}; // end of class template declaration

//--- Definition of constructor

template <typename DataType>

inline BST<DataType>::BST() : myRoot(NULL) {

}

//--- Definition of empty()

template <typename DataType>

inline bool BST<DataType>::empty() const {

return myRoot == NULL;

}

//--- Definition of search()

template <typename DataType>

bool BST<DataType>::search(const DataType& item) const {

BST<DataType>::BinNodePointer locptr = myRoot;

bool found = false;

while (!found && locptr != NULL) {

if (item < locptr->data) // descend left

locptr = locptr->left;

else if (locptr->data < item) // descend right

locptr = locptr->right;

else // item found

found = true;

}

return found;

}

//--- Definition of insert()

template <typename DataType>

inline void BST<DataType>::insert(const DataType& item) {

BST<DataType>::BinNodePointer locptr = myRoot, // search pointer

parent = NULL; // pointer to parent of current node

bool found = false; // indicates if item already in BST

while (!found && locptr != NULL) {

parent = locptr;

if (item < locptr->data) // descend left

locptr = locptr->left;

else if (locptr->data < item) // descend right

locptr = locptr->right;

else // item found

found = true;

}

if (!found) { // construct node containing item

locptr = new (nothrow) BST<DataType>::BinNode(item);

if (locptr == NULL) {

cerr << "\*\*\* Out of memory -- terminating program \*\*\*\n";

exit(1);

}

if (parent == NULL) // empty tree

myRoot = locptr;

else if (item < parent->data) // insert to left of parent

parent->left = locptr;

else // insert to right of parent

parent->right = locptr;

} else

cout << "Item already in the tree\n";

}

//--- Definition of remove()

template <typename DataType>

void BST<DataType>::remove(const DataType& item) {

bool found; // signals if item is found

BST<DataType>::BinNodePointer x, // points to node to be deleted

parent; // " " parent of x and xSucc

search2(item, *found*, *x*, *parent*);

if (!found) {

cout << "Item not in the BST\n";

return;

}

// else

if (x->left != NULL && x->right != NULL) { // node has 2 children

// Find x's inorder successor and its parent

BST<DataType>::BinNodePointer xSucc = x->right;

parent = x;

while (xSucc->left != NULL) // descend left

{

parent = xSucc;

xSucc = xSucc->left;

}

// Move contents of xSucc to x and change x

// to point to successor, which will be removed.

x->data = xSucc->data;

x = xSucc;

} // end if node has 2 children

// Now proceed with case where node has 0 or 2 child

BST<DataType>::BinNodePointer subtree =

x->left; // pointer to a subtree of x

if (subtree == NULL)

subtree = x->right;

if (parent == NULL) // root being removed

myRoot = subtree;

else if (parent->left == x) // left child of parent

parent->left = subtree;

else // right child of parent

parent->right = subtree;

delete x;

}

//--- Definition of graph()

template <typename DataType>

inline void BST<DataType>::graph(ostream& out) const {

graphAux(*out*, 0, myRoot);

}

//--- Definition of search2()

template <typename DataType>

void BST<DataType>::search2(const DataType& item, bool& found,

BinNodePointer& locptr,

BinNodePointer& parent) const {

locptr = myRoot;

parent = NULL;

found = false;

while (!found && locptr != NULL) {

if (item < locptr->data) // descend left

{

parent = locptr;

locptr = locptr->left;

} else if (locptr->data < item) // descend right

{

parent = locptr;

locptr = locptr->right;

} else // item found

found = true;

}

}

//--- Definition of graphAux()

#include <iomanip>

template <typename DataType>

void BST<DataType>::graphAux(ostream& out, int indent,

BinNodePointer subtreeRoot) const {

if (subtreeRoot != NULL) {

graphAux(*out*, indent + 8, subtreeRoot->right);

out << setw(indent) << " " << subtreeRoot->data << endl;

graphAux(*out*, indent + 8, subtreeRoot->left);

}

}

//--- Definition of inorder()

template <typename DataType>

inline void BST<DataType>::inorder(ostream& out) const {

inorderAux(*out*, myRoot);

}

//--- Definition of inorderAux()

template <typename DataType>

void BST<DataType>::inorderAux(ostream& out, BinNodePointer subtreeRoot) const {

if (subtreeRoot != NULL) {

inorderAux(*out*, subtreeRoot->left); // L operation

out << subtreeRoot->data << " "; // V operation

inorderAux(*out*, subtreeRoot->right); // R operation

}

}

//--- PUT DEFINITIONS OF THE ADDED OPERATIONS HERE

template <typename T>

BST<T>::~**BST**() {

if (myRoot)

myRoot->selfDestruct();

myRoot = NULL;

}

template <typename T>

BST<T>::BST(const BST& bst) {

*this*->~BST();

if (bst.myRoot) {

myRoot = new BinNode();

bst.myRoot->copyTo(myRoot);

}

}

template <typename T>

BST<T>& BST<T>::operator=(const BST& rhs) {

if (this != &rhs) {

*this*->~BST();

if (rhs.myRoot) {

myRoot = new BinNode();

rhs.myRoot->copyTo(myRoot);

}

}

return \*this;

}

template <typename T>

void BST<T>::levelByLevel() const {

bool endReached = false;

unsigned curLevel = 0;

CircularQ<BinNode\*> curLevelPtrs, curLevelBuff;

curLevelPtrs.enqueue(myRoot);

while (!endReached && !curLevelPtrs.empty()) {

endReached = true;

cout << "\nLevel " << curLevel++ << ":\n";

while (!curLevelPtrs.empty()) {

BinNode\* cur = curLevelPtrs.front();

if (cur) {

endReached = false;

cout << cur->data;

// Make sure we don't enqueue useless data.

if (cur->left)

curLevelBuff.enqueue(cur->left);

if (cur->right)

curLevelBuff.enqueue(cur->right);

}

curLevelPtrs.dequeue();

}

curLevelPtrs = curLevelBuff; // Swap them.

curLevelBuff.~CircularQ(); // Clear out the buffer for next level.

}

}

template <typename T>

unsigned BST<T>::level(const T& val) {

unsigned finalLevel = -1;

BinNode\* cur = myRoot;

while (cur) {

finalLevel++;

if (cur->data == val)

return finalLevel;

else if (val > cur->data)

cur = cur->right;

else if (val < cur->data)

cur = cur->left;

}

}

// For destructor

template <typename T>

void BST<T>::BinNode::selfDestruct() {

if (left)

left->selfDestruct();

if (right)

right->selfDestruct();

left = right = NULL;

delete this;

}

template <typename T>

void BST<T>::BinNode::copyTo(BST::BinNode\* node) const {

node->data = *this*->data;

if (*this*->left) {

if (node->left == NULL)

node->left = new BinNode(left->data);

left->copyTo(node->left);

}

if (*this*->right) {

if (node->right == NULL)

node->right = new BinNode(right->data);

right->copyTo(node->right);

}

}

// Specialized for Project-10.1

template <typename T>

ostream& *operator*<<(ostream& out, const BST<T>& bst) {

bst.graph(out);

return out;

}

#endif

/// \file circq.h

/// \brief Declares and defines CircularQ data type and associated operators.

///

/// \author Johnathan Lee for CSCI 1107, Lab 10

/// \date Due 04/03/18

///

/// \note Modified for Lab 14 by Johnathan Lee:

/// - Removed circq.cpp (All definitions now in this file)

/// - Turned to template version.

/// - Replaced QueueElement with typename T.

/// - Added enqueueIfUnique

/// - Changed header comment style to fit with the rest of the docs.

#ifndef CIRCQ\_H

#define CIRCQ\_H

#include <iostream>

using namespace std;

/// \class CircularQ

/// \brief A Queue implemented with a circular linked list.

/// \note Uses sizeof(QueueElement) + sizeof(POINTER) per element.

template <typename T>

class CircularQ {

public:

/// \brief Default (Empty) constructor

/// \param None

/// \post \*this is initialized with absolutely no elements.

**CircularQ**();

/// \brief Copy constructor:

/// \param orig The CircularQ to copy elements from

/// \post All elements from orig are now ALSO contained in \*this.

/// \note This does NOT transfer ownership, it is a deep copy, orig is

/// unchanged.

**CircularQ**(const CircularQ& orig);

/// \brief Destructor

/// \post All elements in this queue are deleted

~**CircularQ**();

/// \brief Assignment

/// \param rhs The queue to copy elements from.

/// \post All elements are deep copied to \*this. See copy constructor.

const CircularQ& *operator*=(const CircularQ& rhs);

/// \brief Check if the queue is empty.

/// \return Whether there are no elements in the queue

bool **empty**() const;

/// \brief Check if the queue contains a certain element.

/// \returns Whether the queue contains the val.

/// \note type T MUST have operator== overloaded.

bool **contains**(const T& val) const;

/// \brief Add a value to the end of the queue.

/// \param value The value to add into the queue.

/// \post value is now at the end of the queue.

void **enqueue**(const T& value);

/// \brief Adds a value to the end of the queue ONLY IF it's not already in

/// the queue.

/// \param value The value to add.

/// \post If value isn't in the queue, it has been enqueued. If it is,

/// nothing has changed.

/// \note See this->contains for type restrictions.

void **enqueueIfUnique**(const T& value);

/// \brief Outputs \*this

/// \param out The stream to write to

/// \post The contents of this list are written to out, space delimited.

void **display**(ostream& out) const;

/// \brief Get the front of the queue.

/// \returns The first element in the queue. (I.E been there the longest).

T **front**() const;

/// \brief Remove the element at the front of the queue.

/// \post Current this->front() is no longer in memory.

void **dequeue**();

private:

/// \class Node

/// \brief Internal storage for data elements. Not relevent outside

/// CircularQueue class internals.

class Node {

public:

/// \brief Constructor

/// \param value The data value to assign to data

/// \param link The Node \*this should link to.

**Node**(T value, Node\* link = NULL) : data(value), next(link) {

}

T data; ///>! Our data element

Node\* next; ///>! The next link in the chain

};

typedef Node\* NodePointer;

NodePointer myBack; ///>! Our view into the list. Use myBack->next for front

};

/// \brief Output stream operator for CircularQ

/// \param out The stream to write to.

/// \param q The queue to display

/// \post Writes all elements in q to out. See CircularQ::display for more.

template <typename T>

ostream& *operator*<<(ostream& out, const CircularQ<T>& q);

//==============================================================================

// CLASS FUNCTION DEFS

//==============================================================================

template <typename T>

CircularQ<T>::CircularQ() {

myBack = NULL;

}

// Since it's just 2 statements, should really be inlined...

template <typename T>

CircularQ<T>::CircularQ(const CircularQ<T>& orig) {

myBack = NULL;

// Since it's the same code and the (this == &rhs) still works...

\*this = orig;

}

template <typename T>

CircularQ<T>::~**CircularQ**() {

if (myBack) {

Node\* cur = myBack->next;

myBack->next = NULL;

while (cur != myBack) {

Node\* old = cur;

cur = cur->next;

delete old;

}

delete myBack; // Putting out here to avoid problems with size() == 1.

}

myBack = NULL; // Accomodate Microsoft

}

template <typename T>

const CircularQ<T>& CircularQ<T>::operator=(const CircularQ<T>& rhs) {

if (this != &rhs) {

*this*->~CircularQ(); // Delete old list

if (rhs.myBack) {

Node\* curRhs = rhs.myBack->next;

// Use our methods - think deeply of simple things.

// (I'm gonna have nightmares about that phrase)

do {

enqueue(curRhs->data);

curRhs = curRhs->next;

} while (curRhs != rhs.myBack->next);

}

}

return \*this;

}

template <typename T>

bool CircularQ<T>::empty() const {

return myBack == NULL; // If myBack is null we have no nodes, so empty.

}

template <typename T>

bool CircularQ<T>::contains(const T& value) const {

bool found = false;

Node\* cur = myBack;

if (myBack) {

// Check myBack first, otherwise the cur!=myBack will skip it.

if (myBack->data == value)

found = cur->data == value;

else // 2+ elements

// While we aren't NULL and we haven't looped and we haven't found

// it

while ((cur = cur->next) && (cur != myBack) && !found)

if (cur->data == value)

found = true;

}

}

template <typename T>

void CircularQ<T>::enqueue(const T& value) {

if (myBack) { // !empty

Node\* newNode = new Node(value, myBack->next);

myBack->next = newNode;

myBack = newNode;

} else {

myBack = new Node(value, myBack);

// Because assigning it in the constructor would assign to NULL.

*//* *You* *don't* *wanna* *know* *how* *long* *that* *one* *took* *me.*

myBack->next = myBack;

}

}

template <typename T>

void CircularQ<T>::enqueueIfUnique(const T& value) {

if (!contains(value))

enqueue(value); // Avoid duplicating code.

}

template <typename T>

void CircularQ<T>::display(ostream& out) const {

if (myBack) {

Node\* cur = myBack->next;

do {

out << cur->data << " ";

cur = cur->next;

} while (cur != myBack->next);

} else {

// To help distinguish between no output and outputting blank queue.

/\*//\*/ out << "EMPTY\_CIRCULAR\_QUEUE ";

}

}

template <typename T>

T CircularQ<T>::front() const {

return myBack->next->data;

}

template <typename T>

void CircularQ<T>::dequeue() {

if (myBack->next == myBack) {

delete myBack;

myBack = NULL;

} else {

Node\* oldFront = myBack->next;

myBack->next = oldFront->next;

delete oldFront;

}

}

//==============================================================================

// HELPER FUNCTION DEFS

//==============================================================================

template <typename T>

ostream& *operator*<<(ostream& out, const CircularQ<T>& q) {

q.display(out);

return out;

}

#endif

/// \file Token.cpp

/// \brief Defines a Token class

/// \author Johnathan Lee

/// \date Due 05/04/18

#ifndef TOKEN\_H

#define TOKEN\_H

#include <string>

#include "circq.h"

/// \class Token

/// \brief A token class. Holds a string and a list of all lines it is seen on.

class Token {

public:

/// \brief Explicit constructor

/// \param tok The token to use

/// \param initialLine The line that will be first in lineNumbers.

/// \note Do not use as implicit constructor. This is just to make the

/// compiler happy.

**Token**(const string& tok = "", unsigned initialLine = -1);

/// \brief Copy constructor

/// \param tok The Token to copy from.

**Token**(const Token& tok);

/// \brief Assignment operator for token

/// \param rhs The token to assign from.

/// \returns a reference to \*this;

Token& *operator*=(const Token& rhs);

/// \brief Print \*this to an ostream

/// \param out The ostream to write to.

/// \post \*this has been written to out in the following format:

/// (##TOKEN## on lines ##EACH LINE NUMBER##)

/// \note See CircularQ->display for each line number.

void **display**(ostream& out) const;

/// \brief Concatenate the line numbers in this Token with those of another.

/// \param rhs The token to take numbers from.

/// \returns A token containing all the line numbers from \*this, followed by

/// all the line numbers from rhs. (Skipping duplicate lines)

/// \note Pass by value to avoid making another temp variable.

Token *operator*+(Token rhs);

/// \brief Less than operator

/// \param rhs Other token to compare

/// \returns Whether this->token < rhs.token.

bool *operator*<(const Token& rhs) const;

/// \brief Greater than operator

/// \param rhs Other token to compare

/// \returns Whether this->token > rhs.token.

bool *operator*>(const Token& rhs) const;

/// \brief Equality operator

/// \param rhs Other token to compare

/// \returns Whether this->token == rhs.token.

bool *operator*==(const Token& rhs) const;

/// \brief Gets the token from this instance.

/// \returns A const ref to the token.

/// \note const ref to avoid copying large strings.

const string& **getToken**() const;

private:

string token; ///>! The token we have.

CircularQ<unsigned> lineNumbers; ///>! All lines this token was found on.

};

/// \brief Stream insertion operator for Token

/// \param out The stream to write to

/// \param t The token to display

/// \post t.display has been called on out.

ostream& *operator*<<(ostream& out, const Token& t);

#endif

/// \file Token.cpp

/// \brief Implementation for Token.h

/// \author Johnathan Lee

/// \date Due 05/04/18

#include "Token.h"

#include "BST.h"

#include <cassert>

Token::Token(const string& tok, unsigned initialLine) {

token = tok;

lineNumbers.enqueue(initialLine);

}

Token::Token(const Token& tok) {

token = tok.token;

lineNumbers = tok.lineNumbers;

}

Token& Token::operator=(const Token& rhs) {

token = rhs.token;

lineNumbers = rhs.lineNumbers;

return \*this;

}

void Token::display(ostream& out) const {

out << "( " << token << " on lines " << lineNumbers << " )";

}

Token Token::operator+(Token rhs) {

Token newToken = \*this;

while (!rhs.lineNumbers.empty()) {

newToken.lineNumbers.enqueueIfUnique(rhs.lineNumbers.front());

rhs.lineNumbers.dequeue();

}

return newToken;

}

bool Token::operator<(const Token& rhs) const {

return *this*->token < rhs.token;

}

bool Token::operator>(const Token& rhs) const {

return *this*->token > rhs.token;

}

bool Token::operator==(const Token& rhs) const {

return token == rhs.token;

}

const string& Token::getToken() const {

return token;

}

ostream& *operator*<<(ostream& out, const Token& t) {

t.display(*out*);

return out;

}

template <>

void BST<Token>::insert(const Token& word) {

BinNodePointer locptr = myRoot, // search pointer

parent = NULL; // pointer to parent of current node

bool found = false; // indicates if item already in BST

while (!found && locptr != NULL) {

parent = locptr;

if (word < locptr->data) // descend left

locptr = locptr->left;

else if (locptr->data < word) // descend right

locptr = locptr->right;

else // item found

found = true;

}

if (!found) { // construct node containing item

locptr = new (nothrow) BinNode(word);

if (locptr == NULL) {

cerr << "\*\*\* Out of memory -- terminating program \*\*\*\n";

exit(1);

}

if (parent == NULL) // empty tree

myRoot = locptr;

else if (word < parent->data) // insert to left of parent

parent->left = locptr;

else // insert to right of parent

parent->right = locptr;

} else

locptr->data = locptr->data + word;

}