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## 目的

更好的管理项目，更好的上手项目，更好的交接项目

## 解决方案结构

### Core

公共类库，不参合业务逻辑，可以被任意项目引用，可发布Nuget托管；

### Data

数据层，基于EF提供数据操作，根据“Scaffold-DbContext”命令自动生成

### Domain

实体层，数据库表字段对象，根据“Scaffold-DbContext”命令自动生成

### Func

业务逻辑，自定义实体（ViewModel），可提供B/S、C/S等调用

### Web

站点

## 站点结构

### wwwroot目录

对公的静态资源目录

### wwwroot/css目录

所有页面的样式根目录

全部小写

global.css全局样式

页面样式存放格式：{controller}/{action}.css，如：/home/index.css

### wwwroot/images目录

所有页面的图片根目录

### wwwroot/js目录

所有页面的脚本根目录

全部小写

global.js全局脚本

页面脚本存放类似css结构

页面样式存放格式：{controller}/{action}.js，如：/home/index.js

### wwwroot/lib目录

公共组件根目录

如引用的jquery包，jquery/xxx.js

相同的组件不同的版本方于一个目录下，如 jquery/jquery-1.0.js、jquery/jquery-2.0.js

组件尽量提取dist文件，如示例、map、主题、语言包等尽量不引入（只保留必要的项）

### wwwroot/upload目录

上传文件根目录

上传的文件需要分类，即upload目录下不能直接存放文件

常用列举：

temp目录，所有临时文件存放，如导入的文件、导出的文件，可随时清空temp目录

template目录，模版，如打印模版，导入模版

doc目录，上传的文档，如上传接口可实现类似的存储：/doc/2019/05/id.docx，视具体情况

切记所有文件放在同一目录的情况，根据需求分析拆分子文件存储

为方便负载均衡等应用，使用文件时，配置服务器地址+文件路径的方式，如static.cqhg.com.cn + /upload/doc/2019/05/id.docx

### Components目录

组件

### Controllers目录

控制器，对应系统一级菜单

搭建项目时，根据一级菜单创建控制器

当出现新的功能模块，商讨是否需要新建控制器

控制器采用大驼峰命名，如AccountController；简写可全大写，如API

根据功能模块中文名，翻译对应的英文名称

控制器类须添加注释说明

### Filters目录

过滤器

如 授权访问，日记记录等

### logs目录

日志

错误日志，调试日志，

日志路径：2019/05/20190515.log，视具体情况，但2019/05 即按年月分子路径是必要的

避免单一日志文件过大，避免某一目录文件数量过多的情况

### Views目录

视图

控制器对应的文件夹，文件夹下包含所有的Action页面

Action保持大驼峰命名，如Index

每一个Action必须有Description特性值作为注释描述

如该控制器下有公共的局部视图，创建 \_PartialXXXX.cshtml，以\_Partial开头

### Views/Shared 目录

公共视图，

\_Partial开头的全局局部视图

### appsettings.json文件

配置文件

每项必须带有注释

按分类

示例：

//日志

"logs": {

//路径

"path": "~/logs/logs.db",

//分批写入量，满足任意一项触发

"batchwritecount": 10000,

//分批写入时间（秒），满足任意一项触发

"batchwritetime": 60

}

//连接字符串

"ConnectionStrings": {

"MySQLConn": "Server=localhost;uid=root;pwd=123;database=netnr;",

"SQLServerConn": "Server=.;uid=sa;pwd=123;database=netnr;",

"PostgreSQL": "Host=localhost;Username=postgres;Password=123;Database=netnr;"

}

## 数据库

* 数据库设计，推荐PD，或自带设计工具
* 表名大驼峰命名，不带符号（下划线、横杠等）
* 按分类表名前缀保持一致，如：

系统表：SysUser、SysRole、SysLog

* 表名根据中文翻译，不能使用拼音
* 表字段根据中文翻译，不能使用拼音
* 表字段必须带有注释，主键可忽略，表示键的字段，要描述清楚，如：1男，2女
* 主键统一采用GUID的字符串，数据库类型为字符串；特殊要求例外
* 不推荐主外键关联；特殊要求例外
* 不推荐写视图；特殊要求例外
* 不推荐写存储过程；特殊要求例外
* 表索引创建，评估设置字段为聚集索引、非聚集索引

## 规定

* vs对项目代码改写推荐，执行，特定情况例外
* vs对项目不需要的using提示，删除
* vs对项目不需要的变量提示，删除
* 所有的Action使用Description特性值注释；

所有类方法必须有注释，关键的地方有注释；

一个方法处理多个复杂的逻辑，需按点依次描述

* 一般无须异常处理，全局过滤器会记录异常日志；某些情况需自己异常处理，应尽量输出异常日志
* JS脚本，所有的方法必须有关键的注释；

减少全局变量的声明，减少同一作用域的变量声明，过多会导致冲突、烦杂

* 所有的方法必须仅有一行间隔，Action、类库方法、JS函数等

空一行，一般表示拉开区块，代码美观，类似一段话的逗号分割

空两行，一般表示分层，类似一段话的分号分割

* 与项目整体代码风格保持一致，不要突出自己的代码风格
* 方法参数，小驼峰优先
* 项目的构建命名推荐AAA.BBB的形式，如

## 高级

* 代码解耦，功能细分化，可提高利用率，方便更好的维护升级
* 优先采用LINQ，复杂的功能、不支持LINQ的一些查询，可采用SQL查询字符串处理
* 跨平台，增强移植性：能很方便的切换数据库、能很方便的切换部署环境

## 升级部署